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Abstract

Cyber-physical systems (CPS) are becoming more prevalent, especially in human-

interacting environments. Identifying incorrect behaviour through software testing is, there-

fore, paramount to their use. Surrogate-assisted testing approaches aim to effectively test

such systems by searching for scenarios that may result in system violations by using surro-

gate models to search for potential violations and evaluating those scenarios on a high-fidelity

simulator. However, the development of surrogate models requires curated datasets to accu-

rately represent system behaviour. Such datasets are typically unavailable for CPSs due to

the limitations and expense of physical execution, especially for human-interacting systems.

Pre-existing datasets may be used instead, which may contain spurious associations or may

not cover all behaviours (a lack of controllability). Unmeasurable environmental factors may

also affect system behaviour, making system outputs appear inconsistent for a given input

(a lack of observability). In this thesis, we use a motivating example of an artificial pancreas

system (APS) to investigate the limitations of testing such a system.

To account for the lack of observability and controllability of CPSs, we define a causal

surrogate model to enable more effective testing of their behaviour. This surrogate model

integrates with existing surrogate-assisted testing techniques. Our surrogate model uses

causal inference, which can account for bias in pre-existing datasets and assess the expected

causal relationships between variables. As a result, we enable the testing of systems for

which curated data may not be available or that exhibit behaviours affected by external

factors.

We perform two evaluations, first replicating an existing study of surrogate-assisted CPS

testing on an automated driving system (ADS). In this evaluation, our results demonstrate

how our approach found system violations with less computational expense than the state-

of-the-art. We then test a more complex, safety-critical APS. However, to test the APS, we

first develop and validate a digital twin of a person using an APS to act as a high-fidelity

simulator. The APS can, therefore, be disconnected from the human-in-the-loop, allowing

for the testing of potentially dangerous scenarios without clinical trials. Our causal surro-

gate model demonstrates the ability to uncover over double the number of violations using

real-world clinical APS data, compared to the state-of-the-art surrogate-assisted testing ap-

proach. We show how causal surrogate models can alleviate the requirement of curated data

for systems testing and present a novel way of navigating and finding system violations for

inconsistent system behaviour.
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Chapter 1.

Introduction

Cyber-physical systems (CPS) present a challenge for software testers, combining the

complexities of both physical and software components [140, 167]. Physical testing may

require human interaction, resulting in users being put in potentially dangerous scenarios

[19, 81, 150]. This difficulty is further exacerbated by the complex architectures of such

systems and the long, expensive setups and runtimes of physical testing [49,143].

CPSs are prevalent across many different human-interacting domains. These systems

interact directly with human users or exist in human-collaborative environments [12,69]. To

ensure such dynamic and human-interfacing systems act correctly, their behaviour must be

tested. For example, an automated driving system (ADS) [70] must behave correctly around

pedestrians and drivers, and portable medical devices [69], such as artificial pancreas systems

(APS) [168], must ensure the correct medical intervention is applied to the user.

Simulation-based testing approaches, such as in-the-loop testing [107], aim to reduce the

physical challenges of testing. However, the high computational cost and large search space

can make it difficult to find behaviour that results in system violations [70,120]. Due to the

recent increase in adoption of human-interacting CPSs, such as that seen in ADSs, APSs

[100, 180] and other human-interacting domains [69, 140, 167], it is particularly important

that we have techniques that find incorrect system behaviour.

Surrogate-assisted testing approaches have been used to reduce the time required to find

CPS safety violations and alleviate the physical risks associated with testing [16, 70, 116].

These approaches use surrogate models (e.g., regression models, neural networks) [16,64] to

provide a less computationally expensive approximation of system behaviour. For example,

a surrogate model may represent the relationships between test inputs and system violations

[70]. Therefore, the complexities of the software, hardware and physical environment of the

CPS are abstracted away. Surrogate models are used in conjunction with meta-heuristic

search to identify test cases that are likely to cause a violation. Therefore, only scenarios

that are most likely to cause system violations are executed in high-fidelity simulations.

For surrogate models to predict scenarios that result in real system violations, those

predictions must be an accurate representation of system behaviour. A surrogate model is

typically reliant on machine learning techniques that are trained from examples of system

behaviour (training data) [16,120]. These techniques exploit the associations in the training

data to generate a representation of the relationships between system inputs and system

violations.

In this thesis, we identify two challenges that may impact the ability to train a suitable

surrogate model and, therefore, test CPSs: (1) system behaviour being affected by unmea-

surable factors that are not explicitly accounted for in the training data, and (2) the difficulty

1



Chapter 1. Introduction

of generating datasets that cover the system’s entire specification. We will see that these

challenges can reduce the effectiveness of surrogate-assisted testing for CPSs.

System behaviour may appear to be inconsistent when affected by unmeasurable factors.

Therefore, a set of inputs may not always lead to the same behaviour. For CPSs, external

and unmeasurable factors [49] make it more difficult to identify inputs that cause violations.

The apparent inconsistency represents a lack of system observability [54].

For example, a person’s reaction to insulin depends on the unmeasurable dynamics of

the human body. An APS’s specific insulin prescription may, therefore, be correct for one

person but not another, depending on the unknown body dynamics of the user [142]. Such

unmeasurable factors make it challenging to define “correct” CPS behaviours, increasing the

difficulty of identifying behaviours that result in system violations.

Obtaining datasets that cover a CPS’s behaviours can also be challenging. Physical data

collection for CPSs can require expensive setups and potentially dangerous behaviour in

human-interacting environments [49]. This difficulty in obtaining data is known as a lack of

system controllability [54]. For example, for an APS, data collection could require observing

the user entering potentially dangerous hyperglycaemia [81] to find scenarios where the

control algorithm does not supply enough insulin.

In order to avoid physical data curation, pre-existing datasets may be used. However,

pre-existing datasets may not cover all CPS behaviours and may, therefore, give rise to

spurious associations. Such associations may appear in the data as a result of the data

collection process and are not representative of system behaviours [58]. Surrogate models

rely on machine learning approaches to estimate system behaviour based on the associations

in the data [27, 136]. As a result, the testing procedure may maximise for behaviours

based on spurious associations. Such behaviour may not translate to real world violations,

reducing the effectiveness of surrogate-assisted testing.

Causal inference provides a suite of statistical methods that use domain knowledge to

account for spurious associations and inconsistent behaviour [84]. Prior works have applied

causal inference in software testing to account for such testing difficulties [27,91,141]. These

techniques have used causal graphs to represent domain knowledge, providing additional

contextual information to software testing.

Causal inference allows pre-existing data to be used in software testing where data genera-

tion may not be feasible. Causal graphs can be used to identify spurious associations through

causal identification [135]. Estimations about system behaviour can, therefore, account for

spurious associations where they may be interpreted in pre-existing datasets.

Causal inference can also be used to represent behaviour that may appear inconsistent.

Causal graphs can represent the expected causal relationships between exposed system vari-

ables [27, 159]. Causal questions can then be answered about the system, such as “What

if I increase a variable? Will this cause the expected increase in another variable?” Rela-

tionships that do not hold can be identified by evaluating surrogate models, highlighting

contradictions in expected behaviour without testing specific values.

Causal inference-based testing, however, can suffer from the oracle problem. The tech-
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niques described rely on causal graphs, which are typically manually derived, requiring the

resulting graph to be accurate. A potential lack of knowledge surrounding CPS behaviours

due to their uncontrollability [49] may affect the viability of our approach. We further

discuss this threat to our approach in Sections 4.2.1 and 8.5.

1.1. Contributions

In this thesis, we propose the “causal surrogate model” to increase the applicability of

surrogate-assisted CPS testing. Our technique aims to integrate with current surrogate-

assisted testing techniques, building upon their reduction of physical system executions

and ability to efficiency find system violations. Our technique also uses causal inference

techniques to account for behaviours that appear inconsistent and the potential for the

interpretation of spurious association.

By integrating domain knowledge, our surrogate model can make predictions that adjust

for potentially spurious associations and check causal relationships of the system. A causal

graph allows for variables that may introduce bias into surrogate model predictions to be

identified and included in the surrogate model. The resulting predictions, therefore, adjust

for this association, producing more accurate surrogate model estimations.

We also show how one can evaluate system behaviour affected by external factors by

answering “what if” questions about the relationships between system variables. Causal

relationships that do not hold can be identified by finding changes in variables that do not

cause an expected change in other system variable. By searching for contradictions to the

expected causal relationships, our surrogate model drives the testing procedure towards

potentially incorrect system behaviour.

We evaluated the use of our causal surrogate model using two case studies. In these

case studies, we measured the extent to which our surrogate model found system violations

with less computational expense than the state-of-the-art associative surrogate modelling

technique [64]. We also measured whether our surrogate model could increase the number

of system violations found.

Our initial evaluation re-implemented a published study [70] of an autonomous driving

system (ADS), Pylot [65]. Pylot presented an off-the-shelf CPS that has been used in prior

evaluations and presents a CPS that is difficult to test due to its computational expense.

Incorrect ADS behaviour can be dangerous to drivers on the road and pedestrians in the

environment. Therefore, finding such incorrect behaviour is essential to their use.

We then applied our technique to a safety-critical artificial pancreas system (APS) control

algorithm, oref0 [98]. APSs are a safety-critical medical device that prescribes insulin to a

user with type 1 diabetes mellitus (T1DM) [43]. The insulin prescription is dependent on

the user’s constantly changing blood glucose-insulin dynamics [4, 95]. Correct behaviour is

critical for APS use since an incorrect prescription of insulin could result in dangerous blood

glucose levels for the user [81,150].

In the first (ADS) evaluation, we found that our causal surrogate model increased the
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efficiency of testing Pylot. Our approach found violations with fewer uses of the high-

fidelity simulator, reducing the computational expense of testing. From this evaluation, we

presented the applicability of our causal surrogate model in an existing surrogate-assisted

testing domain.

In the second (APS) evaluation, our technique found over double the number of violations

than the state-of-the-art technique. We also explored how our surrogate model explored

system behaviours differently to the state-of-the-art to better understand this improvement.

Our results suggest that the proposed approach has the potential to greatly assist the

testing of systems that are affected by external factors, such as a user’s blood glucose

dynamics, and where data that covers the entire system specification may not be available.

To perform surrogate-assisted testing, a high-fidelity simulator is required. For our second

evaluation, no simulation environment was available for testing of oref0. Therefore, we

performed an additional evaluative case study on developing a digital twin to act as the

simulation environment for oref0. Digital twins have been proposed to test medical devices

using the following steps: obtaining clinical data, generating a digital twin and fitting it to

represent this data, validating the digital twin’s model, and, finally, using the digital twin

to evaluate human responses to clinical interventions [37].

In this case study, we evaluated the applicability of applying these steps to observe

potentially dangerous APS configurations without the human-in-the-loop. We adapted

an existing blood-glucose insulin dynamics model to represent a person with T1DM.

We validated that our model could represent the dynamics of a clinical dataset, make

predictions about blood glucose-insulin levels and enable a tester to interface with the oref0

control algorithm.

This thesis makes the following main contributions:

• A novel causal surrogate modelling technique that enables a tester to account for

inconsistent system behaviours by checking causal relationships and enables causal

identification to adjust model predictions for spurious associations.

• We reproduced an existing evaluation to demonstrate the effectiveness of using our

causal surrogate model compared to the state-of-the-art in surrogate-assisted CPS

testing.

• We developed and validated a digital twin of a person using an APS to act as a

simulation environment in surrogate-assisted testing. We modified an existing blood

glucose-insulin dynamics model, interfaced it with the APS oref0, and validated its

behaviour against the largest open-source T1DM dataset, which has 156 users.

• We performed a second, more in-depth evaluation of using our causal surrogate model

to test a more complex, safety-critical APS. A human body in the loop provided

unmeasurable external factors and real clinical data was used as an uncontrollable data
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source. We used the developed digital twin as a simulation environment to validate

incorrect behaviour.

The significance of our work comes from allowing developers to use pre-existing datasets

instead of curating them for CPS testing. For CPSs, it is not always feasible to produce cu-

rated datasets. The proposed technique also allows testers to find incorrect system behaviour

that is affected by external unmeasurable factors. In the evaluations, the proposed approach

improved the effectiveness of surrogate-assisted CPS testing with pre-existing datasets by

reducing the computational budget required and increasing the number of violations found.

1.1.1. Papers

Throughout this thesis, the following papers have been peer reviewed and published or are

currently under peer review:

P1: Somers, R.J., Douthwaite, J.A., Wagg, D.J., Walkinshaw, N. and Hierons, R.M.,

2023. Digital-twin-based testing for cyber–physical systems: A systematic literature

review. Information and Software Technology, 156, p.107145. https://doi.org/10.

1016/j.infsof.2022.107145

P2: Somers, R.J., Clark, A.G., Walkinshaw, N. and Hierons, R.M., 2022, October. Reli-

able counterparts: efficiently testing causal relationships in digital twins. In Proceed-

ings of the 25th International Conference on Model Driven Engineering Languages

and Systems: Companion Proceedings (pp. 468-472). https://doi.org/10.1145/

3550356.3561589

P3: Somers, R., Walkinshaw, N., Mark Hierons, R., Elliott, J., Iqbal, A. and Walkinshaw,

E. (2025), Configuration Testing of an Artificial Pancreas System Using a Digital

Twin: An Evaluative Case Study. Softw Test Verif Reliab, 35: e70000. https:

//doi.org/10.1002/stvr.70000

P4: Somers, R.J., Walkinshaw, N., Hierons, R.M., Shin, D. and Foster, M. Causal Sur-

rogates: Adding “What If” to Cyber-Physical System Testing - ACM Transactions on

Software Engineering and Methodology Journal (major revisions, under review)

In Section 1.3, we describe how we have adapted the content of these papers for use in

this thesis.

1.1.2. Software and Replication Packages

Throughout this thesis, the following pieces of software were developed:

S1: Causal Testing Framework - Github link: https://github.com/CITCOM-project/

CausalTestingFramework

S2: APS Digital Twin (Replication Package for P3) - Github link: https://github.com/

CITCOM-project/APSDigitalTwin
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S3: Surrogate Assisted Testing (Replication Package for P4) - Github link: https://

github.com/CITCOM-project/SurrogateAssistedTesting

To increase the reproducibility of our evaluations in Chapters 5 and 7, we provide a

comprehensive replication package (S3). This package includes: scripts for data generation

and application of our methods for both the Pylot and oref0 evaluations, and the figures

generated for this thesis.

To also ensure the reproducibility of our digital twin case study in Chapter 6, we have

created a reproducibility package (S2), including the code of the digital twin model of a

person with T1DM, a script for applying our data cleaning procedure to the OpenAPS Data

Commons, and scripts for each research question.

For both replication packages, we cannot redistribute OpenAPS data due to our data

management agreement with OpenAPS Data Commons [97]. Our work was completed

using version ‘n=183’ of the OpenAPS Data Commons.

Through this software, we made the following contributions:

1. A replication package containing the software required to implement our causal surro-

gate model and the reproducible methodology of our evaluation for both motivating

examples.

2. A second replication package containing the software for the digital twin and accom-

panying scripts required to perform its validation.

1.2. Ethical Concerns

In the motivation of this thesis and our latter evaluation, we explore the testing of an open-

source, unregulated APS. This may raise concerns as to whether testing such a system was

encouraged its use, even though it has not been medically approved.

We justify our research into the topic by comparing it to research conducted to support

those who use recreational drugs [87]. Such research aims to protect and ensure the safety

of those who are going to use an unregulated substance, as opposed to encouraging it’s use.

We argue that people will use open-source APS implementations due to lack of technological

innovations, explored in Section 3.3, so research into ensuring their safety is important.

We also use a large open-source dataset of people using this APS in our latter evalua-

tion. To ensure such data was handled correctly, we sought approval from the University of

Sheffield’s Ethics Committee, resulting in a data management plan that was used to ensure

the data was used and stored appropriately.

1.3. Thesis Outline

The remainder of this thesis is laid out as follows:

Chapter 2 motivates the thesis by outlining the testing difficulties associated with testing

cyber-physical systems. We then examine how these testing challenges relate to the moti-
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vating example of the thesis, the artificial pancreas system. This chapter is derived from

the text in both P2 and P4 from Section 1.1.1.

Chapter 3 presents the background required for the remainder of the thesis. We expand

upon the notions of software testing, cyber-physical systems and present the open-source

artificial pancreas, oref0. We describe surrogate-assisted testing as the state-of-the-art tech-

nique for testing such systems and describe how this technique may struggle with the testing

challenges identified in Chapter 2. We explain how digital twins have been used for simulat-

ing human-machine interactions and their proposed use in medical device testing to alleviate

testing directly with the user. We also introduce causal inference-based testing and explore

its potential in solving the testing challenges that surrogate-assisted testing may struggle

with. This chapter is derived from the background sections of all papers in Section 1.1.1.

Chapter 4 presents the causal surrogate model to be used with existing surrogate-assisted

testing techniques. We describe how causal inference techniques can be used to generate

a causal model that can complement existing state-of-the-art surrogate models. We then

explain how our causal surrogate model examines the expected causal relationships between

variables and adjusts its estimations based on domain knowledge. This chapter is derived

from P4 in Section 1.1.1.

Chapter 5 presents a replication of an existing evaluation. In this chapter, we evaluate the

efficacy of our causal surrogate model in the context of a prior evaluation of an automated

driving system. This chapter is derived from P4 in Section 1.1.1.

Chapter 6 presents an evaluative case study of developing a digital twin to enable the

configuration testing of an artificial pancreas. We use this digital twin to act as a simulation

environment for surrogate-assisted testing in Chapter 7. We describe the development of the

digital twin and evaluate its accuracy with respect to the original data, prediction of blood-

glucose dynamics, and its ability to observe configurations that may result in dangerous

behaviour. This chapter is derived from P3 in Section 1.1.1.

Chapter 7 presents a second, more in-depth evaluation. In this chapter, we aim to test

our subject system, the artificial pancreas system. Similar to Chapter 5, we evaluate the

efficiency of our approach in a clinical context. We also investigate how combining data from

our causal surrogate model andthe state-of-the-art surrogate model affects the diversity of

the dataset used to train the surrogate models. This chapter is derived from P4 in Section

1.1.1.

Chapter 8 discusses the results of the evaluations in Chapters 5 and 7, derived from P4 in

Section 1.1.1. Chapter 9 outlines the related work, derived from all papers in Section 1.1.1.

Finally, Chapter 10 concludes the thesis.
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Chapter 2.

Motivation

In this chapter, we provide the motivation for the thesis. We present cyber-physical sys-

tems and the factors that may affect their testability: human interaction, complex input

spaces, a lack of curated data, and unmeasurable factors. We then introduce the motivat-

ing example for the thesis, the artificial pancreas system and investigate how each of our

testability factors may affect this system.

2.1. Cyber-Physical Systems

Cyber-physical systems (CPS) consist of both software and physical components [162]. These

are software driven systems which “interact with the physical world, and must operate

dependably, safely, securely, and efficiently and in real-time” [143]. They include different

levels of autonomous ability, further described in Section 3.2.1. CPSs are well established

as a concept and have been widely explored by other systematic reviews [140, 167] and our

own published systematic review (P1) [160].

In recent years, CPSs have been adopted into human-interacting environments and do-

mains through Industry 4.0 [72]. Industry 4.0 has seen such systems implemented in manu-

facturing, interacting directly with, or in proximity of people [46]. The adoption of CPSs has

also spurred the implementation of human-interfacing medical devices [5, 42, 55, 69], which

rely on a human user in order to operate. As a result, it is important that the systems

behave correctly for both the user and others in the working environment.

2.1.1. Testability of Cyber-Physical Systems

CPSs present a challenge for testers. Physical environments and extensive test setups [49]

make testing the system expensive and time consuming. However, the physical and human-

interacting environments in which CPSs exist highlight the importance of ensuring system

behaviour conforms to its specification as to not endanger their users [49,55,160]. We further

explore CPS conformance testing in Section 3.2.2.

In order to reduce manual system execution, systems such as CPSs can be tested through

the use of surrogate models [120]. Such approaches forego physical testing for testing the

behaviour of models of the system instead. System models can be inferred from pre-existing

execution data of the system in order to accurately represent system behaviour. The be-

haviour of this model can then be tested, reducing the need for expensive physical testing.

Modern testing approaches, such as surrogate-assisted testing [107] (described in Section

3.4), rely on the testability [54] of the system. We identify four factors which may affect

the testability of CPSs: human interaction, complex input spaces, a lack of curated data,
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and unmeasurable factors. In Section 2.2.1, we describe how these difficulties affect our

motivating example.

Human Interaction

The introduction of CPSs into human-interacting domains [46,55,72] presents a testing chal-

lenge in itself. Systems may work in environments that are dependent on human interaction

or may interact with humans directly. Test cases in which the system exhibits incorrect

behaviour may put users in dangerous scenarios.

Jones [79] presents an example of this in which performing physical tests where an arc

welder acts incorrectly could cause conjunctivitis, burns or inhalation of noxious fumes. As

a result, performing physical tests may not be feasible.

Complex Input Spaces

The interaction between physical and software components can make CPS behaviour com-

plex [49]. Such behaviours tend to be a result of continuous inputs from sensors and time

dependencies. As a result, it can be difficult to identify a combination of specific system

inputs that result in incorrect behaviour.

Nejati et al. [116, 120] present an example of this in which a satellite system has time

dependency in its behaviour across four continuous sensors. Executing the system has a

large computational and temporal cost. Although there are only four inputs, since they are

continuous, executing different combinations of these variables is very computationally ex-

pensive. As a result, finding a specific combination that results in incorrect system behaviour

through manual execution would require prohibitively long execution times.

Lack of Curated Data

Modern approaches to testing, such as surrogate-assisted testing [107] (described in Section

3.4), learn system behaviours from historical system data. However, a CPS’s interaction

with a complex, potentially human-interacting environment can reduce the data availability

for systems testing [46, 49]. From our prior example, the potential physical hazards when

using an arc welder, described by Jones [79], may reduce the availability of data that covers

system behaviours. Henceforth, this is referred to as a lack of curated data.

Definition 1 (Curated Data) Curated data is a dataset that has been generated specifi-

cally for system testing, typically covering all system behaviours to represent the system’s

operation.

Due to the difficulty of curating data of a CPS, testers may rely on pre-existing data.

Such datasets were not curated for system testing and, therefore, likely do not cover the

system’s specification. We define pre-existing datasets as follows:

Definition 2 (Pre-existing Data) An existing dataset for a system that was not gener-

ated for a specific purpose. This data may be from prior executions of the system and has

no guarantee that system behaviours or inputs will have coverage.
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We also define the inability to curate datasets for testing as a lack of system controllability.

Definition 3 (Controllability) A system is controllable if a tester is able to generate

inputs and outputs of a system such that they are able to cover the system’s entire specifica-

tion [54].

Pre-existing datasets that were not curated specifically for testing likely follow the op-

erational profile (the typical patterns of use) of the system [118]. As a result, there is no

guarantee that all system behaviours are covered by such datasets. It is also possible that

the datasets result in spurious associations (described in Section 3.4.1).

Unmeasurable Factors

The adaptive behaviours of CPSs may rely on unmeasurable environmental factors [49,55].

Since a tester cannot measure or control these factors, system behaviours may appear incon-

sistent as they adapt to their environment. As a result, defining what behaviour conforms

to an oracle becomes difficult. We define system behaviours which rely on unmeasurable

factors as behaviours that lack observability.

Definition 4 (Observability) A system is observable if distinct outputs are generated

from distinct inputs and that the output is a function of the input values only [54].

Defining whether behaviour that lacks observability is “correct” can be challenging. Shetty

et al. [156] present an example of how external factors may affect a self-driving car, but may

not be observable to the system. External factors, such as other driver behaviour, may result

in seemingly inconsistent self-driving car behaviours for the same system inputs.

2.2. The Artificial Pancreas System

In this section, we introduce the artificial pancreas system (APS) as a motivating example

for the thesis. We explore how this system is affected the the testing challenges described

in Section 2.1.1 and then use it as the basis for the evaluation of our upcoming approach in

Chapter 7.

APSs present a modern solution to managing the effects of type 1 diabetes mellitus

(T1DM). APSs account for a person’s inability to produce insulin by mimicking the be-

haviour of a healthy pancreas [168]. These systems typically have a control algorithm work-

ing in conjunction with a continuous glucose monitor (CGM) and an insulin pump, creating

a closed feedback loop. These systems present a combination of physical components, which

must communicate while accounting for the inconsistent nature of the human-in-the-loop.

Figure 1 shows the data exchange between devices in the APS. Both a CGM and insulin

pump are attached to the user. The CGM records the user’s blood glucose levels. CGM and

insulin pump data, along with prior insulin pump activity are passed to the APS control

algorithm in order to calculate the user’s insulin requirements. This requirement is fed back

to the insulin pump for insulin to be prescribed to the user. The data is then interpreted,

stored and used to inform future insulin prescription.
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Figure 1.: The different systems and sensors used in an APS. This diagram shows how data flow
between the user, a continuous glucose monitor, an insulin pump and the control algo-
rithm. This creates a feedback loop mimicking a healthy pancreas.

The APS continuously adjusts insulin requirements based on the feedback loop between

the user and the APS. The amount of insulin can, therefore, be configured based on its

understanding of the user’s blood glucose-insulin dynamics. As a result, the system is able

to generate complex behaviours that adapt to the system’s environment (the user).

The use of an APS allows for better glycaemic control for a person with T1DM [176]. For

example, sleep tends to be a challenge for people with T1DM, either waking up continuously

or sleeping through alarms [36]. APSs have been used to mimic background insulin values

when sleeping, aiming to alleviate these issues. As a result, this has improved the quality of

life for users through less disturbed sleep and reduced anxiety [100].

Ensuring such APS behaviours are correct is paramount to a user’s safety. Incorrect con-

figuration or system behaviour can lead to too much or too little insulin being administered.

Incorrect behaviour, in this case, can lead to hyperglycaemia or hypoglycaemia, which, if

severe, can have life-changing consequences such as strokes or heart disease, and potentially

be life-threatening [81,150].

2.2.1. Testing Difficulties

APSs are CPSs and, therefore, exhibit the same testing challenges. In this section, we revisit

each of the testing challenges outlined in Section 2.1.1 and describe how they apply to an

APS. We use these testing difficulties to motivate the remainder of this thesis.

Human Interaction

We have seen that an APS creates a feedback loop with the human body, allowing for the

complex behaviours of an APS to develop and adapt to the user over time. As a result, the

user of the APS must act as a human-in-the-loop in order to observe APS behaviour.

However, interacting with a human-in-the-loop to find scenarios that may cause system

violations of an APS can be potentially dangerous to the user of the APS and time consum-

ing. Scenarios that result in safety violations may endanger the user [81, 150] with blood

glucose levels outside the safe glycaemic range [17]. Therefore, physical testing approaches
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may not be feasible, especially when trying to find incorrect system behaviours.

Complex Input Spaces

The inputs to an APS are complex. APSs rely on blood glucose data, as well as insulin

prescription and carbohydrate intake histories. Such values are continuous values or complex

data structures with theoretically infinite combinations. Also, APS behaviours evolve over

hours of execution, requiring long runtimes to fully observe their behaviour.

Finding the specific inputs that result in incorrect APS behaviour is, therefore, challenging.

Physically trialling individual combinations of inputs requires physical clinical trials, which

are time consuming and expensive [37, 166]. As a result, finding incorrect behaviour of an

APS in this way is not viable.

Lack of Curated Data

Having a human-in-the-loop greatly reduces the availability of curated datasets for APSs.

Datasets that span all APS behaviour would include dangerous scenarios and, therefore,

may be unethical to generate [81, 150]. As a result, curating datasets that cover all APS

behaviours may not be viable. From this, we see that APSs lack controllability (see Definition

3).

Pre-existing datasets of APS behaviour may be used in testing. For such datasets, there

is no guarantee that all APS behaviours are covered and they may potentially give rise to

spurious associations [27,118]. In Section 3.4 we discuss how the use of pre-existing datasets

may affect the reliability of modern CPS testing techniques.

A lack of curated data is even more of an issue for a medical device such as an APS.

Pre-existing medical data intrinsically may be missing values, have inconsistent formatting,

or suffer from sensor error [52,94]. In such cases, performing software testing using this data

becomes very challenging. In this thesis, we will see the difficulties of trying to perform

software testing using a real, volunteered dataset from people with T1DM.

Unmeasurable Factors

APS behaviour is heavily dependent on the feedback loop between itself and the human

body. Nuanced human body dynamics, such as sleep and exercise [142], affect blood glucose-

insulin dynamics. A tester may be able to measure factors such as the user’s blood glucose

or carbohydrate consumption, but may struggle to measure more complex body dynamics.

As a result, observed APS behaviour may appear inconsistent due to its dependence on such

external, unmeasurable factors. An APS thus lacks observability (see Definition 4).

This lack of observability can make it difficult to determine whether behaviour is “correct”.

For example, a prescribed amount of insulin may be correct for one user but not another [88],

or be correct for during the night but not during the day [142], due to unmeasurable external

factors. As a result, defining whether system inputs will result in correct behaviour is non-

trivial.
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Defining correct behaviour for such complex system behaviours can result in an incorrect

expectation of system behaviour. In Chapter 4, we attempt to alleviate the challenge of

unmeasurable factors by using domain knowledge to evaluate system behaviours. Defining

a domain knowledge, however, requires human comprehension of the domain. The extent

to which the system tester understands the system and the domain in which it is used will

be paramount for capturing this behaviour. Incorrect assumptions about system behaviours

may be included in the test oracle, giving rise to the oracle problem [15], further discussed

in Section 3.1.

2.3. Chapter Summary

In this motivating chapter, we discussed the testing difficulties associated with CPSs. We

then presented a motivating example, an APS, and describe how these testing difficulties

apply to this system.

In the following chapter, we expand on our motivating example, describing different levels

of CPS autonomous behaviour and how an APS implements them. We then introduce

an APS implementation to be used in our future evaluations. We also explore current CPS

testing techniques, describe how they attempt to alleviate the testing challenges, and suggest

how causal inference could help with the remaining challenges.
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Background

In our motivating chapter, we highlighted the testing difficulties associated with testing

CPSs. We also introduced our motivating example: the APS. In this chapter, we expand on

the behaviour of CPSs and APSs, as well as the software testing challenges that make such

systems “untestable”. We also introduce the subject system that will be used in the future

evaluations of this thesis: oref0, an open-source APS.

In this chapter, we also cover the remainder of knowledge required for this thesis. We

describe the state-of-the-art surrogate-assisted testing technique and discuss its potential

challenges when testing CPSs. We discuss high-fidelity simulation through digital twins and

explore how they have been used in testing and healthcare applications. Finally, we present

causal inference-based testing and how it can use domain knowledge to alleviate the CPS

testing challenges.

3.1. Software Testing

Software-controlled systems are inherently fallible [80]. Software testing provides a frame-

work for validating software behaviour in order to ensure it works as expected. We use this

section to outline what software testing is and some examples of its implementation.

Staats et al. [161] present a framework for defining the key concepts in software testing.

We illustrate this framework in Figure 2. This framework consists of: the program, its

specification, a set of tests, and the oracle. The specification represents the expected system

behaviour in an “abstract, perfect notion of correctness” [161]. The specification is used to

inform the development of the program itself, as the program should embody the implemen-

tation of the specification. The tests are also derived from the specification and are intended

to highlight executions of the program in which the program behaviours deviate from the

specification. The oracle, again informed by the specification, identifies such deviations and,

in turn, determines whether the behaviours of the system are correct or not. This framework

also describes the relationships between the program, oracle and test set, which we discuss

through the remainder of this section.

Definition 5 (Test case) An expression of a particular piece of program behaviour with a

set of inputs and expected outcomes [80].

System behaviour can be observed by executing the system with a test case and comparing

the resulting behaviour to the oracle. The resulting behaviour can be validated as to whether

the inputs result in the correct expected behaviour. Note how the test case is expressed in

terms of program inputs and expected outcomes, not specifically outputs. Many testing

approaches validate behaviour based on program outputs, such as unit testing [39] and
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Figure 2.: The software testing framework outlining the relationships between the specification (S),
program (P), oracle (O) and test set (T). Figure inspired by Staats et al. [161].

configuration testing [178], which validate whether program inputs or configurations produce

the correct corresponding outputs. However, other approaches look beyond just the outputs.

For example, metamorphic testing [151], further described in Section 3.1.1, validates program

behaviour by verifying the expected relationship between two variables when one is changed.

Definition 6 (Test oracle) A process of defining whether a test case being executed pro-

vides behaviour that is correct or not [15].

Defining whether a test case results in correct behaviour is performed by the test oracle.

However, defining such correctness (the oracle) from the specification can be non-trivial.

Barr et al. [15] refer to this as the “oracle problem”. We define this as follows:

Definition 7 (Oracle problem) Defining an oracle for a program is not always feasible

where formal specifications are not available, those specifications may be “imprecise”, or the

program’s behaviour may not have “concrete” interpretation [15].

To give an example of the oracle problem, we can look to our motivating example from

Section 2.2. For an APS, specifications are available. However, due to the behaviour of

the APS being heavily dependent on the user (lack of observability, Definition 4), such

specifications are “imprecise”, allowing for a large variety of behaviours to be correct for

different users. For example, a specific prescription of insulin may be correct for one user

but not another [88], even if they have the same blood glucose level and have consumed the

same meals. As a result, defining a “precise” oracle of specific expected outputs for given

inputs infeasible.

A system’s behaviour may also not be “concrete”. In Section 3.2.1, we introduce CPSs

that can adapt their configuration to their environment. Such systems will have adaptive

behaviours [11], resulting in behaviour that may change overtime. Therefore, a test oracle

for this system would also need to be adaptive, changing what behaviours are defined as

correct over time.
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Definition 8 (Test case selection) Approaches aimed at choosing a subset of test cases

within a specific domain according to a criterion of interest [124].

Another potential testing challenge is that of test set selection. This is represented in

Figure 2 as the relationship between the program and the tests. It is not always trivial to

select a test set that covers the program behaviours. Combinatorial testing techniques [33,92]

aim to generate test cases in such a way to cover combinations of system inputs. For example,

for an APS, this may require testing all combinations of different blood glucose levels with

different carbohydrate consumptions.

However, for CPSs testing such a large number of combinations may not be feasible. CPS

program behaviours may be complex and have continuous input spaces that are impractical

to cover [49]. The test set cannot be too large or testing becomes computationally impractical

[114], requiring the tester to search for tests that are most likely to reveal program faults

[120].

Selecting test cases for an APS is non-trivial due to their large input spaces that result

in complex behaviours (Section 2.2.1). Covering the potentially infinite combinations of

carbohydrate consumptions, insulin prescription histories and environmental factors is in-

feasible. To test such behaviours, we require a different approach to find test cases that

are most useful for uncovering incorrect system behaviour. In the following subsections, we

describe potential solutions to test selection, search-based testing and configuration testing,

in Sections 3.1.2 and 3.1.3. We also describe a potential solution to the oracle problem:

metamorphic testing (Section 3.1.1).

3.1.1. Metamorphic Testing

Metamorphic testing aims to alleviate the oracle problem by testing metamorphic rela-

tionships instead of specific inputs and outputs [151]. A metamorphic relationship is the

expected change in outputs when an input parameter is changed. A metamorphic test case

can then be generated from a starting input value, its resulting program output value, a

change to the input value, and the expected change to the output value [22].

Using our motivating example of an APS from Section 2.2, we expect different insulin pre-

scriptions for different people [88,142]. However, regardless of the user we expect that when

a user consumes carbohydrates, the insulin prescription from an APS should compensate

for that and, in turn, increase the insulin prescription. The increase may be different for

different users, but there should be an increase nevertheless. An expected increase presents

a metamorphic relationship between the amount of carbohydrates consumed and the insulin

prescription and can, therefore, be tested independently from precise inputs and output

values. Metamorphic testing can, therefore, alleviate the oracle problem for systems where

a “precise” oracle is not feasible.

3.1.2. Search-Based Testing

Search-based testing aims to find test cases that maximise a problem-specific fitness function

within a practical time limit [115]. Such approaches use meta-heuristic search in order to
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navigate potentially infinite input spaces to find relevant test cases. The resulting test set

is, therefore, more likely to provide better system coverage or uncover more incorrect system

behaviour than a manually generated one. In prior works, search-based testing has been

used to enable different testing techniques, such as test prioritisation [104] and mutation

testing [78].

Search-based testing could be used to alleviate the complex input space of an APS. Since

meta-heuristic search approaches are able to navigate continuous input spaces [115], such a

technique may be able to identify test cases that are more likely to uncover incorrect system

behaviours. As a result, meta-heuristic approaches would reduce the computational ex-

pense of testing by finding combinations of carbohydrate consumptions, insulin prescription

histories and environmental factors that are likely to result in incorrect APS behaviour.

However, meta-heuristic search requires a large number of executions. Executing an APS

would require a considerable computational expense to account for their time evolutionary

behaviour. As a result, meta-heuristic search may become infeasibly expensive as it attempts

to search the behaviours of an APS. We, therefore, require a way of reducing the computa-

tional expense of executing the system when searching for incorrect system behaviours.

3.1.3. Configuration Testing

Configuration testing is another technique for addressing test case selection. Configuration

testing [178] is not a test generation technique but a procedure for ensuring that new con-

figuration values lead to correct system behaviour [23]. When a system configuration is

changed, unit and integration tests should be executed in an isolated development environ-

ment with the new configuration before the new configuration is applied to the production

system. Configurations that enable erroneous system behaviour can be identified before

they are deployed, reducing the potential risks associated with system misconfiguration.

Configuration testing does not attempt to ‘cover’ the configuration space, as is already

done by combinatorial testing techniques [33]. Instead, it tests system executions with

selected configurations expected for system deployment [178]. In the context of an APS, we

identify in Section 3.3.1 that the blood glucose target is a configuration that can result in

dangerous scenarios if misconfigured. An APS can, therefore, be executed with expected

configurations of the blood glucose target in order to evaluate the resulting behaviour.

However, applying configuration testing to a medical device, such as an APS, can be

challenging. The human-in-the-loop is necessary for the device to function correctly. Unfor-

tunately, this makes testing configurations that may lead to incorrect behaviour potentially

dangerous to the user. We require a way of decoupling the human-in-the-loop from the

system to safely test configurations of these systems and assess their behaviour.

3.2. Defining Cyber-Physical Systems

We use this section to outline the CPS concepts used in the remainder of this thesis. We first

cover a taxonomy for different autonomous behaviour capabilities. We use this taxonomy
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in the justification of our selected motivating example. We then introduce CPS testing

objectives.

3.2.1. Autonomous Ability

To help our understanding of CPS, we use the 5C taxonomy proposed by Bagheri et al. [11]

for defining and designing a CPS at different levels of autonomous ability. In particular, we

highlight the configuration layer and use this to later motivate our subject system. We

provide a brief summary of the 5C taxonomy with examples of how an APS implements

each layer:

• Connection - CPSs allow for a transfer of data between the physical environment

and virtual software elements. Sensors allow for the virtual aspects of the system to

obtain physical data and use it as part of the control process. This level is seen in the

majority of CPS.

An APS transfers the physical blood glucose readings of a CGM from the physical

domain to the software domain. This data can then be used by the remaining CPS

layers.

• Conversion - The data gathered at the connection level can be converted into more

useful, machine-understandable information for the system. Whether this is tempera-

ture data for health management or motor speed for later visualisation, interpretation

of the physical data into something useful, such as an overall system health value,

allows for a more informed awareness of the physical system.

An APS converts CGM and other user inputs, such as carbohydrate intake and in-

sulin histories. By interpreting the data, raw data, such as CGM readings, can be

interpolated into JSON files containing the necessary information for later layers.

• Cyber - A centralised hub for all information gathered by the CPS is known as

the cyber layer. This non-physical layer allows for calculation and identification of

erroneous behaviour in the system as well as comparison to past iterations and states

of the system.

The APS acts as a hub for storing all interpreted data from the CGM, insulin pump

and prior APS executions. This allows for past behaviour to be analysed by a user

through logs, and enables that past behaviour to be used in the calculation of new

behaviour.

• Cognition - For data about a system to be used in an intelligent and informed way,

it must be understandable and provide support to users of the system, whether they

be humans or other systems. This level restructures the data from the Cyber layer

to enable other systems or users to be better informed of system behaviours. An

example of this would be generating visualisations to better inform users of a system’s

behaviour.
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The APS can predict and suggest insulin prescriptions for the user. This is achieved by

making informed decisions based on the data stored in the Cyber layer. The effects of

prescriptions can be displayed to the user, allowing them to make informed decisions

about their blood glucose levels.

• Configuration - This level of the CPS allows for self-adaptation using the data ac-

quired and synthesised in the previous levels. This ability to change behaviour allows

for resilience and optimisation to the current physical environment.

An APS is able to adapt its behaviour based on the predictions made at the Cognition

layer. The effects of prior insulin prescription and carbohydrate consumption can be

extrapolated, allowing the APS to configure future insulin prescription based on the

predicted reaction of the user.

Systems start with the simplest layer, connection, and adopt further levels the more intel-

ligent they are. Only very few CPSs achieve configuration. The configuration layer allows

for adaptive behaviour, resulting in more complex behaviours dependent on the physical

environment in which the system exists. Ensuring such complex behaviour is correct is

paramount to the use of these systems, especially in human-interacting environments [49].

We observe how an APS implements all five CPS layers, exhibiting behaviours that adapt

to its environment. In the case of the APS, this environment is the constantly changing blood

glucose-insulin dynamics of the user. In Section 2.2, we described the importance of ensuring

that such complex behaviours do not lead to dangerous scenarios for the user [81,150].

3.2.2. Testing Objectives

In order to test the complex behaviours of a CPS, such as an APS, it is important to define

which aspect of the behaviour is being tested. Zhou et al. [184] present four different testing

objectives for cyber-physical systems: conformance, robustness, security and fragility. We

define these objectives with examples of how they may be applied to an APS:

• Conformance Testing - Testing that a CPS conforms to the behaviour of some ora-

cle. Conformance testing can be implemented using a model representing the specifi-

cation as the test oracle and creating tests to ensure that the physical system conforms

to the expected behaviour [9]. Conformance testing of an APS could involve ensuring

its behaviour results in the blood glucose level being kept safe.

• Robustness Testing - Investigating whether a CPS reacting to its stochastic envi-

ronment will be classified as erroneous behaviour [2]. This is particularly important in

CPSs as their physical environment will change over time, and this should not cause

test failures. For an APS, such an environmental factor could be the user exercising.

Robustness testing would test whether the user exercising affects if the APS is able to

keep the user safe.

• Security Testing - Ensuring that a system cannot be affected by cyber-attacks that

could either change the behaviour of the system or allow for system information to be

20



3.3. OpenAPS

intercepted. Due to the connection level of CPSs requiring networks, security testing

is important to ensure they are safe and secure [26], especially when conducting safety-

critical tasks. An APS’s behaviour is paramount to its user’s health and, therefore,

security testing would ensure the system is safe from cyber-attacks.

• Fragility Testing - Ensuring that minor changes to inputs or the environment do

not cause the system to completely stop working. Environmental uncertainties can

cause minor changes in sensor readings due to being physical systems and this should

not drastically affect system behaviour [184]. For an APS, fragility testing could

test that small changes to environmental factors, such as consuming slightly more

carbohydrates, does not drastically change the system’s behaviour.

In Section 2.1.1, we highlighted the difficulties of testing whether a CPS’s behaviour

conforms to an expected behaviour. Prior work (P1) [160] has found that the conformance

testing objective is widely used in CPS testing. We, therefore, we focus the conformance

objective when testing an APS in this thesis.

The other testing objectives are important for ensuring correct CPS behaviour, but we

designate these as out of scope of this work. However, future work should be conducted to

cover these objectives. For example, an APS’s behaviour is paramount to its user’s health

and, therefore, ensuring the system is secure makes it good candidate for security testing.

It should also be noted that our upcoming approach in Chapter 4 can also be applied to

robustness and fragility testing.

3.3. OpenAPS

In Section 2.2, we described the difficulties of testing an APS. In this section, we build on

this by exploring a widely used APS [41], OpenAPS.

Typically, an APS is validated through clinical trials [166] in order to ensure that system

behaviour cannot harm the user. Such trials, therefore, are used to test for erroneous be-

haviour and reduce potential risks to the user. Clinical trials, however, can be expensive and,

in the case of APSs, have been seen to delay the deployment of technological advancements

in the field [100].

Due to the delay in technological advancements, open-source “do-it-yourself” (DIY) APS

alternatives have been developed [21].1 Open-source APSs require the user to download,

compile and install the control algorithm themselves, typically without the oversight of a

medical professional. DIY approaches, therefore, present a risk as the systems have not

undergone clinical trials and could potentially have unsafe behaviours.

oref0 [98] is the open-source reference APS reference control algorithm used by APS

implementations [100]. This algorithm has been implemented across multiple different APS

applications [4,95]. In this thesis, we do not elaborate on alternative algorithms as oref0 is the

1Anecdotally, during my research I found that many people I spoke with who had T1DM trusted their
own intuition from their experience dealing with T1DM over medically approved APSs. There could be
a potential link between this and people using open source APSs and I believe this would make for an
interesting investigation.
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only open-source control algorithm. oref0 is typically implemented as a mobile application

that can interact with most existing CGMs and insulin pumps. A user must compile and

install the application themselves from source code and configure it to interact with their

existing T1DM hardware.

With an increase in the adoption of oref0 and similar systems [69,100], it is vital to have

techniques that identify scenarios in which systems allow a person to become unsafe. Testing

the behaviour of oref0 would reduce the risk to the user by allowing for the examination of

incorrect behaviour. However, as identified in Section 2.2.1, testing such a safety-critical,

human-interfacing system is non-trivial.

3.3.1. Configuration

oref0 presents a highly configurable environment, where users require personalised config-

urations. The oref0 documentation presents 13 commonly changed parameters, from 47

parameters in total. The documentation also presents how a single person requires multiple

different configuration profiles for different times of day and activities [131]. For exam-

ple, exercise requires a specific configuration profile that has 6 additional exercise specific

parameters.

The blood glucose target of oref0 is an example of such a configuration that defines the

value that the APS attempts to keep the user’s blood glucose at. The target may vary with

different activities, such as sleep and exercise, as well as different people. Testing different

configurations of the blood glucose target may produce undesirable and potentially dangerous

behaviours if misconfigured. Performing this testing with a human-in-the-loop would enact

these behaviours on the user.

The documentation for the iOS implementation of OpenAPS, Loop [127], contains the

following quote: “You can count on your fingers the number of doctors in the US who are

capable of properly adjusting settings for Loop. You can probably count on your fingers and

toes the number worldwide who can successfully help you with Loop settings.” This is an

indicator of how much prior knowledge is required to correctly configure these systems. As

stated in Section 2.2, if an APS is misconfigured, it can have severe consequences [81,150].

OpenAPS has a thriving community across Github issues [126], Gitter [129], Facebook

groups [125] and a Google group [128]. At the time of viewing, one of the main forums for

APS configuration with over 30,000 users [125] contained multiple daily posts where users

were asking for advice with configuration, struggling with code compilation and having

difficulties integrating with other applications and hardware. From both the documentation

and online communities, we identified that the configurability of oref0 is a challenge.

These configuration difficulties are not only faced by DIY implementations of APSs but

are more widely faced by medical devices [106]. Closed-source APS devices have recently

posed a challenge for system configuration. A recent example presented a clinically approved

device parsing configuration inputs incorrectly, ignoring decimal points [109]. In some cases,

this caused a potentially dangerous amounts of insulin to be administered.
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3.3.2. Subject System

Due to the large number of users, configurability and open-source nature of oref0, it makes a

suitable subject system for evaluations throughout the remainder of this thesis. In Chapter

6, we describe the development of a simulation environment for oref0 to enable surrogate-

assisted testing (Section 3.4). In Chapter 7, we describe the evaluation of our upcoming

testing technique against oref0. We investigate whether our upcoming technique (Chapter

4) is able to alleviate the lack of controllability and observability of an APS, as described in

Section 2.2.1.

3.4. Simulation and Surrogate-Assisted Testing

Finding scenarios in which CPSs do not conform to their expected behaviour, as described

in Section 3.1, allows for incorrect behaviour to be identified. Physical constraints reduce

the ability to execute physical tests and the complexity of system behaviours makes finding

specific inputs that lead to incorrect behaviour very challenging [49]. We use this section to

introduce simulation-based testing, how surrogate models are used to improve the efficiency

of searching for incorrect behaviour and the potential weaknesses of machine learning-based

approaches when using pre-existing datasets.

“In-the-loop testing” [107] aims to alleviate the physical constraints of CPS testing. This

testing approach is used to test a specific component of a system, while simulating the

remainder of the system and its environment. Modelling the rest of the system allows for

more specialised testing of a specific component without the physical constraints of testing

the entire system [49].

This is especially useful for CPSs that include the configuration layer (Section 3.2.1), such

as an APS (Section 2.2), since the environment can be modified for each test. Environmental

factors, which cannot be controlled during physical testing, can, therefore, be accounted for

without physical constraints.

For example, an APS should adapt the insulin it prescribes based on the blood glucose

level of the user. In-the-loop testing would allow for the APS control algorithm to be tested

while the interacting environment (the human user) is simulated. As a result, blood glucose

levels that are unsafe for physical testing can be trialled without risk to the user.

However, due to the high fidelity nature of CPS simulation, in-the-loop testing can be

computationally expensive. For example, Menghi et al. [116] tested using simulations of a

satellite that each took ∼1.5 hours to execute. As a result, for such systems using simulation

alone may not be feasible when searching for inputs that result in incorrect system behaviour.

In the remainder of this section, we outline a state-of-the-art technique that builds upon

in-the-loop testing: surrogate-assisted CPS testing [120]. Figure 3 illustrates the approach.

This testing technique aims to reduce the computational expense of in-the-loop testing by

searching for system violations using a computationally efficient surrogate model as the

fitness function of search-based testing techniques (Section 3.1.2). We describe each stage

of the procedure and provide a running example describing how a tester may apply these
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Figure 3.: Surrogate-assisted CPS testing technique. An initial dataset is used to generate a surro-
gate model. The surrogate model is used in meta-heuristic search to find scenarios that
likely cause system violations. Such scenarios are validated on a high-fidelity simulator.

steps while testing an APS control algorithm.

3.4.1. Generate Surrogate Models

Surrogate-assisted CPS testing requires a surrogate model that is a representation of the

CPS’s behaviour that is less computationally expensive than a high-fidelity simulator. Sur-

rogate models normally provide a simplification of the CPS behaviour, for example, by

representing only the relationships between potential system violations and the system’s

inputs [16].

To achieve this, these approaches typically use machine learning models, such as polyno-

mial regressors, gaussian process regressors and radial bias function networks [38, 64, 163].

These models are trained on historical data of the system in order to represent system ex-

ecution. As a result, the system can be represented in a way that is more computationally

efficient than running the system, whilst approximating its behaviour.

Following our running example, the behaviour of the APS control algorithm can be imple-

mented as a surrogate model. Following prior works [70], this model could have the inputs

of the APS and return the likelihood that those inputs would result in a system viola-

tion. In this case, such a violation could be severe hyperglycaemia or severe hypoglycaemia.

These likelihoods could then be evaluated by the testing procedure as a less computationally

expensive interpretation of an APS’s behaviour.

The Ensemble Model

In prior work, a single machine learning model has not been seen as sufficient represent the

behaviours of systems [70]. Goel et al. [64] describe the use of an Ensemble surrogate model,

which trains multiple individual machine learning models and combines their outputs based

on a learned weighting. The model presented by Goel et al. [64] consists of a polynomial

regressor, a gaussian process regressor and a radial bias function network [38, 163]. We use

this Ensemble as the state-of-the-art baseline in our upcoming evaluations in Chapters 5

and 7.

By using multiple different models, models that may struggle to interpret data or represent

behaviour can be supplemented by other models. For example, if the radial bias function

network was inaccurate in representing APS behaviour, and a polynomial regressor more
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appropriate, the polynomial regressor could be given more weight when determining the

ensemble’s output.

To determine how the individual models should be weighted, each model is evaluated to

determine its accuracy with regards to the training data. The dataset is split into a training

set and a testing set [165]. The individual models are then trained on the training set and

scored based on their ability to accurately replicate the testing set. The scores derived from

this process outline a weighting for each model with respect to the training data.

Haq et al. [70] performed surrogate-assisted testing on a automated driving system (ADS)

using this ensemble surrogate model. For their evaluation, they used a fitness function that

maximised for ADS violations based on scenario inputs. We use this same fitness function

for the baseline of our evaluation in Chapter 5.

Spurious Associations

It should be noted that the machine learning models typically used in this step are trained

from associations in the training data [64]. However, due to the difficulty of obtaining

curated datasets for CPSs (lack of controllability, Definition 3), the training data may result

in spurious associations. Spurious associations are associations that are not causal but

exist in the data as a product of the data collection process, such as not covering all system

behaviours [58]. By training on such associations, the resulting machine learning model may

learn these spurious associations as causal, potentially representing the system behaviour

incorrectly [27].

As with our APS example, pre-existing data could include scenarios in which the user

only enters severe hypoglycaemia when eating a specific meal. A surrogate model may learn

this association between spurious associations as causal [58, 136], resulting in that specific

meal being associated with severe hypoglycaemia. The resulting surrogate model would,

therefore, not be an accurate representation of actual APS behaviour. We explore how this

relationship may not be causal in Section 3.6.3.

3.4.2. Search for System Violations

Given a simplified representation of a CPS (the surrogate model), meta-heuristic approaches

are used to search for potential violations. This step implements search-based testing, as

described in Section 3.1.2.

A fitness function that maximises the likelihood of a violation drives the search process

towards potential incorrect system behaviours. Examples of such fitness functions include

estimating and maximising the input-violation relationships for scenarios [16] or searching

for the input-output timesteps of a system that result in a system violation [116]. The test

case identified as that most likely to result in a system violation is denoted as the candidate

test case (as seen in Figure 3).

For example, Haq et al. [70] investigated 6 potential violations: being too far from the

centre of the road, not avoiding other vehicles, not avoiding pedestrians, not avoiding other

obstacles, not abiding by traffic laws, and not reaching the scenario destination. In this
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case, the surrogate model estimated the likelihood of these violations from Pylot inputs. A

meta-heuristic search could then find scenario inputs that maximised for violations.

3.4.3. Simulation-based Evaluation

To evaluate whether a violation found by the meta-heuristic search translates to a real system

violation, it is validated under high-fidelity simulation. The real system is executed in a

simulated environment for the suggested inputs, evaluating the resulting behaviour against

a test oracle to determine whether a violation is observed [107]. This process mirrors that of

configuration testing (Section 3.1.3) and is further discussed in Section 3.4.5. This technique

provides a way of finding incorrect behaviour of CPSs without the physical risks associated

with them [49].

For an APS control algorithm, the remainder of the human-in-the-loop could be simulated.

The simulation would require a high-fidelity in order to capture nuanced behaviour of blood

glucose-insulin dynamics. Such a simulation would be able to complete the feedback loop

between the APS control algorithm and the human body, allowing APS behaviours to be

observed. The realism of the simulation, however, would make it computationally expensive,

hence the requirement to only execute scenarios with a high likelihood of resulting in a

violation.

3.4.4. Data Feedback

Given a scenario in which the candidate test case, identified in Section 3.4.2, does not result

in a system violation, the surrogate model is re-trained based on this additional information.

Recent works [70, 116] have achieved this by simply adding the new data into the original

dataset and re-training the surrogate models with the new expanded dataset. The original

authors viewed this approach as a way for the surrogate to learn about the environment it

represents as it explores incrementally.

3.4.5. Parallels to Configuration Testing

The simulation-based evaluation step (Section 3.4.3) of surrogate-assisted CPS testing exe-

cutes specific system configurations in order to evaluate the resulting system behaviour. This

technique parallels configuration testing, described in Section 3.1.3. Both approaches do not

aim to cover the system’s input spaces, but instead execute specific system configurations.

Incorrect system behaviour can be identified from this evaluation, highlighting system con-

figurations that result in behaviour violations. We use this parallel to configuration testing

when developing a simulation environment for our motivating example in Chapter 6.

3.4.6. Summary

Surrogate-assisted CPS testing uses surrogate models to find test cases that are likely to

result is system violations. Those test cases can be evaluated in a high-fidelity simulator to
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observe if the test case results in an actual violation. As a result, CPSs can be tested in a

computationally effective manner.

This approach aims to solve the testing difficulties of human-interactive environments

and complex input spaces (presented in Section 2.1.1). Simulation-based evaluation reduces

the set up expense of physical testing by simulating the environment in which tests occur.

This is particularly useful for human-interactive environments where the user may be put

in dangerous scenarios. Complex input spaces can also be more efficiently explored using

meta-heuristic search. By using a surrogate model that is less computationally expensive

than the high-fidelity simulator, meta-heuristic search can be used to efficiently identify

scenarios that may result in system violations.

However, surrogate-assisted CPS testing does not account for a lack of controllability. Such

a technique is reliant on curated data to generate surrogate models that do not learn spurious

associations [58, 147]. Spurious associations would result in less accurate representations of

the system and, therefore, reduce the reliability of the scenarios found from them [27].

Surrogate-assisted CPS testing also relies on the ability to define whether system inputs

will result in violations. However, some systems implement the configuration CPS layer

(Section 3.2.1), resulting in behaviours that adapt to their environment through potentially

unmeasurable factors (lack of observability) [49]. As a result, system behaviour may appear

inconsistent, making defining which behaviours are “correct” difficult.

3.5. Digital Twins

In order to perform surrogate-assisted testing, we require a high-fidelity simulation environ-

ment. A modern approach to defining such a simulation environment, specifically for CPSs,

is that of a digital twin.

A digital twin is a simulation that runs in parallel to a physical entity. Digital twins

change and adapt their behaviour to match that of their physical counterpart [101]. As a

result, they present a virtual replica of the system on which the behaviour from interventions

can be predicted. Insights can be gained from the simulation to enhance the behaviour of

the physical twin in the real world [46,51]. Examples of this enhancement include real-time

visualisation [185] and physical degradation prediction [139].

It should be noted that digital twins have been defined to adapt system behaviour in a

“time-evolutionary” [47] or “live” [51] manner. This can, but does not always, equate to

real-time. A digital twin should adapt alongside its physical counterpart, with that time-

evolutionary adaptation being dependent on the system’s domain.

For example, a digital twin used in cyber-attack detection [181] would require real-time

adaptation to quickly identify system anomalies. However, a digital twin used to identify the

degradation of a wind turbine [6] may update in a less timely manner due to the time-scale

of such degradation.

Ensuring confidence in digital twin model predictions is paramount to their trustworthi-

ness. By using an explainable model, it allows for a more informed confidence in digital twin

predictions regarding the physical system. Domain experts are able to fully understand the
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Figure 4.: Digital model, digital shadow and digital twin

causes of potentially faulty behaviour by tracing back through the model’s execution. Digi-

tal twins have achieved this through physics-driven and explainable AI approaches [51,149].

Prior work, however, has found that these predictive capabilities are not widely used, espe-

cially when validating system behaviour [160].

3.5.1. Classifying Digital Twins

Classifying different types of digital twins is important for understanding their capabilities

and the context in which they should be used. Due to digital twin definitions being so

diffuse [56, 160], there is currently no consensus on how to classify digital twins. This has

led to multiple different ways of doing so, with overlap in these taxonomies. To provide an

overview of the different taxonomies used to classify digital twins, we explore two different

classification methods in this section.

Eyre et al. [51] propose three classifications for digital twins based on their most complex

functional output. We revisit this classification when assessing the requirements for a digital

twin in Chapter 6. The classifications are outlined below:

• Supervisory - Supervisory digital twins accept data from the physical counterpart

to provide information to a human observer, allowing them to act on this information.

The functional output for this classification of digital twin is simply visual information.

• Interactive - Interactive digital twins close the feedback loop by using data gathered

from the physical counterpart to make changes to the system in a time-evolutionary

manner based on its current and historical states. Interactive digital twins have a

functional output that can affect the physical counterpart.

• Predictive - Predictive digital twins predict the future states of systems by using

information gathered in real-time. They can also infer additional information for un-

seen contexts through physics based or data driven inference. The digital twin can use

these predictions to change the physical counterpart’s behaviour or issue preemptive

warnings to human operators.

Douthwaite et al. [46] propose a digital twinning framework with three different classifi-

cations for interacting with its physical counterpart. These are similar to other definitions

found elsewhere in the literature [56, 90]. As with the prior taxonomy, we also revisit this
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taxonomy in Section 6. Figure 4 presents the data flow between the physical and digital

systems for each of them.

• Digital model - Modelling provides a system with no automatic data exchange be-

tween the simulation and the physical counterpart so the simulation can run indepen-

dently. This classification is outside our definition of a digital twin but importantly

highlights how model-based approaches are used for CPSs.

• Digital shadow - Digital shadowing allows a simulation to mimic a physical coun-

terpart where data is passed only from the physical counterpart to the digital twin

in real-time. This can provide a “visual representation” [51] of the system. This

classification provides behaviour equivalent to the supervisory classification above.

• Digital twin - The final classification is that of the digital twin itself where both the

physical counterpart and digital twin exchange data to allow for real-time analysis, in-

teraction and adaptive behaviour. This classification closes the feedback loop allowing

for interactive digital twins with the ability to provide predictive capabilities where

necessary.

Both classification systems outlined above have overlap but present different perspectives

on the digital twin. The taxonomy set out by Eyre et al. [51] focuses primarily on the

functional output of the digital twin, whereas Douthwaite et al. [46] explores the way in

which information is shared within the system.

3.5.2. Digital Twin Oracles

For surrogate-assisted CPS testing (see Section 3.4) to be used, a simulation environment

is required. Digital twins allow for an entire system to be modelled “live” [51] as a coupled

entity to allow for system verification throughout the system’s lifetime. By adapting to

the system over its lifetime, a digital twin can provide a more rigorous and ongoing testing

environment. The digital twin can be used to test the consequences of such adaptations

throughout the system’s life-cycle. The user can also achieve testing of the complete system

as well as connections between CPSs.

Due to the constant adaption, a digital twin’s behaviour should be indistinguishable from

its physical counterpart. Grieves [67] suggests the “Grieves Performance Test” where a

human is asked to decipher the difference between the output of a physical counterpart and

that of a simulation. A similar test is presented by Worden et al. [175] where a Turing Mirror

is used to provide test cases to either a physical counterpart or a simulation. Both suggested

tests are iterations on the Turing Test [171], in which a human is asked to distinguish between

another human and a computer.

These tests are intended to provide insight into the success of simulating physical coun-

terparts based on their accuracy. Grieves goes as far to say that simulations can be more

useful in testing due to the physical limitations of testing environments. These tests show

that comparison to a representation of a system is not a new concept, but has only recently

been introduced to CPSs [72].
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3.5.3. Healthcare Applications

In order to support our motivating example from Section 2.2, we use this section to describe

how digital twins have been used to enable to testing of healthcare systems. Digital twins

have been proposed to provide personalised medicine by enabling added safety through

simulation and improved explainability of treatments [20, 35]. Computational modelling

[73, 122] and digital twins [37, 85] are an emerging technology in healthcare as a part of

Healthcare 4.0 [5, 170].

Digital twins present an ability to adapt and trace clinical interventions [82] as well as de-

coupling the human-in-the-loop through simulation [50]. The system itself can be evaluated

across different configurations without putting the user in potentially dangerous scenarios.

This is particularly important for such a configurable system as an APS (see Section 3.3.1).

Corral-Acero et al. [37] propose an approach for the optimisation of clinical devices through

the use of a personalised explainable model. This model aims to capitalise on the predictive

power of digital twins, allowing for responses to clinical intervention to be predicted without

putting the user in potentially dangerous scenarios. This approach present a theoretical

framework for optimising clinical devices based off digital twin predictions. We summarise

the approach outlined by Corral-Acero et al. as follows:

1. Obtain clinical data, medical images or other context specific information.

2. Generate a mechanistic or statistical model to replicate the mechanics of the body

dynamics being modelled.

3. Calibrate and optimise this model based on the users data.

4. Validate the model’s accuracy.

5. Present human responses to clinical interventions based on model predictions

Such steps enables the configuration testing [178] of medical devices. As described in

Section 3.1.3, configuration testing executes specific configurations of a system to validate

its behaviour. This execution parallels step 5 of the approach proposed by Corral-Acero et

al. [37]. The medical device can be executed as part of a digital twin in order to observe its

behaviour for a specific environment or person (configuration). We use this notion in Chapter

6 when developing a simulation environment for oref0 (Section 3.3) to enable surrogate-

assisted testing (Section 3.4).

3.6. Causal Inference-based Testing

We recall from Section 3.4.6 that surrogate-assisted CPS testing struggles with systems that

have a lack of controllability and observability. In this section, we explore causal inference-

based testing and how it has been used to alleviate such challenges in similar domains.

Causal inference is a family of statistical methods that combines domain knowledge with

statistical techniques, traditionally used in epidemiology [71,84]. These techniques are used
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X Y

Z

Figure 5.: An example of a causal DAG

in the analysis of clinical trials where pre-existing data is used and unmeasured external

factors are expected [135]. Causal inference uses domain knowledge to account for these

difficulties and improve the accuracy of statistical estimations.

In this section, we highlight a link between the lack of observability and controllability in

a CPS [54], outlined in Section 2.1.1, and how causal inference alleviates similar issues in

epidemiology. We first discussed how previous work has used domain knowledge in software

testing in the form of a causal directed acyclic graph (DAG) [132]. We then explore how the

encoding of domain knowledge in a causal DAG can help mitigate the challenges associated

with CPS testing.

3.6.1. Incorporating Domain Knowledge

In prior works [27,159], causal DAGs have been used to represent the domain knowledge of

a software system. We define a causal DAG (V,E) as follows:

Definition 9 (Causal DAG) A set of vertices (V ), which represent the visible variables

of a system, and a set of edges (E), which represent the expected causal relationships between

variables, as defined by domain expertise.

Figure 5 illustrates an example of a causal DAG of 3 variables (X, Y and Z). Here, we

expect X to causally affect Y , and both to be causally affected by Z. A domain expert may

provide domain knowledge about the causal relationships, defining how such variables should

affect one another. An example of such a causal relationships could be “by increasing X, this

should cause in an increase in Y .” By incorporating an expectation of program behaviour

(a specification) into the causal DAG, we present a parallel between the DAG and the test

oracle (Section 3.1).

In this work, we only consider situations where all of the variables in the DAG are vis-

ible to the tester. We refer to visible variables as those in pre-existing datasets. This is

different to observability (see Definition 4), which described whether system behaviour ap-

pears inconsistent due to unmeasurable external factors. For example, Carbohydrates and

Insulin Prescription may exist in a pre-existing dataset for an APS and are, therefore, visi-

ble. Body dynamics may make the interaction between these variables appear inconsistent

and, therefore, the relationship lacks observability. Causal inference does provide additional

tools for representing variables that are not visible in the DAG (instrumental variables [112],

robustness calculations [25]), but we limit this thesis to only visible variables.
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In the following sections, we explore how a causal DAG of a system presents a potential

solution for representing complex system behaviours and the identification and adjustment

of biases in pre-existing data.

3.6.2. Evaluating Behaviours which lack Observability

By encoding the causal domain knowledge about a software system, a causal DAG allows for

domain-specific properties to be validated. A tester can evaluate the existence of expected

causal relationships between variables, ensuring these relationships hold within actual system

executions. Since these properties may lack observability [54], such as an APS’s interaction

with the human-in-the-loop (see Section 2.2.1), two executions of the same visible inputs

may not result in the same output. Therefore, traditional techniques described in Section

3.4, which rely on specific inputs to find system violations, may struggle.

A tester can instead use causal inference to answer causal questions about system be-

haviours. For example, we can assume that an APS should adapt the amount of insulin

prescribed based on the amount of carbohydrates consumed by the user, increasing insulin

as the carbohydrates increase. The exact amount of insulin prescribed by the APS, however,

may differ for a given amount of carbohydrates due to the body’s unmeasurable dynamics.

The relationship between carbohydrates and insulin prescription, therefore, lacks observ-

ability (see Definition 4) since values of carbohydrate consumption cannot be mapped to

specific insulin prescription values. However, we can assume that the trend of increasing

insulin prescription as carbohydrate consumption increases should still hold.

We can encode the above behaviour in a causal DAG as follows: the fact that a change in

the variable Carbohydrates should cause a change in the variable Insulin Prescription can

be encoded as Carbohydrates → Insulin Prescription. A domain expert can then express

the expected behaviours of such relationships, such as changing Carbohydrates should cause

a change, in this case an increase, in Insulin Prescription. The causal DAG allows a tester

to identify relationships for which they can answer causal questions about a system, such

as “What if a user consumes more carbohydrates? Would that cause the expected increase

insulin prescription?”

To inspect the relationships between variables, a tester can generate a causal model based

on the causal relationships identified from the DAG. This model contains only the vari-

ables that relate to the causal relationship being modelled. This model approximates the

behaviour of how changing one variable causes another to change in the form of a causal

relationship.

Prior work has used regression models trained on pre-existing datasets to accomplish

this [27]. As a result, a tester can use this model to answer “what if” questions by estimating

how changing one variable may affect another. Causal model estimations can, therefore, test

whether expected relationships hold for prior executions of the system. This is similar to

metamorphic testing, with the causal model removing the requirement for multiple system

executions. We further discuss this similarity to metamorphic testing in Section 3.6.4.

A causal model can be used to calculate an average treatment effect (ATE) to quantify
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causal relationships in a system [27,159]. An ATE, as presented in Equation (3.1), estimates

the effect of a treatment (t) by estimating population outcomes with and without a given

treatment. From our previous example, a treatment could be observing the effect of changing

a user’s Carbohydrates intake from their typical consumption (t = 0) to a specific diet

(t = 1). Assuming a diet which increases Carbohydrates (t) should cause an increase in

Insulin Prescription (y), we would expect a positive ATE for this causal relationship.

ATEs that contradict the expected causal relationships between variables suggest that a

system may be behaving incorrectly [27]. As a result, the tester can evaluate a system’s, or a

surrogate model’s [159], input-output relationships compared to the expected relationships

encoded in the DAG. In this thesis, we use expectation notation (E[Y |X]) based on that

defined in Neal’s Introduction to Causal Inference [119]. We use this notation to express

how a statistical model, such as a causal model or regression model, estimates its output

(Y ) from a set of inputs (X). In the case of CPSs, this relates to an estimation of system

outputs (Y ) with respect to system inputs (X).

ATE = E[y|t = 1]− E[y|t = 0] (3.1)

Causal questions present a potential way of alleviating the testing challenge of the lack of

observability of APS behaviour (see Section 2.2.1). A tester can answer questions about the

relationships between variables in order to verify whether expected behaviours hold. This

can account for inputs that may not result in a consistent output, due to unmeasurable

factors, as the relationship between the variables is tested instead of specific input values.

For example, an APS user may consumes more carbohydrates on a specific diet (t = 1)

than their typical consumption (t = 0). The specific values of an APS control algorithm’s

insulin prescription (E[y|t = 1] and E[y|t = 0]) may not always be consistent due to un-

measurable external factors. However, we expect the APS control algorithm to increase its

insulin prescription, resulting in the ATE always being positive.

Observing the effect of changing a system input is different to the state-of-the-art surrogate

model, which maximises for violations based on specific inputs, as outlined in Section 3.4.1.

In Section 4.2, we use this concept to aid in defining the correct and incorrect behaviour of

an APS.

3.6.3. Reducing Bias in Datasets that lack Controllability

A causal DAG can be used to identify variables that may give rise to spurious associations

[135], as described in Section 3.4.1, through a technique called causal identification [134].

This allows a tester to first identify and then adjust for bias-inducing variables in a surrogate

model through adjusted estimation. Performing causal identification on the causal DAG

in Figure 5 would uncover that the variable Z may introduce spurious associations when

estimating X → Y , due to Z causally affecting both X and Y [14].

As explored in Section 3.4.1, pre-existing data may introduce spurious associations when

training surrogate models. This is due to CPSs having a lack of controllability (see Defi-

nition 3). As a result, the surrogate model may learn these incorrect associations, leading

33



Chapter 3. Background

Carbohydrates

Insulin Prescription

Blood Glucose

Figure 6.: An simplified example of a causal DAG for an APS.

to an incorrect representation of system behaviours. Inputs that are less likely to cause

system violations may, therefore, be suggested, resulting in more use of the computationally

expensive simulator.

For example, an APS may decrease Insulin Prescription to ensure higher Blood Glu-

cose Levels during exercise, independent of the consumption of Carbohydrates [142]. We

illustrate this example in Figure 6. The data collection only including exercise could result

in a spurious association between Carbohydrates and a decrease in Insulin Prescription be-

ing inferred. As a result, a surrogate model may be trained with an incorrect relationship

of Carbohydrates → Insulin Prescription even though the actual cause of the Insulin Pre-

scription was the higher Blood Glucose Levels required for exercise.

Causal identification enables estimations to be adjusted to reduce the impact of spurious

associations [134]. Bias inducing variables can be identified from the causal DAG. These

variables can then be accounted for through adjusted estimation in the causal model [27].

Equation (3.2) presents adjusted estimation using a surrogate model to estimate an output

of a system (y) while including identified potentially bias-inducing variables (B) at constant

values (X) as model covariates.

Adjusted Estimation = E[y|B = X] (3.2)

In our previous example, causal identification could be used to highlight Blood Glu-

cose Levels as a potentially bias inducing variable (B). This could then be held constant

in the causal model in order to estimate the adjusted causal relationship between Carbohy-

drates and Insulin Prescription. As a result, the causal model can estimate a more accurate

representation of this causal relationship.

In Section 4.2, we use adjusted estimation to alleviate the lack of data controllability for

APSs (see Section 2.2.1). By using causal identification, pre-existing datasets can be used

while reducing the impact of potential spurious associations.

3.6.4. Parallels to Metamorphic Testing

In prior work [27], asking causal questions in terms of calculating ATEs has been equated

to metamorphic testing of systems [151]. Metamorphic testing aims to alleviate the “oracle

problem” [15], which arises when defining correct behaviour for specific inputs is difficult

(Section 2.1.1). Instead of evaluating the correctness of individual system executions, meta-

morphic testing checks certain expected relationships (metamorphic relationships) across

system executions [22]. For example: “a user expects the insulin prescription of an APS

to increase if they have consumed more carbohydrates.” We observe, therefore, a similar-
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ity between causal relationships, as encoded by domain knowledge in the causal DAG, and

metamorphic relationships.

Traditional metamorphic testing, as described in Section 3.1.1, executes the system across

multiple inputs and checking that the metamorphic relations hold [22]. However, metamor-

phic testing would require multiple executions of the system, which, as described in Section

2.1.1, is not always feasible.

By using causal inference, a causal model can be used to estimate system behaviours while

accounting for potential spurious associations [147], as described in Section 3.6.3. This is

ideal for an APS, as interacting with the system directly is potentially dangerous for the

user, due to the human-in-the-loop, and computationally expensive in simulation.

3.7. Chapter Summary

In this Section, we expanded on the context required to tackle the testing challenges outlined

in Section 2.1.1. We described how the difficulties of human interaction and complex input

spaces affect CPSs and our motivating example, the APS. Surrogate-assisted testing presents

a potential solution to these testing challenges, allowing for simulation environments, such

as digital twins, to decouple human interaction and surrogate-based search to reduce the

complexity of finding system violations. However, these approaches struggle to overcome

the lack of controllability and observability found in CPSs.

We outline how causal inference-based testing has been used to alleviate a lack of con-

trollability and observability in prior works. Causal testing, therefore, highlights the po-

tential solution of incorporating domain knowledge to alleviate the remaining challenges

for surrogate-assisted testing. In the following chapter (Chapter 4), we use causal inference-

based testing to propose a causal surrogate model to be used with existing surrogate-assisted

testing techniques.

In this chapter, we also described the APS oref0. Due to it being open-source and having

data availability, we use oref0 as the subject system of our evaluation in Chapter 7. From

this evaluation, we aim to evaluate the efficacy of our upcoming surrogate model using a

real, widely used APS.
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Causally-Assisted CPS Testing

In Section 3.4, we described how surrogate-assisted CPS testing approaches aim to find

scenarios that cause system violations. However, we also highlighted how pre-existing data

and unmeasurable factors may affect the accuracy of surrogate model estimations. These

factors may result in a decrease in the effectiveness of surrogate-assisted testing, requiring

a way of mitigating these challenges.

Physical data collection for testing a system such as an APS may not always be feasible,

as described in Section 2.2.1. Therefore, pre-existing datasets (Definition 2) may be used

in testing, meaning there is no guarantee that inferred associations may not be spurious. If

we use the state-of-the-art technique (described in Section 3.4.1), the surrogate model may

struggle to account for incorrect associations [58], learning an inaccurate representation of

system behaviour. The testing procedure may, therefore, suggest test cases that are not

representative of system violations.

The state-of-the-art surrogate modelling techniques may also struggle to represent APS

behaviour that may appear inconsistent. For example, the insulin required for a specific

consumption of carbohydrates may differ due to the intricate nature of blood glucose-insulin

dynamics [142]. These behaviours lack a precise test oracle [15]. Therefore, defining which

behaviours are correct and incorrect is non-trivial. As a result, the testing procedure may

struggle to determine whether the resulting behaviour is incorrect.

Causal inference provides mechanisms to deal with these limitations in the context of

testing. In prior works [27, 159] (including P2), causal inference has been used to account

for pre-existing data and complex, seemingly inconsistent behaviours in software testing. In

this chapter, we incorporate the opportunities provided by causal inference to alleviate the

difficulties of applying surrogate-assisted CPS testing.

In the remainder of this chapter, we propose the use of a causal surrogate model and inte-

grate it with the existing surrogate-assisted testing technique. The causal surrogate model

enables a tester to more effectively identify scenarios that result in system violations for

systems where behaviours lack observability (Definition 4) and datasets lack controllability

(Definition 3). Our surrogate model implements causal inference techniques, described in

Section 3.6, utilising domain knowledge to build more accurate surrogate models.

4.1. Integration with Surrogate-Assisted CPS Testing

Figure 7 presents how our surrogate model integrates with the existing approach. In Section

3.4, we described how the state-of-the-art surrogate-assisted testing approach implements an

associative surrogate model. This surrogate model represents associations between system

inputs and system violations from training data.
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Figure 7.: Integration of the causal surrogate model into surrogate-assisted CPS testing. Domain
knowledge is used to generate the causal surrogate model. Both surrogate models are
used in turn to build a more diverse dataset of behaviours to rebuild the surrogate models
for later search iterations.

We use our surrogate model to complement, not replace, the associative surrogate model

to provide a combination of different perspectives of system behaviours. As a result, the

non-spurious associations (Section 3.4.1) can be verified by the associative surrogate model.

Our causal surrogate model can then use domain expertise to enable CPS testing where the

associative approach may struggle.

Causal inference techniques enable the tester to answer causal questions about system

behaviour and account for potentially inferring spurious associations from pre-existing data

[27]. These factors provide an opportunity to alleviate the testing difficulties associated with

testing CPSs with the current state-of-the-art surrogate-assisted testing techniques (Section

3.4.6).

4.1.1. Complementary Surrogate Models

We generate both an associative surrogate model, which correlates inputs against outputs

(explained in Section 3.4.1), and a causal surrogate model (further explained in Section

4.2). We alternate between each model (associative and causal) with each complete search

procedure iteration. Algorithm 1 presents how the surrogate model is selected.

Algorithm 1: Select and Train Surrogate Model

Input : Initial Dataset (D),
Search Iteration (i)

Output: Surrogate Models (M)
1 Set of Surrogate Models M ← {}
2 if i is odd then
3 M ← TrainAssociativeSurrogateModel(D)

4 else
5 M ← TrainCausalSurrogateModel(D)

6 return M

For each odd search iteration, one surrogate model is selected and trained, and for each

even iteration, the other is selected and trained. As a result, the first meta-heuristic search

iteration will find a candidate test case based on the associative model, and then, providing
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no violation is found, perform the next meta-heuristic search using the causal surrogate

model. As with the technique described in Section 3.4, we use both models to provide a

simplified representation of the system’s behaviour that can be used to find system violations.

A meta-heuristic algorithm searches for a candidate test case based on the fitness function

of the surrogate model being used. For the associative model, the fitness function maximises

the likelihood of system violations based on learnt association with model inputs. For

the causal surrogate model, the fitness function maximises for causal relationships between

system variables that do not hold.

By using both models, we search system behaviours by both exploiting associative prop-

erties in the data (associative surrogate model), as well as evaluating domain knowledge of

the relationships between variables (causal surrogate model). Test cases that do not result

in a violation are fed back into the initial dataset to retrain both surrogate models.

Using our running APS example from Section 3.6, the associative surrogate model enables

a tester to find consumptions of Carbohydrates that result in dangerous Blood Glucose Lev-

els by exploiting existing associations in the data. These can be found where dangerous

Blood Glucose Levels are associated with consumptions of Carbohydrates. However, due to

a lack of controllability (see Definition 3) requiring the use of pre-existing datasets, such

associations may not always be causal [58].

Where associations are not available, in a subsequent search iteration the causal surrogate

model enables a tester to find instances where this causal relationship does not hold. The

causal surrogate model answers causal questions, such as “What if we increase carbohy-

drate consumption? Will this cause the expected increase in insulin prescription?” These

found instances would likely result in incorrect system behaviours and, potentially, lead to

dangerous Blood Glucose Levels.

By alternating between different surrogate models in each search iteration, we can combine

the resulting data into a combined training dataset. This dataset aims to provide a wider

variety of system behaviours from which to train surrogate models. Data from the associative

approach is used to build the causal surrogate models and vice versa. As a result, we retrain

the models with data outside their typical search behaviours. This builds upon the data

feedback technique outlined in Section 3.4.4 as a way of iteratively learning about the

system’s environment.

Having two different surrogate models working together does pose the question as to the

efficacy of the causal model alone. After evaluating the applicability of our complimentary

approach, we also evaluate the causal surrogate model alone in Section 7.4.

4.1.2. Incorporating Domain Knowledge in CPS Testing

By including a causal surrogate model, we enable a tester to account for a lack of observability

and controllability in CPS testing.

A causal surrogate model accounts for observability by answering “what if” questions

about system behaviours by evaluating ATEs of the expected relationships between variables

(Section 3.6.2). System behaviours that lack a precise specification can, therefore, be tested.
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For example, an APS should increase its Insulin Prescription if more Carbohydrates are

consumed. This increase will be different for different people or at different times though,

due to the varied nature of blood glucose-insulin dynamics [142]. Tests that rely on specific

values of Carbohydrates resulting in specific values of Insulin Prescription may, therefore,

not be reliable.

Nevertheless, the Insulin Prescription should increase when more Carbohydrates are con-

sumed. This expected increase would allow a tester to answer the causal question “What if

I increase the amount of carbohydrates consumed? Does this cause the expected increase

in insulin prescription?” System executions for which this causal relationship does not hold

suggest that the system may be behaving incorrectly.

Including a causal surrogate model also allows a tester to account for a lack of controllabil-

ity. The surrogate can identify the interpretation of spurious associations from pre-existing

datasets through causal identification (Section 3.6.3). Pre-existing data can then be used

when training surrogate models where physical data collection for testing may not be feasi-

ble.

Spurious associations are more prevalent in systems where exhaustive physical data col-

lection is not feasible, such as an APS [27, 81, 150]. By using causal inference to adjust for

the potential of spurious associations, we remove the requirement for curated datasets. As

a result, we allow for pre-existing datasets to be used in system testing.

For our approach, we decided to use meta-heuristic search, following the approach defined

in Section 3.4. Other techniques, such as combinatorial coverage [92], would have covered

the solution space, but may have increased the computational complexity of testing. Others,

such a configuration testing [178], would have only executed a few key system inputs, but

may have missed inputs that result in system violations. By using meta-heuristic search in

our later evaluations, we ensure the only difference between the baseline and our approach

is the causal surrogate model.

4.2. Causal Surrogate Model

In order to account for biases in the training dataset and external unmeasurable factors of the

system-under-test (SUT), we generate a causal surrogate model. As with associative models,

this model approximates SUT behaviour in a manner that is less expensive to execute than a

high-fidelity simulator. However, unlike associative ones, this model evaluates the expected

relationships between variables and uses domain knowledge to adjust for the interpretation

of spurious associations from the training data.

The causal surrogate model allows domain knowledge about the SUT to be encoded

through a causal DAG. The resulting surrogate model enables the tester to answer causal

questions (e.g., “what if ...”) about system behaviours that may be affected by external

factors and, therefore, challenging to define for associative approaches (lack of observability).

This is achieved while using the causal DAG to identify potential data that may give rise

to spurious associations (lack of controllability). Potential spurious associations can then be

accounted for in surrogate model predictions.
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4.2.1. Constructing the Causal DAG

Before generating our causal surrogate model, a tester must construct a causal DAG of the

SUT. Constructing a causal DAG is a manual process requiring domain knowledge of the

SUT to demonstrate the expected behaviour between system variables [132]. However, a

causal DAG enables a tester to more effectively test a CPS where system behaviours are

affected by external factors and physical data collection is not feasible. Answering causal

questions about system behaviours can account for a lack of observability, and alleviating

the interpretation of spurious associations from pre-existing datasets can account for a lack

of controllability [27,54].

To generate a causal DAG, a tester must identify the nodes and edges of the graph.

The nodes represent the system variables, and the edges represent the expected causal

relationships between said variables. Identifying the nodes is fairly simple, as they are the

variables that are available in pre-existing datasets. By extracting these variables from pre-

existing datasets, the tester can then start establishing the expected causal relationships of

the system.

However, identifying the causal relationships between system variables requires domain

knowledge of the SUT. These relationships cannot, typically, be extracted from pre-existing

datasets (discussed further in Section 8.5) and, therefore, must be generated manually. A

tester expresses their expectations of how changing one variable will cause a change in

another. For example, by increasing the amount of Carbohydrates consumed, a tester would

expect an increase in the Insulin Prescription from an APS.

Each expected relationship is derived from the testers understanding of the system. The

resulting causal DAG, therefore, represents the expected correct behaviour of the system.

We note a parallel between the causal DAG and the test oracle, as seen in Section 3.1. We

further discuss the difficulty of generating a causal DAG and its susceptibility to the oracle

problem (Definition 7) as a potential threat to our approach in Section 8.6.1. However, by

allowing the tester to account for a lack of both observability and controllability, a causal

DAG may allow a tester to more effectively test CPSs.

It should also be noted that the lack of an edge between two variables is as important

as the presence of an edge [27, 29, 132]. In some cases, changing a variable should have

no direct effect on another variable. This is a property that can then be tested, ensuring

independence when that is the expected behaviour. For example, using the ADS example

from Section 3.4, it is expected that an APS should not crash more often given an increase

in the number of pedestrians.

4.2.2. Causal Model Generation

In order to generate a causal surrogate model, the tester must supply two pieces of informa-

tion: an initial dataset and the generated causal DAG. The initial dataset is used to train

the model and learn the functional nature of the causal relationships of the system. With

respect to Figure 7, this section describes how the causal surrogate model is generated from

the initial dataset or as more data is fed back into the model.
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Chapter 4. Causally-Assisted CPS Testing

Algorithm 2: Causal Surrogate Model Generation

Input : Causal DAG (V,E),
Initial Dataset (D)

Output: Set of Surrogate Models (M)
1 Set of Surrogate Models M ← {}
2 for Edge e in E do
3 Set of Bias-inducing Variables B ← CausalIdentification(e, V,E)
4 Surrogate Model Structure ms ← GenerateModelStructure(e,B)
5 Trained Surrogate Model m← TrainModel(ms, D)
6 M ←M ∪ {m}
7 return M

Algorithm 2 presents the approach used to generate the causal surrogate models for a

system. The aim of this process is to generate a causal surrogate model to represent each

relationship of the causal DAG. The process takes a causal DAG (V,E) (see Definition 9)

and an initial, potentially pre-existing dataset (D) as inputs. For each edge (e), we perform

causal identification [134] (Section 3.6.3) to uncover other variables (B) that may introduce

bias.

We then generate a causal model, as described in Section 3.6.2, to represent system be-

haviours in a computationally efficient manner. We generate the causal surrogate model’s

structure (ms) for each edge while accounting for bias-inducing variables. Our models can

then be trained against the initial dataset in order to represent the causal relationships

between variables of the system.

In GenerateModelStructure (line 4), we adjust model estimation (Equation (3.2)) in order

to account for bias-inducing variables (lack of controllability). By adjusting model estima-

tions, bias-inducing variables (uncovered from causal identification [134]) can be included in

the surrogate model and held constant. This means that the causal surrogate model esti-

mates the relationship between only the variables of the edge it is representing, independent

of other, potentially bias-inducing, SUT variables [147].

For example when testing an APS, the edge Carbohydrates → Insulin Prescription in

a causal DAG could be represented by a causal surrogate model. The DAG itself is used

in causal identification to identify any other potentially bias-inducing variables to be held

constant when generating the model. In Section 3.6.3, we described an example of how

Blood Glucose Levels could induce bias and would, therefore, need to be adjusted for in the

causal model. The model could then be trained on historical Carbohydrates, Insulin Prescrip-

tion and Blood Glucose Levels in order to estimate the relationship between Carbohydrates

and Insulin Prescription.

In contrast to existing approaches, outlined in Section 3.4, we generate a separate causal

surrogate model for each causal relationship of interest in the DAG. Given data for each

relationship, we use a cubic spline regression to fit the data, following prior works [27,28]. A

cubic spline regression presents a computationally efficient simplification of the relationship

between two variables. Furthermore, it can represent non-linear behaviour across inputs and

include bias-inducing variables (B) as constants.
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E[Insulin Prescription|Carbs]

Carbs

(a)

E[Insulin Prescription|Carbs]

Carbs
x+ ϵx− ϵ

+ ATE

x

(b)

E[Insulin Prescription|Carbs]

Carbs
x′ + ϵx′ − ϵ

− ATE

x′

(c)

Figure 8.: The solution space of a cubic spline regression model representing the relationship be-
tween variables Carbohydrates (Carbs) and Insulin Prescription. (a) presents the surro-
gate models estimated relationship. (b) presents an expected positive relationship at a
point x in the input space. (c) presents an unexpected negative relationship at a point
x′ in the input space.
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Chapter 4. Causally-Assisted CPS Testing

Figure 8 (a) presents how a cubic spline regression can be used to represent the relationship

between two variables, which we use as an example throughout this section for illustrative

purposes. This example follows our APS motivating example from Section 2.2 and the causal

relationship presented in Section 3.6.3.

The model in Figure 8 (a) represents the relationship between the variables Carbohydrates

and Insulin Prescription where Carbohydrates → Insulin Prescription appears in the causal

DAG (Carbohydrates has been abbreviated to Carbs in the figure). The cubic spline regres-

sion would be trained from pre-existing data of the SUT. We use this model to estimate

values of Insulin Prescription given values of Carbohydrates, based on their relationship in

the training data while accounting for any bias-inducing variables.

4.2.3. Causal Model Evaluation

Given the causal surrogate models generated in the previous section, we are able to find

incorrect behaviour by answering causal questions. By finding contradictions between the

expected relationships between variables and those of the causal model trained from system

behaviour, we can drive the search procedure towards behaviours where causal relationships

do not hold.

Taking the example from Section 3.6 and Figure 8, our causal surrogate model enables us

to to answer the causal question, “What if we increase carbohydrate consumption? Will this

cause the expected increase in insulin prescription?” We can then search for scenarios where

increasing the amount of Carbohydrates consumed by a user does not increase Insulin Pre-

scription. Such scenarios are assigned a high fitness value used to search for contradictions

in expected behaviour in meta-heuristic search.

Notice that our technique does not directly identify scenarios that cause violations; in-

stead, it evaluates scenarios in which causal relationships do not hold. For example, our

technique does not identify behaviour that causes hyperglycaemia; instead, it identifies in-

correct behaviour that may result in it. This approach is in contract to the surrogate models

described in Section 3.4.1, which evaluate inputs based on their direct likelihood of causing

a violation by learning associations. The remainder of this section describes the process of

evaluating the causal surrogate model during meta-heuristic search, as presented in Figure

7.

In order to drive the meta-heuristic search to find contradictions in the expected causal

relationships between variables, we define a fitness function. This fitness function maximises

for inputs where a causal relationship does not hold. As a result, a meta-heuristic search can

identify inputs for which causal relationships that are not representative of their expected

behaviour.

ATEs (Section 3.6.2; Equation (3.1)) allow us to answer causal questions about the sur-

rogate model’s outputs, such as “What if a user consumes more carbohydrates? Would that

cause the expected increase in insulin prescription?” By doing this, we can define the fitness

function for this model in terms of the gradient of the model outputs [44].

To calculate the ATE, we evaluate the model at two distinct inputs and calculate the
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4.2. Causal Surrogate Model

difference in the output. As a result, we can observe how changing one variable from one

value to another would affect the value of another variable. This approach is akin to checking

a metamorphic relationship (Section 3.1.1). Equation (4.1) represents this by implementing

Equation (3.1) through a mutation of model inputs (x) by a deviation (ϵ). This deviation is

used to calculate system behaviour using the causal model with inputs just greater and less

than the input of interest. As a result, an ATE can be calculated at this point, representing

the gradient at the point of interest (Figure 8).

ATE = E[Y | t = x+ ϵ]− E[Y | t = x− ϵ] (4.1)

Following the example from the previous section, Figures 8 (b) and (c)

present how the ATE for the relationship Carbohydrates → Insulin Prescription

can be calculated. The causal surrogate model predicts Insulin Prescription

(E[Insulin Prescription|Carbohydrates]) for an input of Carbohydrates (x). Insulin Pre-

scription is estimated at input of interest (x) plus or minus a small deviation (ϵ).

Figure 8 (b) presents a value of Carbohydrates for which the expected causal relationship

holds. Assuming the expected causal relationship of Carbohydrates → Insulin Prescription

is positive, this value of Carbohydrates would produce a positive ATE (Equation (4.1)) and

therefore be assigned a low fitness score. This is because the ATE does not contradict the

expected causal relationship between Carbohydrates and Insulin Prescription.

Figure 8 (c), however, presents a value for Carbohydrates for which the expected causal

relationship does not hold. By assuming the same positive expected relationship of

Carbohydrates → Insulin Prescription, the value x′ would result in a negative ATE be-

ing calculated. This does not represent the expected relationship between Carbohydrates

and Insulin Prescription and could, therefore, be an input that produces an SUT violation.

We assign such inputs a high fitness score.

For our upcoming evaluations, we define 3 fitness functions for different expected system

behaviours. Equation (4.2) presents the fitness functions for expected positive, negative

and independent relationships when increasing the treatment variable. Since our approach

aims to identify contradictions of expected relationships, we define the fitness value as the

opposite of the expected ATE. For example, in our example of increasing Carbohydrates

expecting an increase in Insulin Prescription, this is a positive relationship. Therefore, the

fitness negates the ATE, resulting in a high fitness being assigned for a negative ATE.

Fitness =


−ATE , if Expected = Positive

ATE , if Expected = Negative

|ATE |, if Expected = Independent

(4.2)

4.2.4. Surrogate Search Procedure

After defining a fitness function, we can use meta-heuristic search to find causal relationships

that do not hold. Algorithm 3 presents the procedure of searching for system violations from

the surrogate models.
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Chapter 4. Causally-Assisted CPS Testing

Having generated the surrogate models (M), we can then search each model for contra-

dictions in their expected behaviour. We achieve this by taking each surrogate model (m)

and using a meta-heuristic search algorithm (AMH) to maximise the fitness values defined

in Section 4.2.3. Each surrogate model finds a set of inputs (i) that maximise the fitness

value (f) for that single expected relationship.

Algorithm 3: Surrogate Model Violation Search

Input : Surrogate Models (M),
Meta-heuristic Search Algorithm (AMH )

Output: Surrogate Model (m),
Set of Inputs (i)

1 Set of Model Fitnesses F ← {}
2 for Surrogate Model m in M do
3 Inputs and Fitness (i, f)← CalculateFitness(m,AMH )
4 F ← F ∪ {(m, i, f)}
5 (m, i)← MaxFitness(F )
6 return (m, i)

MaxFitness on line 5 of Algorithm 3 identifies the causal relationship and corresponding

inputs with the highest fitness (m, i). As a result, we highlight the causal relationship and

corresponding inputs that cause the largest contradiction in expected behaviour. These

inputs are most likely to result in incorrect system behaviour. The high-fidelity simulator

can be executed using the inputs corresponding to the highest fitness value, simulating only

the scenario that most likely leads to incorrect behaviour.

Using our prior example, we can use meta-heuristic search to find increases in Carbo-

hydrates that result in a decrease in Insulin Prescription. Since we assume an increase in

Carbohydrates should lead to an increase in Insulin Prescription, we can identify values of

Carbohydrates where this relationship does not hold (such as Figure 8 (c)). As a result,

only values of Carbohydrates that result in a high fitness, and therefore cause potentially

incorrect behaviour, are evaluated on the high fidelity simulator. As a result, we reduce the

computational expense of simulating other values of Carbohydrates.

By using a causal DAG, we are able to deconstruct our search procedure to a set of in-

dependent objectives. As a result, we can evaluate each causal relationship separately. De-

composition presents an opportunity to use more computationally efficient single-objective

search algorithms [99], as opposed to multi-objective search used in prior works [62,70]. We

assume independence between the causal relationships by including bias-inducing variables

in the surrogate models [1, 133].

4.3. Chapter Summary

In Section 3.4.6, we described how the traditional surrogate models used in surrogate-assisted

CPS testing may be affected by a lack of controllability and observability. Traditional ap-

proaches may, therefore, incorrectly interpret pre-existing datasets and struggle to evaluate

inconsistent behaviours for systems such as an APS.

46



4.3. Chapter Summary

In this chapter, we introduced the causal surrogate model to enable these challenges to be

addressed using domain knowledge. This surrogate model implements causal identification

to account for potential biases in the training data, reducing the likelihood of learning

spurious associations. It allows a tester to evaluate system behaviours by answering causal

questions (e.g., “what if ...”). As a result, the meta-heuristic search in surrogate-assisted

testing techniques can find expected causal relationships that do not hold.

In Chapters 5 and 7, we evaluate the efficacy of our new surrogate model compared to

the state-of-the-art surrogate-assisted testing approach. From these evaluations, we aim to

identify whether our approach improves the effectiveness of testing for systems that lack

observability and controllability, therefore increasing the applicability of surrogate-assisted

CPS testing.
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Chapter 5.

Evaluation - Replication of an Existing

Study

As a first step in the evaluation of causal surrogate models, we start with a replication of

a prior study before moving on to a more in-depth evaluation. We compare the use of our

causal surrogate model to the approach described in Haq et al. [70], as described in Section

3.4. We also perform this evaluation based on their subject system, the automated driving

system (ADS) Pylot [65], which has also been used in other evaluations [62]. We use a single

research question (RQ) to drive our evaluation:

RQ1: Can using causal surrogate models improve the effectiveness of surrogate-assisted

ADS testing?

5.1. Evaluation Methodology

For this study, we evaluate the effectiveness of the surrogate models used in current

surrogate-assisted CPS testing approaches compared to our causal surrogate model. We use

a testing procedure that follows the description of surrogate-assisted CPS testing in Section

3.4 and applied the proposed approach to Pylot. The remainder of this section introduces the

requirements for the baseline testing procedure [70] (simulator, violations, initial dataset)

as well as the additional requirements for our causal surrogate models (causal DAG).

To perform this evaluation, we follow Figure 7:

1. We identify initial datasets from which to build our surrogate models, generate a causal

DAG to specify the additional domain knowledge for the causal surrogate model,

identify a set of system violations that the search procedure attempts to find, and

obtain a simulation environment to validate those potential system violations.

2. We generate the surrogate model required for the current testing iteration. We start

the testing procedure with the associative surrogate model, then build the causal

surrogate model for the second iteration, repeating this alternation for each testing

procedure iteration. The data used to generate the surrogate is the initial dataset and

any outputs from prior search iterations.

3. We use the chosen surrogate model as the fitness function of a meta-heuristic search

algorithm. This search finds the scenario that will most likely result in a system viola-

tion (candidate test case) based on associations with violations (associative surrogate)

or causal relationships that do not hold (causal surrogate).
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4. We then execute the found candidate test case on the high-fidelity simulator. As a

result, we determine whether the given scenario results in a real system violation.

5. If no violation is found, we introduce this new data back into our initial dataset.

The testing procedure is repeated, alternating between each surrogate model, until a

system violation is found or a computational budget is exceeded.

6. We repeat this approach for each initial dataset, recording the search iteration at which

the first system violation was found for each dataset.

In order to answer RQ1, we compare our approach with the state-of-the-art technique. We

can then determine which approach can find violations more efficiently with datasets that

are not curated. For each technique, we measure the number of search iterations required to

find an initial violation for a set of pseudo-random initial datasets. As a result, we establish

whether our approach reduces the computational expense of testing Pylot.

5.1.1. Subject System, Simulator and Violations

Pylot is an automated driving system (ADS) with the goal of controlling an ego car to

successfully navigate driving scenarios [65]. It is comprised of multiple pre-trained deep

neural network modules, each with goals such as object detection [102] and tracking [18,173].

These neural networks, however, reduce the internal understandability of the system, making

the classification of “correct” behaviour challenging.

Pylot is an example of a system that may lack observability (Definition 4). ADSs are CPSs

and, therefore, affected by the external world around them. In Section 2.1.1, we described

how an ADS’s behaviour may appear inconsistent for the same set of inputs due to external

factors, such as another driver’s behaviour [156]

Pylot may also lack controllability (Definition 3). Similar to an APS, for ADS behaviour

to be observed, the system must interact in an environment that may give rise to dangerous

behaviours [7]. The user, other drivers and surrounding pedestrians could by impacted

by incorrect ADS behaviour, making it more difficult to cover all system behaviours. As

a result, pre-existing datasets may be required for use in testing, which may not contain

behavioural coverage.

For the simulator, we use CARLA [45], a driving simulator for trialling ADS algorithms,

such as Pylot. It provides a high-fidelity environment for highly configurable driving sce-

narios to support ADS modules, such as computer vision and LiDAR. Pylot’s interface with

CARLA provides a modular approach to scenario generation, allowing a user to specify the

inclusion or exclusion of certain factors in the driving scenario.

We measure the same Pylot violations defined in Haq et al. [70], which are presented in

Section 3.4.2. We reiterate these 6 potential violations as follows: being too far from the

centre of the road, not avoiding other vehicles, not avoiding pedestrians, not avoiding other

obstacles, not abiding by traffic laws, and not reaching the scenario destination.

In this evaluation, we only ran the testing procedure until an initial violation was found.

By only investigating the initial violation, we focus on evaluating only the difference between
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Table 1.: The input variables and potential violation variables for Pylot. Each input variable is
given a set of categorical inputs to be selected. Each potential violation is returned from
Pylot as a number between 0 and 1 representing the likelihood of the violation.

Variable Name Potential Values

road type {Straight, Left turn, Right Turn, Cross Road}
road id {0, 1, 2, 3}
scenario length {0}
time {Noon, Sunset, Night}
weather {clear, cloudy, wet, wetcloudy, SoftRain, MidRain, HardRain}
pedestrian density {True, False}
target speed {20, 30, 40}
trees {True, False}
buildings {True, False}
task {follow road, take 1st exit, take 2nd exit}
vehicle front {True, False}
vehicle adjacent {True, False}
vehicle opposite {True, False}
vehicle front two wheeled {True, False}
vehicle adjacent two wheeled {True, False}
vehicle opposite two wheeled {True, False}

follow center [0 - 1]
avoid vehicles [0 - 1]
avoid pedestrians [0 - 1]
avoid static [0 - 1]
abide rules [0 - 1]
reach destination [0 - 1]

the two surrogate models and no other part of the testing procedure. We used the fitness

functions defined in Section 4.2.3 for the causal surrogate model in order to find scenarios

in which the causal relationships do not hold.

5.1.2. Datasets

In Section 2.1.1, we describe how a lack of controllability may require pre-existing datasets to

be used in CPS testing. These datasets are likely not curated and exist from prior executions

of the system. It is possible that spurious associations can be inferred from these datasets

due to the data collection process or a lack of behaviour coverage. We describe how this

may affect surrogate-assisted testing in Section 3.4.1. For Pylot, such pre-existing datasets

do not exist. For this evaluation, we instead generated pseudo-random datasets to represent

pre-existing datasets.

Pylot requires 16 input variables and, after simulation, returns 6 potential violations as

outputs. To mimic pre-existing data from which to build surrogate models, we produced 30

datasets that contained random distributions of system behaviours. To follow the evaluation

set out in Haq et al. [70], our generated datasets consisted of 39 ‘scenarios’, each consisting

of a set of 16 inputs and the resulting 6 violations. A surrogate model was then trained
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from a dataset consisting of these 39 scenarios to represent system behaviour. We repeated

our experiment 30 times with different pseudo-random datasets to present a distribution of

pre-existing data from which the surrogate models were trained. Each testing technique was

evaluated using the same 30 datasets with the same initial random seed. Table 1 presents

each input and violation with their respective potential values.

Our evaluation mimics the use of pre-existing datasets, contrasting the dataset used in

the original study. Haq et al. [70] generated a single dataset with 4-way combinatorial

coverage [92] of the input space to use as an initial dataset to build the surrogate model. In

Section 2.1.1, we described how such controlled data may not be available and, therefore, is

a testing challenge for CPSs.

5.1.3. Causal DAG

Recall that our causal surrogate approach requires a causal DAG to identify variables that

may potentially introduce biases. In Section 4.2.1 we explained how generating this causal

DAG can be non-trivial. A tester must first identify the variables available in pre-existing

datasets, which is fairly straightforward. However, they must then use their domain expertise

to designate the expected causal relationships between these variables, requiring an in-depth

knowledge of the behaviours of the SUT.

Figure 9 presents the causal DAG representing a single Pylot scenario, presenting the

expected relationships between 16 scenario inputs (middle 2 rows) and 6 potential violations

for Pylot (bottom row). This DAG represents a black-box example where the internal

variables of the system are inaccessible, so only the causal relationships between inputs and

violations can be represented.

As well as the inputs and violations, we include an unmeasurable variable search bias.

We use this variable to represent the feedback of the search process as prior values of each

input variable will affect the distribution of values in the resulting dataset. It is important

to include this in our causal DAG to represent how the inputs may be indirectly influenced

by one another.

We expect no causal relationships between inputs and potential violations. In the DAG,

we represent this as a lack of an edge between the inputs and violations. This is based on

the domain knowledge that a correctly working ADS should account for different scenar-

ios without causing violations. For example, we assume that regardless of the density of

pedestrians, Pylot should still not hit pedestrians.

We also add edges between the search bias and the input nodes. These relationships are

not part of the ADS so we do not test them. However, they are used in causal identification

(Section 3.6.3) to identify potential biases in the dataset.
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Figure 9.: A causal DAG of Pylot. We illustrate causal relationships of interest that should not exist between the scenario inputs (middle 2 rows) and the
potential violations (bottom row) with a lack of an edge. We also include relationships from the search procedure (dashed line). Although it
may look strange that there are no relationships between inputs and violations, the reader is reminded that this is a representation of expected
behaviour based on specification, not actual system behaviour.
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Table 2.: The configuration of the meta-heuristic search algorithm PyGAD when searching for sys-
tem violations. This was derived from preliminary experimentation.

Parameter Value

Generations 200
Solutions per Generation 10
Parent Selection Tournament
Number of Mating Parents 4
Mutation Percentage 50%

5.1.4. Baseline

To evaluate the effectiveness of our approach with pre-existing datasets, we compare the

number of simulations required to find an initial violation to that of the Ensemble, i.e., the

ensemble surrogate model outlined in Haq et al. [70]. This ensemble surrogate model com-

prises a polynomial regressor, gaussian process regressor and radial bias function network,

as described in Section 3.4.1. Random Search is also evaluated to show the efficacy of both

techniques.

For this evaluation, we use the genetic algorithm PyGAD [60] as the meta-heuristic search

algorithm in our surrogate-assisted testing approach. PyGAD provides an open-source im-

plementation of a single-objective optimisation algorithm. Haq et al. [70] also used a genetic

algorithm in their evaluation. The configuration for the genetic algorithm used in our evalua-

tion is presented in Table 2 and also available in our replication package, described in Section

1.1.2. Fitness functions for both our and the state-of-the-art approaches are presented in

Sections 3.4.1 (Ensemble) and 4.2.3 (Causally-Assisted).

5.2. RQ1 Results: Effectiveness

For our evaluation, we report our findings using the same technique as used in Haq et al. [70].

Figure 10 illustrates the total number of violations found at each search iterations across

the 30 traces. When a trace results in a system violation, the corresponding search iteration

is increased by 1. As a result, we can observe the number of traces that have resulted in a

system violation throughout the search procedure for each testing technique.

Figure 10 presents the number of search iterations required to find a system violation

cumulatively across each of the 30 datasets. Both the Ensemble and Causally-Assisted

approaches were able to find violations in all 30 datasets, whereas Random Search found

violations in fewer than 15 datasets.

Our causal approach is more effective, requiring 3 search iterations, whereas the baseline

approach required 4. This shows that our approach is able to find violations using pre-

existing datasets with fewer iterations than the associative method. Fewer iterations would

require less use of the high-fidelity simulator to check whether a scenario results in a system

violation. By reducing the simulators use, computational expense is also reduced, allowing

the resources and time to be allocated elsewhere.
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Figure 10.: Total number of traces where a Pylot violation was found and the search iteration at
which it was executed on the simulator. The testing procedure was executed once for
each of the 30 initial pseudo-random datasets.

The initial trajectory of both approaches is the same, showing how both approaches

easily find violations where inputs are highly correlated with violations in the surrogate

training data. However, the baseline approach then only finds 4 violations in the next

iteration whereas our approach is able to find 11. In this iteration, our approach uses the

causal surrogate to check whether causal relationships do not hold, more effectively exploring

unknown behaviours than the associative approach. This better accounts for datasets where

associations between inputs and violations may not exist, leading to fewer search iterations

that require high-fidelity simulation. From this, we infer that our approach was able to find

violations more successfully where the dataset is not curated.

Summary: The results of this experiment show that we were able to increase the ef-

fectiveness of surrogate-assisted ADS testing. We were able to find violations in all 30

pseudo-random initial datasets within 3 search iterations. The state-of-the-art tech-

nique required 4 search iterations. We, therefore, reduced the computational expense

of finding violations for an ADS.

5.3. Statistical Significance

Table 3.: The number of Pylot violations found and the resulting Pearson’s chi squared values
calculated for them at different search iterations. Chi Squared values outlined in bold
indicate an inability to demonstrate independence. Iterations 4 and 5 are omitted since
all violations are found. Values are given to 5.d.p.

Search
Iteration

Violations Found
(Ensemble)

Violations Found
(Causally-Assisted)

Pearson’s
Chi-Square Value

1 16 16 0.00000
2 20 27 4.81178
3 26 30 4.28571
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To ensure our evaluation demonstrates a significant difference between the state-of-the-art

approach and our own, we performed a statistical significance analysis [10]. To achieve this,

we performed Pearson’s Chi Squared test [24], henceforth referred to as the cs-test, on the

results from RQ1.

The cs-test enabled us to reject the null hypothesis that the results of our approach are not

independent from those of the state-of-the-art. A higher cs-test value determines a stronger

rejection of this null hypothesis and, therefore, that our result are statistically independent

from the state-of-the-art. The cs-test was chosen due to our data being categorical (violation

either found or not found) at each timestep.

We performed the cs-test at each timestep of the evaluation from search iteration 1 to

search iteration 3. Search iterations 4 and 5 were omitted due to there being no difference in

the number of violations found between the techniques. The resulting value from the cs-test

was verified against a p-value table to determine whether our technique was statistically

significant to the state-of-the-art. In this case, a p-value of 0.05 was used and therefore a

cs-test-value greater than 3.841 suggests statistical independence [145].

Table 3 presents the cs-test values across the the testing procedure. Search iterations 2

and 3 demonstrate statistical independence and, therefore, a difference in the results of our

approach and the state-of-the-art. This pattern can be seen mirrored in Figure 10 as search

iteration 2 is where the two approaches diverge as our approach finds additional violations.

5.4. Threats to Validity

In this section, we present some potential threats to validity of this evaluation. We focus

specifically on the internal validity of this evaluation. In Section 8.6, we present a more

in-depth threats to validity in which we discuss the internal and external threats of our

approach.

A potential threat is that the datasets used in this evaluation were not representative

of pre-existing datasets. We generated the datasets used in this evaluation to mimic the

structure of those used in the replicated study [70]. However, our datasets differed from the

data used in this study by being randomly sampled, instead of using combinatorial coverage,

to mimic pre-existing, non-curated datasets. 30 different datasets were generated using this

approach. This allowed us to ensure that the same 30 datasets were used in the evaluation

of the causally-assisted, associative and random search approaches. Each testing technique

was executed using the same initial random seed to ensure both reproducibility and that

the only difference between each execution was the testing technique.

It could be argued that our single research question does not adequately evaluate our

approach. We use this evaluation to simply test the efficiency of our approach in the con-

text of an existing evaluation. By doing so, we were able to quickly determine whether our

approach has merit before approaching a more complex, system without an existing evalu-

ation methodology. In Chapter 7 we build upon this methodology to further evaluate our

approach beyond just its effectiveness.

Similar to the last point, it could be argued that the subject system of this evaluation
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is not a good candidate. We chose to replicate this study due to Pylot’s use in multiple

prior evaluations [62, 70]. Pylot also presents a large and complex input space and human

interaction in the form of other drivers and pedestrians, making it very difficult to physically

curate datasets for this system. Due to this, Pylot demonstrates similar testing challenges

to our APS, as presented in Section 2.2.1.

A potential threat to validity is that we only provided a single statistical significance

test [10]. Due to the limited number of results in this evaluation (30 outcomes of a violation

found or not found), we found only Pearson’s Chi Squared test appropriate for these results.

We do, however, take this into account when performing our upcoming evaluation in Chapter

7. This evaluation contains a significantly larger dataset, allowing for the application of more

statistical tests to further analyse the significance of our results.

5.5. Chapter Summary

In this chapter, we evaluated the use of our causal surrogate model in the replication of an

existing study that performed surrogate-assisted testing of an APS. We found our approach

was able to find violations in all initial pre-existing datasets in fewer search iterations than

the state-of-the-art.

Although this evaluation shows that our approach is promising, both the Ensemble and

Causally-Assisted approaches ultimately found faults in all initial datasets. This raises the

question of how the approaches might fare on a system where it is more difficult to find

faults. In Chapter 7, we describe a second evaluation using an APS, presented in Section

2.2. This is a particularly challenging example since it has a continuous input space, complex

behaviour and a human-interacting environment.
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Chapter 6.

Artificial Pancreas System Simulator

Before we can conduct our evaluation of an APS, we must first develop a simulation

environment to enable surrogate-assisted testing. Unlike Pylot, our subject system oref0

does not have an existing simulator. In Section 3.5, we describe how a modern solution to

such simulation environments is the use of a digital twin. In this Chapter, we develop a

digital twin of a person interacting with oref0. The digital twin can then be used to observe

the behaviour of oref0, providing the simulation-based evaluation step of surrogate-assisted

testing (Section 3.4.3).

To ensure our digital twin is suitable, we validate this simulation environment through

an evaluative case study. To achieve this, we implement the 5 steps for using a digital twin

to test a medical device outlined by Corral-Acero et al. [37] described in Section 3.5.3. We

note how this framework parallels configuration testing since specific configurations can be

tested against the system to ensure correct behaviour. In Section 3.4.5, we also described

how configuration testing can be applied to simulation-based evaluation.

6.1. A Digital Twin for Testing an APS

In Section 2.2.1, we discussed the challenge of human interaction when testing and config-

uring an APS. Digital twins have shown promise in using predictions to decouple testing

from the human-in-the-loop in other domains [5,37]. However, for blood glucose-insulin dy-

namics, only models are currently available [13, 34]. Such models do not implement T1DM

blood glucose-insulin dynamics and do not interact with an APS through simulation.

To enable configuration testing in a safe environment, we require a digital twin that is

capable of predicting user responses to clinical interventions. The key task is to provide an

environment where new configurations can be trialled, without interacting directly with the

user.

We use the 5 steps in the framework set out by Corral-Acero et al. [37], presented in Section

3.5.3, to guide this implementation. We first present an existing model of blood glucose-

insulin dynamics and adapt it to represent people with T1DM (Step 2). We then devise

a strategy to fit the large number of model constants required to model the compexities

of blood glucose-insulin dynamics [34]. This allows the model to simulate real world blood

glucose-insulin dynamics, personalised to the user (Steps 3,4). Using this model, we complete

the digital twin by interfacing it with the oref0 APS algorithm (Section 3.3). As a result, we

can observe how a person would be affected by different configurations of an APS without

requiring clinical trials (Step 5). We explore Step 1 of the framework, gathering data, in

Section 6.2.2.

Figure 11 illustrates our approach. The model of a person with T1DM represents the
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Chapter 6. Artificial Pancreas System Simulator

Figure 11.: The process of a digital twin of a person with T1DM using an APS simulating user
provides scenarios for different APS configurations. A model is generated based on the
user’s historical data representing their blood glucose-insulin dynamics. This model
communicates with an APS control algorithm, using the user supplied APS configura-
tions, to simulate blood glucose dynamics for user generated scenarios.

blood glucose-insulin dynamics of a user by fitting its parameters based on their blood

glucose, carbohydrate, and insulin history. The user then provides an initial blood glucose,

carbohydrate and insulin value, henceforth referred to as a scenario, for which they would

like to observe APS interaction over time with the model. The model periodically sends

its current state to the APS and simulates any suggested insulin interventions. A user can

explore different APS configurations, observing the impact of potentially dangerous scenarios

within a simulated environment.

When classifying our proposed digital twin, we look back to the taxonomies described in

Section 3.5.1. In order to infer the blood glucose-insulin responses of clinical intervention,

our digital twin must be predictive. This allows for unseen states to be investigated, based on

the physics-driven modelling. Our digital twin will also take the form of a digital shadow due

to the limitations of data flow. To provide a simulation environment to enable surrogate-

assisted testing of oref0, reintroducing data back to a physical device is not necessary.

However, ensuring the blood-glucose-insulin dynamics are time-evolutionary (Section 3.5) is

still required for accurate behavioural predictions and would, therefore, require up-to-date

training data.

6.1.1. Modelling Blood Glucose-Insulin Dynamics

For our evaluative case study, we require an explainable model that models the blood glucose-

insulin dynamics of a person. For this, we present work by Contreras et al. [34] in which

they define a model for representing the blood glucose-insulin dynamics within a healthy

body that is not affected by T1DM. This model uses differential equations to provide an

explainable, physics-driven representation of blood glucose-insulin dynamics. The model is

supported by an extensive sensitivity analysis [34] and has been used to inform methodologies

in recent works [59]. This model is shown in Equation (6.1).

The differential equations of the model represent the process of carbohydrates being con-

sumed and the subsequent insulin-glucose dynamics. The differential equations are used to
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calculate the amount of carbohydrates in the stomach (S), Ilium (L) and Jejunum (J), as

well as the blood glucose level (G) and insulin on board1 (I). This allows for representation

of carbohydrates as they move from the stomach and are absorbed across the Ilium and

Jejunum in the small intestine. These equations show how carbohydrate absorption, insulin

production and hepatic glucose production (Gprod) regulate blood glucose levels. The rate

of these dynamics are represented by the remaining constants including kinetic constants

(kjs, kxi, etc), steady states (Gb, Ib), a time delay (τ), and insulin production scales (β, γ).

dS

dt
= −kjsS

dJ

dt
= kjsS − kgjJ − kjlJ

dL

dt
= kjlφ(t)− kglL(t), φ(t) =

0, if t < τ

J(t− τ), if t ≥ τ

dG

dt
= −(kxg + kxgiI)G+Gprod + η(kgjJ + kglL)

dI

dt
= kxiIb

(
βγ + 1

βγ(Gb

G̃

γ
+ 1)

− I

Ib

)

Gprod =
kλ

kλ

Gprod0
+ (G−Gb)

(6.1)

This model provides explainability by representing physiological behaviour with transpar-

ent mathematical equations. Figure 12(a) demonstrates a scenario in which this model is

used to represent the glucose-insulin dynamics for a person with normal insulin sensitiv-

ity2 consuming carbohydrates. Intuitively, a person with a lower insulin-sensitivity should

have a higher blood-glucose level over time. We can simulate this by changing the insulin

sensitivity constant in the model, the result of which is represented in Figure 12(b).

However, this model does not represent the blood glucose-insulin dynamics of a person

with T1DM and is not a digital twin. In the following section, we take this model and adapt

it to represent the dynamics of T1DM. We then interface it with oref0 to generate a digital

twin which can be used to predict user responses to oref0 interventions.

6.1.2. Adapting the Contreras Model to Represent People with T1DM

To accurately represent the blood glucose-insulin of a person with T1DM, we first adapted

the model proposed by Contreras et al. [34], presented in Section 6.1.1, to represent the

physiology of T1DM. This can be seen as Step 2 of the Corral-Acero et al. [37] approach,

generating a mechanistic model. We use this section to describe the required changes to the

model so it can then be fit to real world data in the following section.

For our evaluative case study, we focus on the implementation of a mechanistic model

to enable personalised predictions. Mechanistic models allow for prediction of unseen out-

1Insulin in the bloodstream.
2How much a person’s blood glucose is reduced by an amount of insulin.
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(a) (b)

(c) (d)

Figure 12.: Model outputs presenting blood glucose dynamics over time for an initial blood glucose,
insulin and carbohydrate value (a scenario). (a) blood glucose dynamics as defined by
Corral-Acero et al. [37] for a healthy pancreas. (b) presents the same scenario with
suppressed insulin sensitivity. (c) presents the same scenario with 1% insulin secretion.
(d) presents the same scenario with suppressed insulin sensitivity when interacting with
oref0.

comes due to their encapsulation of human physiology [40]. Corral-Acero et al. [37] also

propose the use of statistical models in digital twins. However, they are proposed to be

used for the analysis of behaviours and for when the underlying behaviours are not well

understood. Future work could be performed to evaluate the introduction of a statistical

model to complement the mechanistic model but we find this out of scope for our simulation

environment.

The adapted model makes the simplifying assumption that a person with T1DM does

not produce any insulin. We illustrate this change in Equation (6.2). We set the insulin

production term

(
βγ+1

βγ(
Gb
G̃

γ
+1)

)
of this equation to zero. This allows the insulin steady state

(Ib) to cancel out, resulting in the simplification of insulin dynamics to the rate of insulin

degradation (kxi).

dI

dt
= kxi��@@Ib

(
��

����HH
HHHH

βγ + 1

βγ(Gb

G̃

γ
+ 1)

− I

��@@Ib

)
= −kxiI (6.2)

In practice, some people with T1DM do produce a small amount of insulin and are known

as ‘micro-secretors’. Januszewski et al. [76] measured the concentration of insulin-producing

beta cells in people with T1DM compared with a control group. They found that, on average,

55.3% of people with T1DM secrete insulin, but at a level less than 1% of the control. Figure

12(c) presents how there is no noticeable difference between 1% insulin secretion and no
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6.1. A Digital Twin for Testing an APS

insulin absorption, as in Figure 12(b). As such, secretion would not noticeably impact the

adapted model’s blood glucose-insulin dynamics.

As with the original model by Contreras et al. [34], we define a person’s internal mechanics

by the differential equations presented in Equation (6.3)3. As a person’s internal mechanics

are specific to them, we define the constants for these equations constants in Equation (6.4)

as the set Kx(T ), where x is a specific person. This values of the constants in this set

are bounded by the time period T since the internal mechanics change over time based on

factors, such as the time of day and exercise [142]. The meaning of each constant can be

found in Table 12 in Appendix B.1. By adapting the original model, we present a mechanistic

approach (Step 2 of Corral-Acero et al. [37]) to calculate a person’s blood glucose-insulin

dynamics based on a set of personalised constants.

dS

dt
= −kjsS

dJ

dt
= kjsS − kgjJ − kjlJ

dL

dt
= kjlφ(t)− kglL(t), φ(t) =

0, if t < τ

J(t− τ), if t ≥ τ

dG

dt
= −(kxg + kxgiI)G+Gprod + η(kgjJ + kglL)

dI

dt
= −kxiI

Gprod =
kλ(Gb −G)

kµ + (Gb −G)
+Gprod0

(6.3)

Kx(T ) = {kjs, kgj , kjl, kgl, kxg, kxgi, kxi,

τ, η, kλ, kµ, Gprod0}
(6.4)

6.1.3. Fitting the Model to a Person with T1DM

Since blood glucose-insulin dynamics vary from person to person, the model will need to be

tailored to an individual. To achieve this, a large number of constants (Kx(T )) must be set

using historical blood glucose-insulin data. Contreras et al. [34] provides error equations but

do not explicitly show how they can be used for parameter fitting. This equates to Steps 3

and 4 of the approach outlined by Corral-Acero et al. [37].

First, we take a single trace from our data source. The trace will be used as the training

data for fitting. This trace represents the desired behaviour our model should represent

after training. From this trace, we can extract the interventions applied to the human body.

These include how much and when the user has eaten, if insulin was manually injected, and

the insulin injected by oref0. Such interventions can then be applied at the relevant time

steps to the model during training. For example, if the user injected insulin after consuming

3We also present a model correction to Gprod in Equation (B.1) in Appendix B.1
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Table 4.: The configuration of PyGAD used when fitting our model. This was derived from prelim-
inary experimentation.

Parameter Value

Generations 1500
Solutions per Generation 30
Parent Selection Elitism
Number of Mating Parents 4
Mutation Percentage 20%

a meal, the model would be trained using both of these extracted interventions since the

blood glucose-insulin dynamics would represent the resulting behaviour.

We then use meta-heuristic search to find the values of Kx(T ) that best represent our

desired behaviour. From this, we have fit our model, allowing for the blood glucose-insulin

dynamics of the data source trace to be represented. The fitting process is available in our

replication package (Section 1.1.2).

We use a genetic algorithm to minimise the error between the training data set and

the model output for the parameters Kx(T ). We describe how this error is calculated

later in this section. Genetic algorithms are meta-heuristic optimisation algorithms that

use chromosomes to represent different solutions [83]. For this optimisation, we used the

genetic algorithm PyGAD [60] as it provided an open-source implementation of a highly

configurable optimisation algorithm. This is the same meta-heuristic search algorithm that

we use in Chapters 5 and 7 to perform surrogate-assisted testing, as described in Section

5.1.4. The configuration of our genetic algorithm is presented in Table 4.

In our case, each chromosome is a configuration of Kx(T ) and the relative fitness of each

chromosome is defined by the error of the resulting model compared to the training data.

Low error chromosomes are assigned a high fitness and stochastically combined and mutated

to search the solution space to optimise the configuration of Kx(T ). Other meta-heuristic

algorithms were trialled for this evaluative case study and the results to those preliminary

tests are available in Appendix B.2.

Our error function for model optimisation is the sum of the root mean squared error

(RMSE) and a scaled oscillation error:

em(T ) = RMSE + kosc eosc (6.5)

To determine the accuracy of each chromosome, we calculate the root mean squared error

(RMSE), presented in Equation 6.6. This provides an error value based on the difference

between the model outputs (zm(t)) and the observational training data (zo(t)) across a given

time period (T ). RMSE provides an error that is always positive and does not increase with

the number of model timesteps.

RMSE =

√√√√ 1

T

T∑
t=0

(zo(t)− zm(t))2 (6.6)
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Differential equation models can introduce oscillations that are not possible in physiologi-

cal systems [34]. To reduce unnatural oscillatory behaviour, we measure the oscillation error

of the model using Equation (6.7). This value is scaled by an oscillation constant (kosc) to

reduce its impact on the overall error, allowing for physiologically correct oscillations when

they existed in the data.

eosc =

√√√√ 1

T

T∑
t=1

(zm(t)− zm(t− 1))2 (6.7)

Using the full error function em(T ) to drive a genetic algorithm, we generate configurations

for Kx(T ) that best represent the observational training data. The training data set used

in the fitting of our model was the OpenAPS Data Commons, presented in Section 6.2.2.

We extracted blood glucose, insulin and carbohydrate values from this data to create a time

series from which to train our model. This technique produces models that represent a

person’s historical blood glucose-insulin dynamics as illustrated in Figure 11.

6.1.4. Digital Twin of a Person Using an APS

Now we have generated a fitted model, we interface this with an APS control algorithm. As

a result, we create a digital twin of a person with T1DM using an APS. We illustrate this

as the interaction between the model and control algorithm in Figure 11. This interaction

allows a user to simulate the exchange of data between their model and the APS to observe

how APS interventions would affect their blood glucose levels over time. This equates to

Step 5 of the approach outlined by Corral-Acero et al. [37] (Section 3.5.3).

We incorporate the oref0 control algorithm [130], as described in Section 3.3, as part of

our digital twin to predict blood glucose-insulin dynamics when interacting with an APS.

oref0 is a Javascript program made up of utility scripts for creating an APS pipeline invoked

by shell scripts. Figure 13 presents a sequence diagram representing the pipeline used by

our digital twin to invoke oref0 as well as the data required at each step. The constant

exchange of information between the model and control algorithm creates a feedback loop

that models the APS’ effect on the person’s blood glucose dynamics over time. This mimics

the data flows from CGMs and insulin pumps to an APS control algorithm. The code for

this exchange of data can be found within our replication package (Section 1.1.2). Following

Figure 13, our digital twin interfaces with oref0 as follows:

1. The scenario runner fetches the current state of the blood glucose insulin model and

then invokes an oref0 pipeline wrapper which manages the interaction with oref0

scripts. This passes in the model’s current and past states into the wrapper, as re-

flected in Figure 11, and any oref0 configurations from the user.

2. The wrapper invokes the oref0-calculate-iob script passing in the data seen in Figure

13. This invokes oref0 to infer the insulin on board based on the state of the model

for future calculations.
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Figure 13.: A sequence diagram presenting how our model interacts with oref0 and the data required
at each step. First, the insulin on board is calculated, then carbohydrates on board is
calculated and finally the suggested insulin basal rate is calculated. This data is then
fed back into the model to simulate an insulin pump supplying insulin.

3. The wrapper then invokes the oref0-meal script to generate a file containing all the

carbohydrate on board4 data required for future calculations. Figure 13 presents the

data required for this step.

4. The wrapper calls a final script, oref0-determine-basal, passing in all the gathered and

calculated data required. This script generates a suggestion for the insulin require-

ments of the user. The wrapper interprets this output and returns a value of insulin

which should be “injected” into the model.

5. The scenario runner adds the suggested insulin to the model and then updates the

model for the next 5 timesteps (5 minutes) to simulate an insulin pump injecting

insulin over time. This process is repeated every 5 timesteps until the simulation

concludes.

The transparency of the blood glucose-insulin model makes simulations explainable by

allowing the internal state to be mathematically calculated for any timestep. Effects of an

APS control algorithm intervention can be trialled in a controllable environment and traced

back through the model without the need for physical trials, which may be expensive or

hazardous to the user.

4Carbohydrates consumed.
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An APS should aim to mimic a healthy pancreas as closely as possible. To test this, we

refer back to Figure 12(a) of a person with a healthy pancreas. Figure 12(d) presents the

same scenario replacing the original model with our digital twin. We observe a negligible

difference between the healthy and APS-supported blood glucose curves, presenting oref0’s

proficiency in stabilising blood glucose levels.

6.2. Case Study Design

In this section, we present our case study to explore the suitability of using a digital twin

for the simulation of APS behaviours. We also attempt to highlight any limitations and

difficulties which may threaten future implementations. We follow the case study protocol

outlined in Runeson et al. [148] as well as the ACM empirical case study standards [144].

First, we reiterate the motivations for the case study to justify our case selection. Then,

we present the case study research questions that will drive our evaluation. From this, we

are able to identify any data required. Finally, we outline any further measures required to

answer the case study research questions.

As presented in Section 2.2.1, APSs present a challenging software environment within

which to find correct software configurations, due to the human-in-the-loop. Incorrect con-

figuration of the control algorithm can be potentially dangerous for the user. Section 3.5.3

highlighted how digital twins are a promising approach to reducing risk when configuring

human-interfacing devices, but this technique has yet to be implemented.

We chose to evaluate our case study on the configuration testing of oref0. Section 3.3.1

presents how highly configurable the control algorithm is and the challenges and potential

consequences associated with misconfiguration. oref0 also presents open-source data avail-

ability in terms of its source code and the OpenAPS Data Commons, outlined in Section

6.2.2. The remainder of this study presents a Healthcare 4.0 (described in Section 3.5.3)

inspired case study to identify the benefits and challenges associated with configuration

testing for an APS control algorithm using a digital twin.

6.2.1. Case Study Research Questions

In this section we present the case study research questions (CS-RQ). Note, CS-RQs are

separate from the RQs defined in Chapters 5 and 7. Our aim is to evaluate the use of a

digital twin in configuration testing of an APS control algorithm and its ability to successfully

simulate the environment in which it is used.

CS-RQ 1 To what extent can our digital twin provide a simulated environment for the

configuration testing of an APS?

For the validation of APS behaviour as a part of surrogate-assisted testing, the environ-

ment in which the APS is being simulated must be accurate. Here, we investigate whether

the derived digital twin model is able to accurately represent the blood glucose-insulin dy-

namics of a person with T1DM. This will allow us to understand the effectiveness of adapting
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the model described by Contreras et al. [34] for representing T1DM and any difficulties en-

countered with regards to configuration testing. We use this CS-RQ to evaluate Steps 3

and 4 of the approach outlined by Corral-Acero et al. [37], model calibration and model

validation (Section 3.5.3).

CS-RQ 2 To what extent can our digital twin make predictions to enable configuration

testing for an APS?

When observing expected configurations of an APS control algorithm, the predictions

about its execution environment must also be accurate. From this research question, we

investigate to what extent the adapted model’s fixed parameters can accurately extrapolate

unseen blood glucose-insulin behaviour of a person with T1DM as well as identify any

challenges that occur when extrapolating blood glucose-insulin dynamics. We use this CS-

RQ to further evaluate Step 4 of the approach outlined by Corral-Acero et al. [37], model

validation.

CS-RQ 3 Can digital twins be used to test the blood glucose target configuration of an APS

system, without relying on humans-in-the-loop?

After developing the simulated environment, we evaluate the behaviours and reliability

of an APS control algorithm. We aim to observe the effectiveness of the APS control

algorithm across multiple scenarios and configurations. We evaluate values of oref0’s blood

glucose target as, in Section 3.3.1, we present it as a setting which could produce potentially

dangerous behaviour if misconfigured. We aim to investigate how the use of an explainable

model as part of a digital twin allows for the tracing of medical interventions from different

system configurations. This CS-RQ evaluates Step 5 of the approach outlined by Corral-

Acero et al. [37], testing system configurations against predictions from the calibrated model.

6.2.2. Data Cleaning

In this section, we describe the data cleaning process used to find the candidate traces

for this study. We first outline the data source for our case study, the OpenAPS Data

Commons. We then present the steps required to process this data for use in our case study.

Our data cleaning process equates to Step 1 of the approach outlined by Corral-Acero et

al. [37], presented in Section 3.5.3. The data identified from this procedure is also used in

the evaluation in Chapter 7.

OpenAPS Data

To enable the digital twin to make personalised predictions to the user during configuration

testing, we use a historical clinical data set. The OpenAPS Data Commons [97] is the largest

openly available APS data set. It contains approximately 10 million data points across 156

volunteers [152]. This dataset contains volunteered data from people using implementations

of oref0 in the form of CGM, insulin pump, and control algorithm outputs.
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However, we must first ensure the data retrieved from the OpenAPS Data Commons is

compatible with our digital twin. Due to the intrinsic nature of medical data, the dataset

may be missing values, have inconsistent formatting, or suffer from sensor error [52, 94].

This is especially important for data that is volunteered and not obtained through clinical

trials as there may be less control in the data collection. The OpenAPS Data Commons,

as with other medical datasets, suffer from these issues, requiring us to first pre-process the

dataset.

Data Inclusion and Exclusion

To make the OpenAPS Data Commons data set compatible with the model fitting pro-

cedure, outlined in Section 6.1.3, the data must first be processed. The data must be

transformed into blood glucose, insulin and carbohydrate time series with any traces with

non-physiological behaviours or measurement errors excluded. We define our process for

data cleaning as follows:

1. Exclude all traces that do not include blood glucose, insulin and carbohydrate data

(which are required by the model). This allowed us to exclude data sets that did not

include all required historical data for training the digital twin.

2. Exclude all traces that are not in a consistent format or contain null values. This

ensured our digital twin could correctly learn the blood glucose-insulin dynamics of a

person with T1DM as a complete trace was required.

3. Split up each trace into time periods of 2 hours with no carbohydrates on board before

a single carbohydrates consumption. The original data was in long continuous time

series. The training procedure outlined in the original model by Contreras et al. [34]

required 2 hours of training data after a single carbohydrate consumption. 2 hours of

no carbohydrate consumption was required before each trace since prior consumption

could result in blood glucose levels increasing from fac tors outside the training data.

4. Exclude all traces that contain any large non-physiological increases or decreases in

blood glucose. This was used to remove traces which contain behaviours that should

not be physiologically possible. This includes blood glucose changes over 50 mg/dL

(2.8 mmol/L) in a 5 minute timestep or no absorption in carbohydrates over the trace.

Such traces exhibit non-physiological behaviour and are therefore invalid. Such traces

may exist in the data due to sensor error, human error in data collection or just invalid

formatting as traces in the OpenAPS Data Commons were volunteered by users.

Using these criteria, we processed appropriate traces from the OpenAPS Data Commons.

We started with 156 original traces and ended with 930 time period traces after applying

our procedure. These made up the candidate traces used throughout the case study. Our

final traces were stored as 4 hour trace files with data points every 5 minutes.

The original data set contained 9423805 minutes (∼18 years) of data points. After apply-

ing our data cleaning process, we found that 223200 minutes (2.37%) of the data was suit-

able. This was due to model training requiring carbohydrate consumption, non-physiological

69



Chapter 6. Artificial Pancreas System Simulator

Figure 14.: An example of a Clarke Error Grid. A red X is used to denote a reading from a blood
glucose monitoring device.

behaviour in the data or simply human error in capturing the data. The incredibly low ac-

ceptance of data highlights the difficulty of obtaining high-fidelity data, especially in a real

time environment. Section 6.4.4 discusses how this is a potential threat to configuration

testing of medical devices.

6.2.3. Measures

The effectiveness of an APS is typically evaluated by its user’s time in range (TIR). Battelino

et al. [17] define TIR as the “percentage of readings and time per day within target glucose

range”. This metric shows how effective an APS is at reducing hyperglycaemia (ensuring

blood glucose stays below 180 mg/dL or 10.0 mmol/L) and not inducing hypoglycaemia

(ensuring blood glucose stays above 70 mg/dL or 3.9 mmol/L).

Blood glucose monitoring devices also use Clarke Error Grids [30] to evaluate their ac-

curacy and to determine the clinical significance of device outputs [111]. The results of

the error grid are split into 5 zones, dictating the scale of error with respect to the correct

blood glucose value: clinically accurate (A), clinically acceptable (B), over-correction (C),

failure to detect (D) and erroneous (E) [89]. From this, a trained professional can assess the

reliability of the blood glucose monitoring device.

Figure 14 presents an example Clarke Error Grid with a single reading. This reading

shows a reference concentration (the true value) of 150mg/dL and the reading from the

blood glucose monitoring device (equivalent to an output from our model) as 160mg/dL.

The reading from the device is, therefore, slightly higher than the correct value. However,

this reading is still classed as clinically accurate as the difference (distance from the dotted

line) is small, meaning it falls within Zone A of the Clarke Error Grid.
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6.3. Case Study Evaluation

In this Section, we present the evaluation of our case study. We describe the methodology

used for each research question and then explore their findings. We further discuss these

findings and their relation to the case study in Section 6.4.

6.3.1. CS-RQ1 - Model Validity

This CS-RQ evaluates the ability of a mechanistic model as part of a digital twin to represent

mechanics of body dynamics. We equate this to an application and evaluation of Steps 3

and 4 of the testing procedure outlined in Section 3.5.3.

Methodology

For this CS-RQ, we took the 930 clinical traces, generated from Section 6.2.2, to personalise

the adapted model. These traces represent real blood glucose-insulin dynamics across 156

different people. Since the fitting process outlined in Section 6.1.3 is non-deterministic, we

fitted each trace 10 times. We used the RMSE metric (Equation (6.6)) to quantify the

difference between the observed data for each of the 930 traces and their corresponding

fitted model outputs. We define an RMSE less than 20 as accurate as predicted values

inside the safe blood glucose range would not result in severe hypoglycaemia or severe

hyperglycaemia [17]. We use this metric to quantify the accuracy of a digital twin and,

therefore, its ability to represent blood glucose-insulin behaviours.

We also measured the clinical accuracy on model executions using a Clarke Error Grid [30],

described in Section 6.2.3. We use the 930 candidate traces as reference values to identify

the zones generated by each of the personalised adapted models. From this, we were able

to quantify the number of traces in the OpenAPS Data Commons for which a digital twin’s

simulation would lead to clinically accurate treatment.

We then identified traces with high and low RMSE values. Incorrect behaviours in the

model were identified and the transparency of the internal variables used to find the causes

of such behaviour.

To further evaluate the applicability of our adapted model, we also perform this methodol-

ogy using other modelling techniques. More specifically, we compare our approach to a data

driven explainable approach (a symbolic regressor) and a purely data driven non-explainable

approach (a neural network). We replicated the methodology using the symbolic regressor

and neural network to produce a distribution of RMSEs for each approach. The default

settings were used for each modelling technique, except increasing the neural network’s

convergence iterations, which is explained in the findings.

A symbolic regressor is a model that represents the training data as a set of equations [8],

similar to our model. However, unlike our approach, these equations are derived purely from

the data, removing the need for an understanding of the underlying physiology. Symbolic

regressors are also explainable since their resulting equations can be traced back, allowing

a user to understand the causes of information flow within the model.
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(a) (b)

Figure 15.: (a) RMSE values across the 10 runs of each trace. The median (green), first quartile
(blue) and third quartile (orange) values are plotted. The red dashed line represents
the maximum RMSE value for an accurate model. (b) A Clarke Error Grid showing
model outputs across all 930 candidate traces. Trace blood glucose values are used as
the reference and model outputs are used as the prediction.

A neural network is another data-driven approach that mimics the flow of information

through neurons and synapses [3]. Similarly to the symbolic regressor, this approach learns

its structure from the data so minimal knowledge of the underlying physiology is required.

However, neural networks are not explainable. It is very difficult for a domain expert to

understand the information flow through a neural network, making finding the causes of

blood glucose behaviours difficult.

Findings

Figure 15(a) presents the distribution of RMSEs across each of the 930 traces. 82.5% of

the traces produce a median RMSE less than 20. An RMSE of less than 20 would result in

blood glucose levels within the safe glycaemic range (70 mg/dL or 3.9 mmol/L - 180 mg/dL

or 10.0 mmol/L) not being misclassified as severe hyperglycaemia (over 200 mg/dL or 11.1

mmol/L) or severe hypoglycaemia (below 50 mg/dL or 2.8 mmol/L).

From these results, we show that the adapted model is able to accurately represent the

blood glucose dynamics of a person with T1DM for most of our traces. Since there have

not been any previous works on developing a digital twin to represent a person with T1DM

interacting with an APS, we do not have a benchmark to compare this to.

We observe that the standard deviation of RMSE values for a single trace generally in-

creases as the average RMSE increases. 640 (68.8%) of the traces had a low standard

deviation of less than 10 (half of our accuracy value), which largely applied to those values

with lower median RMSE.

Figure 15(b) presents a Clarke Error Grid for all 930 traces. 92.02% of the model outputs

are within zone A of the error grid and are, therefore, clinically accurate. These data traces

would lead to clinically correct treatment decisions [111]. As a result, we observed how

the adapted model was able to clinically accurately represent 92.02% of the traces in the
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Figure 16.: Box plot presenting the distribution of RMSEs across all 930 traces for our adapted
model, a symbolic regressor and a neutral network. Outliers have been removed.

OpenAPS Data Commons.

Although these results present the accuracy of our approach, we also assessed the applica-

bility of our adapted model compared to other modelling approaches. Figure 16 presents the

different RMSE distributions across the 930 traces for each different blood glucose-insulin

modelling method. Our adapted model has the lowest RMSE, with the symbolic regressor

being less accurate and the neural network being the most inaccurate.

The data driven techniques appear to struggle due to the nature of clinical data. These

approaches lack the domain knowledge that makes up the ‘template’ for how blood glucose-

insulin dynamics should behave. The symbolic regressor learned a simplification of the

dynamics from the dataset, not taking into account factors such as the time delay of ab-

sorption across the Ilium and Jejunum, as described in Section 6.1.1. The neural network

struggled to untangle the complex dataset, failing to converge for several traces even with 5

times the default number of convergence iterations.

Similar to our mechanistic approach, a symbolic regressor could be used to trace back

through model traces. This explainability would allow a user to understand how different

insulin interventions may have affected blood glucose levels. However, since there is no

structure to the derived equations, a user may struggle to work out why a symbolic regressor

has learnt specific behaviour. For example in Section 6.3.1, we identified that the insulin

sensitivity of a model was incorrect from the kxgi constant. Since the symbolic regressor

does not have such a structure with specific constants for specific behaviours, understanding

why specific behaviours are exhibited becomes more difficult.

The neural network is not an explainable model. Unlike the other two models, there

is no practical way to examine why a neural network’s inputs result in its outputs. As a

result, a user would not be able to reason about the learned behaviour or trace back insulin

interventions through the model to understand their cause.

The lack of explainability also made it difficult to determine the exact reason for the

neural network’s bad performance. Typically, factors such as over-fitting can be accounted

for through splitting the data into test and training datasets [165]. However, our clinical

dataset presented a couple of challenges regarding this. Each trace represented blood glucose-
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insulin dynamics independent from the other traces. As a result, we could not use some

traces for training and others for testing. Also, due to blood glucose-insulin dynamics

changing over time, our traces were made up of 120 data points (every 5 minutes across 2

hours). The short traces made each data point necessary for training, meaning removing

some for testing would have resulted in less accurate training.

Table 5.: The means and Shapiro-Wilk p-values for the distributions of data presented in Figure
16. Values are given to 5.d.p.

Mean
(Adapted Model)

Mean
(Symbolic Regressor)

Mean
(Neural Network)

Shapiro-Wilk p-value
(Adapted Model)

Shapiro-Wilk p-value
(Symbolic Regressor)

Shapiro-Wilk p-value
(Neural Network)

Outliers
Included

14.47301 15739.67252 876199045.27327 1.82872e-38 7.52140e-56 5.018337e-56

Outliers
Removed

14.47301 27.82883 39.75195 1.82872e-38 2.654642e-35 8.7910162e-31

To further ensure that our evaluation of the distributions of data in Figure 16 demon-

strates a significant difference between our approach and the others compared, we perform a

statistical analysis. In this analysis, we assumed a p-value of less than 0.05 to be statistically

significant [169].

Before applying our statistical tests, we must first determine which tests are applicable

to our distributions. Table 5 presents the mean values and the p-value results of a Shapiro

Wilk (SW) test [66] for each distribution. The SW test attempts to refute the hypothesis

that a distribution follows a normal distribution. The resulting p-values can then be used

to determine whether parametric statistical tests are suitable for this analysis.

Since the p-values for the SW tests across all the distributions are below 0.05, we can

hypothesise that the distributions are not normal. Therefore, non-parametric statistical

tests should be used when analysing these distributions [53].

We calculate these values with and without outliers. As per Figure 16, we define outliers

as an RMSE greater than 200. Since some of the neural network and symbolic regressor

executions failed to converge, we see a large disparity between including and excluding these

outliers. Since we defined an accurate model to have an RMSE of less than 20, we assume

that a model resulting in an RMSE of over 200 to not be viable.

Table 6.: Mann-Whitney U-test p-values and Cohen’s D d-values for the distributions of results in
Figure 16. Values are given to 5.d.p.

Mann-Whitney
U-test p-value

(Adapted Model,
Symbolic Regressor)

Mann-Whitney
U-test p-value

(Adapted Model,
Neural Network)

Cohen’s D d-value
(Adapted Model,

Symbolic Regressor)

Cohen’s D d-value
(Adapted Model,
Neural Network)

Outliers
Included

4.26850e-69 5.24559e-84 -0.06707 -0.04643

Outliers
Removed

1.46850e-56 3.11923e-58 -0.58259 -0.80619

Table 6 presents the results of both Mann-Whitney U-test [110], henceforth referred to as

a u-test, p-values and Cohen’s D [32] d-values. These values were calculated comparing our

adapted model to both the symbolic regressor and the neural network.

The u-test is used to present statistical significance between two distributions. Since the

p-values from our u-test were less than 0.05, we can assume that there is a statistically
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(a) (b)

(c)

Figure 17.: Data traces showing fitted blood glucose dynamics. The real observational data from
the clinical traces is shown in red, each of the 10 model attempts at learning are shown in
grey. (a) presents a trace which all model attempts were able to represent, (b) presents
a trace which some model attempts were able to represent, and (c) presents a trace
which the model struggled to represent.

significant difference between the distributions. This significance emphasises the difference

in distributions found in Figure 16. We did observe a difference between including and

removing outliers in this test, but both results were statistically significant.

Cohen’s D is used to measure the effect size between two distributions. For this test,

we observed a large difference between including and excluding outliers. When including

outliers, we found an insignificant effect between the distributions, since the absolute value

was less than 0.2. However, by excluding the outliers, we observed a medium effect (absolute

d-value of 0.5) when our approach was compared to the symbolic regressor and a large effect

(absolute d-value of 0.8) when compared to the neural network.

This disparity in d-values is not surprising since calculating Cohen’s D is largely dependant

on distribution mean values. Since the outliers of both the symbolic regressor and neural

network drastically increase the mean values of their respective distributions, the calculated

d-values also greatly change.

To better understand the causes of accurate and inaccurate model dynamics, we can use

the explainability of the adapted model. For this, we examine the RMSE values of model
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outputs (grey dotted lines) with respect to their observational data trace (red solid lines),

shown in Figure 17.

Figure 17 presents 3 examples of how the adapted model can accurately represent blood

glucose dynamics as well as how that accuracy can vary. (a) presents a trace for which the

model was able to represent the blood glucose dynamics across all 10 fitting attempts. This

represents a trace which resulted in a low RMSE. For (b), the majority of the 10 attempts to

fit the model accurately captured the blood glucose dynamics of the person with T1DM. One

attempt, however, resulted in a large RMSE. We were able to trace this back through the

model to find that the value for kxgi was significantly larger than the other attempts. This

caused the blood glucose level to decrease at a much greater rate than the observational

data. (c), however, resulted in a large RMSE for all model fitting attempts. The model

appears to over generalise the blood glucose dynamics, resulting in model outputs which do

not follow the trace.

Summary: These results show how the stochastic elements of the fitting algorithm can

allow for successful navigation of the solution space. However, non-determinism combined

with the complexity of the solution space can sometimes produce sub-optimal solutions.

Fitting the model a single time may not be optimal so the model should instead be fitted

multiple times and the values of Kx(T ) that result in the least error used to simulate a

user’s blood glucose dynamics. In our case, we fitted the model 10 times as it presented

accurate solutions for traces where not all model outputs had a low RMSE while not being

too computationally expensive. This ensured that an accurate environment was simulated

by the digital twin when performing configuration testing. Further work could be performed

to understand the optimal fitting strategies and iterations required for this kind of problem.

Our results also found both of the data-driven approaches less suitable for modelling

blood glucose-insulin dynamics than our adapted, domain knowledge-driven model. The

underlying domain knowledge of blood glucose-insulin physiology of our approach simplified

the task of learning personalised dynamics. The purely data-driven approaches did not have

this underlying knowledge to provide a structure, resulting in less accurate models.

6.3.2. CS-RQ2 - Prediction Accuracy

This CS-RQ presents the ability for a digital twin to predict unknown body dynamics in

order to aid in configuration testing. We use this CS-RQ to further evaluate the application

of Step 4 in the testing procedure outlined in Section 3.5.3.

Methodology

For this CS-RQ, we only used traces in the lowest 50% of RMSE values from CS-RQ1,

providing they had an RMSE ≤ 20 and are therefore shown to be accurate. This may have

introduced bias into our results for this CS-RQ. However, traces that resulted in inaccu-

rate models would have led to inaccurate predictions. Therefore, we chose to evaluate the

predictive capabilities of our accurate models for this CS-RQ.

To investigate this CS-RQ, we trained the adapted model on the first 2 hours of each
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Figure 18.: Box plot presenting the distribution of errors as the level of extrapolation is increased
across the 465 most accurate traces.

candidate trace. Then, we executed the model with additional timesteps in order to predict

the remaining 2 hours of data points.

For each of the traces, we increased the additional timesteps from 0 to 120 minutes in steps

of 20 minutes, measuring the RMSE at each. These additional timesteps are a continuation

of the trained observational data. From this, we observed the accuracy of the model during

extrapolation, providing insight into the reliability of the static set Kx(T ).

We used the RMSE values to find traces in which error did and did not increase with

extrapolation. Using the transparency of the adapted model, we traced through these in-

teresting extrapolation behaviours in order to find the causes of accurate and inaccurate

predictions.

Findings

For this CS-RQ, we explored how blood glucose dynamics for a person with T1DM change

over time. We used this question to understand to what extent our digital twin can predict

blood glucose behaviour as the internal dynamics of the person change over time.

To answer this question, we used the RMSE metric to measure model accuracy when

adding additional observed timesteps outside of the time bound captured by the training

data. Figure 18 presents the distribution of RMSE across model outputs when extrapolating.

From no extrapolation to 120 mins of extrapolation, the average RMSE increased from a

value of 8.3 to 24.9. From this, we observed an increase in RMSE as the number of additional

timesteps is increased. In CS-RQ1, we defined a prediction with an RMSE of 20 as accurate

as it would ensure any incorrect predictions outside the safe blood glucose range are not

severe. From this, Figure 18 presents how the adapted model can accurately predict 80

minutes of blood glucose dynamics outside the training data.

Similarly to CS-RQ1, we do not have a benchmark to compare the 80 minutes of accurate

prediction to. However, for the traces that resulted in accurate models, this provides an

insight into the applicability of the predictions used in configuration testing for our context.

To further explore blood glucose prediction, we identified models which originally had
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(a) (b)

(c) (d)

Figure 19.: Traces showing reliability of extrapolation. (a) and (b) present a trace showing an
increase in RMSE due to extrapolation. (c) and (d) present a trace showing no increase
in RMSE due to extrapolation.

low RMSE values but increased in RMSE after extrapolation. Figures 19(a) and 19(b)

shows a single trace with 120 timesteps in Figure 19(a) and 240 timesteps in Figure 19(b).

We use this example to observe the difference between no extrapolation and 120 minutes of

extrapolation. Figure 19(a) presents a set of accurate model outputs where the blood glucose

dynamics were correctly captured by the model. This led to a low RMSE in CS-RQ1. Figure

19(b) shows behaviour being extrapolated, which no longer followed the observed data. The

trend of the behaviour was captured, but the nuances were not.

By splitting up this trace and only training on the second half, we were able to observe a

completely different set of Kx(T ) to the original trace. This represented a change in blood

glucose behaviour. The transparency of the adapted model allows for these sets of constants

to be compared.

Some traces, however, did not increase their RMSE through extrapolation. Figures 19(c)

and 19(d) presents a set of traces in which the extrapolated behaviour matched that of the

trace data. Similar to Figures 19(a) and 19(b), the original trace for CS-RQ1 had a low

RMSE. Since the blood glucose dynamics did not fluctuate during the extrapolation, this

resulted in a low RMSE for Figure 19(d).

Training the model on both the first and second halves of this trace produced very similar

Kx(T ) values. Since this set did not change much, the adapted model was able to accurately
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predict the untrained blood glucose behaviour. From this, we observed that the adapted

model’s prediction is more accurate given stable blood glucose dynamics.

Summary: From these results, we suggest that the adapted model can be used to predict

blood glucose dynamics up to 80 minutes outside of the time bounded by the training data.

For continuously accurate representation, the values of Kx(T ) should be re-learnt outside

this boundary to ensure accurate predictions. This would ensure predictions made by the

digital twin would produce accurate and reliable behaviour for configuration testing.

6.3.3. CS-RQ3 - Configuration Testing

This CS-RQ aims to evaluate whether our digital twin can facilitate configuration testing of

the blood glucose target setting of oref0 without clinical trials. We use this to evaluate the

application of Step 5 of the testing procedure outlined in Section 3.5.3.

Methodology

We interfaced the model of a person with T1DM with oref0 to observe APS behaviour. To

apply configuration testing, we need to select a small number of expected configurations, as

described in Section 3.1.3. With this in mind, we identified 3 different blood glucose targets

for oref0 which were widely used within the OpenAPS Data Commons: 100 mg/dL (5.6

mmol/L), 120 mg/dL (6.7 mmol/L) and 140 mg/dL (7.8 mmol/L). Section 3.3.1 identifies

how the misconfiguration of blood glucose targets can result in dangerous scenarios. For this

CS-RQ, we test these expected configurations with all other oref0 configurations unchanged.

For each of the 930 candidate traces, we fitted the model to represent the blood glucose

dynamics for that given scenario, as seen in CS-RQ1. Given these dynamics and the initial

carbohydrate, blood glucose and insulin values found in the trace, we removed the original

insulin interventions and simulated the effects of using the different oref0 configurations for

that scenario. Each configuration of oref0 was executed 10 times, allowing for any non-

deterministic elements. Since the body does not react immediately to the interventions of

oref0, the full 4 hour traces, as used in CS-RQ2, were required to capture the resulting

behaviour.

For this analysis, we used the TIR metric, outlined in Section 6.2.3, to present the efficacy

of each oref0 configurations for a given scenario. Battelino et al. [17] defined TIR as a

percentage of time spent in a blood glucose range of 70–180 mg/dL (3.9–10.0 mmol/L).

From this, we performed configuration testing on oref0 and evaluated each configuration

based on its resulting TIR.

For this CS-RQ, we used oref0 0.7.1, which is not the same as that found in the OpenAPS

Data Commons. To compare the performance of this version to the control algorithm in the

original data, we compared the TIR to two other implementations: the original interventions

in the training data, and the learned blood glucose-insulin dynamics without insulin inter-

vention. The TIR from the original data can be calculated from the original data, finding

the percentage of time within the safe glycaemic range for all of the original OpenAPS Data

Commons traces. For no insulin interventions, we use the adapted model to learn the blood
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Table 7.: Mean time in range (TIR) for different interventions across each 930 traces to observe
oref0 effectiveness.

Intervention BG Target (mg/dL) Mean TIR (%)

No Intervention N/A 63.08
OpenAPS (2014-2021) Various 73.57

oref0 (v0.7.1) 100 87.69
oref0 (v0.7.1) 120 89.06
oref0 (v0.7.1) 140 88.10

glucose-insulin dynamics of the same traces. This time, we execute the model without the

coupling to oref0, allowing for uncontrolled blood glucose-insulin dynamics to be observed.

Findings

Table 7 presents the TIR across different oref0 configurations averaged across each candidate

trace. No intervention presents the TIR across after using the adapted model to learn the

blood glucose-insulin dynamics of the original traces and removing all insulin interventions

so that no insulin is provided to the user. OpenAPS (2014-2021) provides the TIR of

each of the original traces in the OpenAPS Data Commons (preserving the original insulin

interventions). oref0 (v0.7.1) provides the TIR observed when learning the blood glucose-

insulin dynamics from the original traces and then using the digital twin to interface with

oref0 across different blood glucose target configurations.

“No intervention” provided the lowest TIR across each implementation. This was not

surprising as people with T1DM struggle to naturally regulate their blood glucose levels [76].

The high mean TIR was observed to be due to most of the traces starting within range,

increasing the TIR for uncontrolled blood glucose.

“OpenAPS (2014-2021)” presented how controlling blood glucose levels increases TIR.

This represents the increase in quality of life found by Litchman et al. [100] when using

OpenAPS. Comparing this to no interventions is an unfair comparison, so we use this met-

ric to compare the performance of older versions of oref0, present in the OpenAPS Data

Commons, with the latest version at time of writing (oref0 v0.7.1).

“oref0 (v0.7.1)” provided a significant increase in mean TIR compared to older versions of

oref0. From this, we were able to show an increase in user safety when using more modern

APS control algorithms. The difference in average TIR between the different oref0 blood

glucose configurations, however, was not noticeable.

To explore oref0 configurations further, Figure 20 presents two scenarios that show the

behaviour of oref0 interventions across different blood glucose targets. For both of these

scenarios, a large amount of carbohydrate (≥60g) was consumed causing uncontrolled blood

glucose levels to rise out of the safe blood glucose range, defined in Section 6.2.3. We used

the explainability of the adapted model to explore how oref0 adapts to these scenarios.

Figure 20(a) presents a scenario in which oref0 successfully controlled the user’s blood

glucose within a safe range. From this, we observed how the different configurations resulted

in different resulting blood glucose behaviours. Depending on the scenario, such as exercise,
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(a) (b)

Figure 20.: Trace showing the effectiveness of oref0 against uncontrolled blood glucose. No inter-
vention (black solid), oref0 targeting 100 (blue dashed), 120 (green dash dotted), 140
(red dotted). The mean lines are plotted for 10 runs with the ranges shown.

different targets and glucose behaviours are required. In this scenario, we see how the target

of 140mg/dL sometimes produced undesirable behaviour, allowing the blood glucose to rise

above a safe level. Our digital twin allowed for these configurations and their variability to

be trialled in a safe environment.

Figure 20(b) presents a scenario in which the TIR was low for all configurations. We

can see from the graph that there is minimal difference in system behaviour between the

configurations. By investigating the model execution at each timestep, we found that the

APS algorithm was acting correctly, providing insulin as expected to try and lower blood

glucose levels. However, the model’s fitted blood glucose dynamics were inaccurate. A lack

of granularity of the insulin data in the observational trace led to the model consistently

learning an infeasibly low insulin sensitivity value (kxgi). As a result, the insulin interven-

tions provided by oref0 had virtually no effect on blood glucose levels, making the insights

gained from this configuration testing being misleading.

To further evaluate the applicability of configuration testing, we performed a temporal

analysis of each stage of the testing procedure5. Figure 21 presents the different time expense

distributions for each stage of the configuration testing process across the 930 traces. We do

note that the times found in this evaluation are those required for 4 hours of oref0 execution.

These results illustrate how the training of the model is the most computationally expen-

sive task of the procedure. Due to the large number of constants required when fitting the

model, as described in Section 6.1.3, this is not surprising. However, the results of CS-RQ1

have shown the efficacy of this procedure in ensuring accurate models. Also, compared to

the 4 hours of oref0 execution, the time required is still minimal

.

Figure 21 shows a large disparity between executing the model with and without oref0.

The model execution alone took on average 0.002 seconds, whereas also executing oref0 took

5Since we are measuring time in this evaluation, it should be noted that the results are subjective to
the machine the evaluation was executed on. Regardless of hardware, the ratios between the execution
timings should be similar. This process is mainly CPU intensive so we note the CPU hardware: 2nd
generation AMD EPYC 7R32 with 96 vCPUs
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Figure 21.: Distribution of times taken for fitting the model, executing the model and executing
oref0.

on average 38.7 seconds. This difference demonstrates the computational efficiency of using

a differential equations model compared to the rest of the testing procedure. The difference

also demonstrated the computational expense of running an APS. We observed how the

expense of running the APS is comparable to fitting the model itself.

Summary: From this CS-RQ, we were able to evaluate the TIR of different settings of

an APS control algorithm through configuration testing. Configurations could be trialled

for different people to ensure an APS control algorithm is set up correctly, without the need

for clinical trials. We also observed the limitations of using real world data, which will be

explored further in Section 6.4.4.

We observed that fitting the model was the most computationally expensive part of the

testing procedure. We also demonstrated the efficiency of our model and the extent to which

interacting with oref0 increased the temporal expense required for configuration testing.

6.4. Case Study Discussion

In this section, we discuss the finding of our case study to evaluate the applicability of using

a digital twin to evaluate an APS while decoupled from a human-in-the-loop. We use the

SWOT analysis framework [96] to approach this discussion from the perspective of strengths,

weaknesses, opportunities and threats.

6.4.1. Strengths

Medical devices present a challenge for configuration as humans in the loop can result in

dangerous scenarios when the system is misconfigured. During our case study, we were able

to develop a digital twin to alleviate this difficulty and observe executions of an APS control

algorithm without putting users at risk.

The process outlined by Corral-Acero et al. [37], presented in Section 3.5.3, provided a

framework for enabling the configuration testing of medical devices without requiring clin-

ical trials. By following this process, we were able to develop a digital twin to represent
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individuals and interface it with an APS control algorithm to observe different APS be-

haviours for different system configurations across a multitude of people. From this, we

were able to perform configuration testing for the oref0 control algorithm for scenarios that

were potentially dangerous, without putting any users at risk. We propose that the process

outlined by Corral-Acero et al. [37] presented a compelling framework for other medical

device configuration testing challenges.

6.4.2. Weaknesses

We did, however, encounter some difficulties when applying configuration testing to an APS

through the use of a digital twin. Such a complex physiological phenomenon as blood glucose-

insulin dynamics required an equally intricate model. CS-RQ1 found that the complex

solution space of the adapted model sometimes presented a challenge when fitting it to

data.

We further encountered this in CS-RQ2 where the digital twin sometimes struggled to

predict more dynamic blood glucose-insulin behaviours. We suggest that this may be a sign

of model over-fitting as our explainable model could not adapt its dynamics. However, more

adaptive models, such as that presented by Edington et al. [47], present a potential solution

to this challenge by generating a digital twin comprised of multiple models. A combination

of data-driven and physics-driven models allow for a better representation of systems whose

internal dynamics change over time.

6.4.3. Opportunities

The above weakness provides an opportunity for evaluating different modelling techniques

for body dynamics. Future work could investigate the use of models that can better rep-

resent dynamics behaviours, such as machine learning based modelling [172], and how this

could potentially improve the reliability of digital twin-based configuration testing in this

context. Such an approach, however, would have reduced the explainability of the model

and introduced the social challenge, presented by Corral-Acero et al., of users finding it

difficult to trust a ‘black-box’ for clinical decisions [37].

Curated data sets from future work would allow for more usable data [85]. The OpenAPS

Data Commons, however, demonstrates the unique challenge of the APS’s clinical setting

as such curated data does not typically exist. As a result, we found that only 2.37% of the

data being suitable as a significant challenge concerning future evaluations. In which case,

we suggest that more open-source datasets are made available from future clinical trials

designed specifically for learning blood glucose-insulin dynamics. However curated datasets

may reduce the realism of applying such techniques to a real user’s data due to the intrinsic

difficulties that come with using clinical datasets, as described in Section 6.2.2.

6.4.4. Threats

We found that the greatest threat posed to configuration testing using a digital twin was

the use of clinical data. In Section 6.2.2 we present the OpenAPS Data Commons as our
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data source. At the time of writing, this was the largest and best documented data set for

people with T1DM [152]. Regardless of this, a large quantity of rejected traces led to only

a 2.37% acceptance rate, as presented in Section 6.2.2. This was due to the data containing

inconsistent or non-physiological behaviour, human error in data collection or not containing

a recorded carbohydrate consumption that was required for training the model.

These factors are real characteristics of clinical data. Similarly to APSs, data for other

medical devices may contain similar characteristics and, therefore, reduce the reliability of

applying configuration testing using past observational data. Performing future evaluations

for both APSs and other medical devices may be affected by these data challenges, reducing

the ability to evaluate the generalisability of our approach.

A potential solution for increasing the number of accepted traces would be to interpolate

missing values in the data. As a result, more of the data would be compatible with training

the digital twin. Therefore, more behaviours could be trained, allowing for configuration

testing of more contexts. However, this could introduce a potential threat. Interpolated

values could result in behaviour that is not representative of the person’s real glucose-insulin

dynamics. Subsequent configuration testing may be impacted by using training data and,

as a result, may be less reliable.

Even after rejecting 97.63% of the individual data points, some accepted traces did not

contain enough granularity in the data, leading to misinterpretation of blood glucose-insulin

dynamics (as seen in CS-RQ3). This meant other human factors in the data may have still

introduced erroneous data into the model. This would produce potentially incorrect predic-

tions from the model, which could lead to inaccurate assumptions about APS behaviours.

For digital twins to accurately predict the consequences of medical interventions, more

accurate and consistent data sources or techniques to account for pre-existing data sources

are required. Being able to account for the clinical data would allow for more models to

be generated and an increase in their accuracy. By alleviating the challenges associated

with clinical data, the applicability for modelling and testing medical devices would greatly

improve.

6.5. Chapter Summary

In this chapter, we described the development of a digital twin of a person with T1DM

interacting with an APS. We developed a model of a user’s blood-insulin dynamics by

adapting an existing model, trained it on a clinical dataset and coupled it with an APS.

Our digital twin enabled us to investigate the behaviour of different APS configurations

in potentially dangerous scenarios while being decoupled from the user. We validated the

resulting digital twin through an evaluative case study, showing it to be clinically accurate

to the original training data, able to perform predictions outside of the training data, and

able to use predictions to enable configuration testing without interacting directly with the

user.

Our case study also revealed the challenges associated with pre-existing clinical datasets.

A large amount of the OpenAPS Data Commons was incompatible with our approach due
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to missing values and a lack of consistent data capture. As a result, we note the difficulties

associated with the intrinsic nature of clinical data during testing. In Section 2.2.1, we

motivated this thesis by stating how curating datasets for system testing may not always be

feasible, and how pre-existing datasets may be used instead. In the following chapter, we

show how our causal surrogate model is able to alleviate some of the challenges associated

with this dataset.

At the start of this chapter, we likened the use of configuration testing using a digital

twin to the simulation-based evaluation step of surrogate-assisted testing (Section 3.4.5).

In the following chapter, we follow this similarity by using our digital twin as a simulation

environment for the surrogate-assisted testing of the APS, oref0.
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Evaluation - Testing the Artificial

Pancreas System

For the second evaluation, we explore the potential violations of the requirements for

the artificial pancreas control algorithm, oref0 [98]. We have shown how surrogate-assisted

testing (Section 3.4) and our digital twin simulation environment (Chapter 6) alleviate the

human-interaction and complex input space testing difficulties of CPSs. In Section 2.2.1, we

highlighted two further difficulties related to testing an APS: unmeasurable external factors,

making it difficult to define correct behaviour, and the unavailability of curated datasets.

As a result, finding incorrect system behaviours becomes difficult.

In this chapter, we build upon the evaluation in Chapter 5 by investigating further how our

approach alleviates these difficulties. To facilitate this, we show that our approach can reduce

bias in pre-existing datasets and answer causal questions about the relationships between

system variables. We investigate the impact of using both causal and associative surrogate

models to explore system behaviour during surrogate-assisted testing and the effects of the

resulting combined dataset (described in Section 4.1.1). We also perform statistical tests on

the results of our evaluations to investigate the significance of our results.

Specifically, we aim to answer the following research questions:

RQ2: To what extent can using causal surrogates increase the effectiveness of surrogate-

assisted CPS testing?

RQ3: To what extent does using causal surrogates affect the search procedure’s ability

to explore system behaviours during surrogate-assisted CPS testing?

RQ4: To what extent can using only a causal surrogate model increase the effectiveness

of surrogate-assisted CPS testing?

7.1. Evaluation Methodology

We this evaluation, we follow the same technique used for the ADS evaluation in Section

5. The remainder of this section outlines the requirements for surrogate-assisted testing of

oref0, the baseline surrogate model we compare our approach to, and the metrics required

to answer the RQs.

As with our initial evaluation, we follow Figure 7 for our approach. We described our

methodology for evaluating surrogate-assisted CPS testing in Section 5.1. We provide a

summary of this methodology as follows:

To perform surrogate-assisted testing, we require initial datasets, a causal DAG to specify
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domain knowledge, a set of system violations, and a simulation environment. We alternate

between generating an associative surrogate model and a causal surrogate model with each

testing iteration. The chosen surrogate model is then used as a fitness function for a meta-

heuristic search algorithm to find the scenario most likely to cause a system violation. This

scenario is then evaluated on a high-fidelity simulator to observe if a violation occurs. If

no violation occurs, this data is fed back into the original dataset and used to retrain the

surrogate models as the testing procedure is repeated.

Algorithm 2 describes how the causal surrogate models are generated and Algorithm 3

describes how they are used to search for inputs for which causal relationships do not hold.

The code used in this evaluation can also be found in our replication package (see Section

1.1.2).

This evaluation did require an additional step since the simulator needed to be configured

based on the data. Since each dataset represented different blood glucose-insulin dynamics,

the simulator was trained to represent these dynamics from the dataset before the testing

procedure. We further discuss this additional evaluation step in Sections 7.1.1 and 8.5.

For RQ2, similarly to RQ1, we execute each testing technique to determine its effectiveness

in finding system violations for each initial dataset. We determine whether our technique

can identify scenarios in which SUT violations occur that are not detected by traditional

approaches.

For RQ3, we investigate how the surrogate model affects the generated test inputs that

are fed back into training future surrogate models (see Figure 7). Since our evaluation of

oref0 requires a larger number of search iterations than in the ADS evaluation in Chapter

5, we are able to observe how the combined dataset (described in Section 4.1.1) evolves

over the testing procedure. As a result, we investigate how the surrogate model affects the

exploration of system behaviours and the resulting distribution of training data throughout

the testing procedure.

For RQ4, we perform the same evaluation as in RQ2 but also evaluate the surrogate-

assisted testing approach with only the causal surrogate model. As a result, we can de-

termine to what extent the causal surrogate model can improve surrogate-assisted testing

effectiveness without the help of an associative model and combined dataset. We can also

assess the extent to which our hybrid approach relies on its associative surrogate model

compared to the causal surrogate model.

7.1.1. Simulator and Violations

To enable the simulation of oref0 in scenarios of interest, we use the digital twin described in

Chapter 6. For this evaluation, we personalise the digital twin to the blood glucose-insulin

dynamics of the initial trace using the fitting procedure described in Section 6.1.3.

We define violations for oref0 as scenarios that result in severe hypoglycaemia or severe

hyperglycaemia. Since these conditions could be dangerous to the user [81, 150]. These

scenarios could occur if the APS behaves incorrectly by providing too much insulin (severe

hypoglycaemia) or too little insulin (severe hyperglycaemia), allowing the user to enter an
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unsafe blood glucose range. We define severe hypoglycaemia as a blood glucose level of

below 50mg/dL (2.8 mmol/L) and severe hyperglycaemia as a blood glucose level of above

200mg/dL (11.1 mmol/L) [17].

7.1.2. Datasets

We evaluate our testing technique using pre-collected data from the OpenAPS Data Com-

mons [41, 97, 153]. Unlike the pseudo-random generation performed in the ADS evaluation

in Section 5.1.2, this evaluation uses real pre-existing data with approximately 10 million

data points across 156 real users.

We performed the data cleaning process outlined in Section 6.2.2 [158] to obtain 924 ini-

tial datasets that could be used with the digital twin. Each dataset contains blood glucose,

insulin and carbohydrate data points at 5-minute intervals for 2 hours. This selection pro-

vides a large variety of blood-insulin dynamics from real-world data that invoked different

APS behaviours.

We use 924 datasets in this evaluation, as opposed to the 930 used in Chapter 6. 6 of the

original traces resulted in blood glucose-insulin dynamics in which there was no possibility

that the APS could stop the person from leaving the safe glycaemic range [17]. This was

due to limitations in the data, identified in Sections 7 and 8.6, such as not enough insulin

absorption information leading to the simulator learning an insulin sensitivity so low that

oref0 interventions had no effect. We decided to remove these traces as they would have

resulted in system violations, regardless of the technique. We further discuss this in Section

8.5.

From our 924 traces, we used the digital twin, described in Chapter 6, to learn the blood

glucose-insulin dynamics of the user and extend each dataset. For each trace, we used

the digital twin to predict 300 different scenarios for these blood glucose-insulin dynamics.

Each scenario was generated from a set of input variables which were randomly sampled in

accordance with the values in Table 8. As a result, we had 924 datasets, each representing

that specific user’s behaviour across 300 randomly selected scenarios.

As part of this data generation, we ensured that the APS had a chance of preventing

hyperglycaemia or hypoglycaemia. For this, we removed scenarios in which the person

started with too much injected insulin. Since the APS can only increase blood insulin levels,

these scenarios resulted in a decrease of blood glucose levels to an unsafe level regardless

of APS behaviour. If a scenario with this behaviour was generated, it was discarded and

re-executed with a maximum of 100 reruns before the trace was discarded. This process

uncovered the 6 traces for which the APS has no possibility of controlling the blood glucose

levels, as described earlier in this section.

Table 8 presents the scenario input variables, output variables, and their potential values.

Each scenario consisted of 3 input variables and 3 output variables. This produces datasets

inline with those presented in our previous evaluation (Section 5.1.2) and Haq et al. [70].

The scenario consisted of initial values for blood glucose, carbohydrates and blood insulin,

taken from the original trace. The amount of insulin prescribed to the user throughout the
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Table 8.: The input variables and potential violation variables for oref0. Each input variable has
a range that it must be in. The output variables do not have specified ranges, but are
output as floats.

Variable Name Potential Values

start bg [70 - 180]
start cob [100 - 300]
start iob [0 - 150]

open aps output Float
hyper Float
hypo Float

scenario is calculated from the trace (open aps output). We also note the maximum (hyper)

and minimum (hypo) blood glucose values from the trace for use in the associative surrogate

model. From these values, the surrogate models can provide a simplified representation of

the digital twin to be used as part of the meta-heuristic search.

As with Section 5.1.2, the same 924 datasets were used across each of the testing techniques

in this evaluation. Each technique was also executed with the same initial random seed. As

a result, the only difference between each execution was the testing technique.

7.1.3. Causal DAG

To use our causal surrogate model we must first generate a causal DAG. As with our previous

evaluation in Section 5.1.3, generating this DAG is non-trivial. We use the datasets identified

in the previous section when identifying the nodes and expected causal relationships of this

causal DAG.

Figure 22 presents the causal DAG for oref0 in a simulation environment. We generated

this DAG by identifying variables visible in the pre-existing datasets (see Section 3.6.1)

and used domain knowledge to represent how they should affect one another. This DAG

illustrates the causal relationships within oref0 (solid edges), the interactions of the APS

on the simulator (dotted edges), and the potential relationships introduced by the search

algorithm (dashed edges).

We constructed the DAG by using domain knowledge of the APS and its operating envi-

ronment. We assume that the initial blood glucose (BG), carbohydrates (COB) and insulin

(IOB) should affect the algorithmic output of oref0. We also assume these initial values will

be affected by the search process, as with the previous evaluation. The initial values and

the algorithmic output of oref0 should affect the likelihood of hyperglycaemia (Max BG)

and hypoglycaemia (Min BG).

For the purposes of testing, we are only interested in the causal relationships within the

SUT, which in this case are the relationships that cause a change in the amount of insulin

prescribed by the APS control algorithm. It is still important to include the other edges

in the DAG as they can still aid in mitigating spurious associations. Since the data for

these variables are available in our dataset, we can use causal inference techniques to adjust
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search bias

start bg

start cob

start iob

open aps output
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Figure 22.: Causal DAG of oref0. We highlight 3 causal relationships of interest (solid lines) and also
include relationships present in the search procedures (dashed lines) and the simulator
(dotted lines).

estimations based on the entire causal structure.

For the APS to work as intended, we expect that increasing the initial blood glucose (BG)

or initial carbohydrates on board (COB) should increase oref0’s insulin output. Conversely,

we expect that increasing the initial insulin on board (IOB) should require less insulin

to be output from oref0. By using our surrogate model to find scenarios that contradict

these expected causal relationships, we aim to identify incorrect system behaviour that will

potentially result in system violations.

7.1.4. Baseline

We compare our approach against the same ensemble surrogate technique described in Sec-

tion 3.4.1 and our previous evaluation (Section 5.1.4). We also present the results of the

random search to provide a testing baseline across 924 different random seeds, matching the

number of initial datasets. We used the same meta-heuristic algorithm, PyGAD [60], and

settings, as described in Section 5.1.4 and Table 2.

We imposed a computational budget of 200 search iterations. Unlike the ADS evaluation

in Chapter 5, prior work has not been performed for finding violations in an APS using

surrogate-assisted testing. Therefore, we did not have prior results from which to choose a

computational budget. As a result, we used preliminary experiments to find a plateau in

initial violations to devise our computational budget. These experiments were performed

by observing the search iterations at which initial violations were found for a subset of the

initial dataset. As a result of these experiments, we identified when each technique plateaued

and subsequently derived a computational budget.

For this evaluation, we required a larger computational budget to find system violations.

The original ensemble would have required ∼90 days of execution time, which was not

feasible in our time budget. As the result of some preliminary experiments (see Appendix

A), we chose to remove the neural network. This did affect the accuracy of the ensemble

model slightly, but we determined it was worth the cost. To ensure this adaptation was fair,

we mirrored this change in both the Ensemble surrogate model and the associative surrogate

model of the Causally-Assisted technique.
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Figure 23.: Example distributions showing the probability density function of the the blood glucose
variable (BG) in the training data of the surrogate models and how they relate to DKL.
(a) presents a uniform distribution of training data across BG resulting in a low DKL.
(b) presents 3 points of convergence in the training data for BG, resulting in a higher
DKL. (c) presents a single point of convergence in the training data for BG, resulting
in a very high DKL.

7.1.5. Metrics

To answer RQ2, we measure the effectiveness of each testing technique in terms of the number

of different initial datasets that result in a violation. From this measure, we can quantify

each technique’s ability to explore the system’s solution space and uncover violations.

To answer RQ3, we measure the extent to which each testing technique is able to explore

system behaviours. To accomplish this, we measure the diversity of data as it is fed back into

the surrogate model throughout the testing procedure (see Figure 4). This diversity can be

measured using the Kullback-Leibler divergence (DKL) [93] (Equation (7.1)) between each

input variable of the data used to build the surrogate models and a uniform distribution.

DKL allows for the divergence of two distributions to be quantified. DKL has been used in

a similar way in prior works [48,108] to represent the diversity of a test set.

DKL(P ||Q) =
∑
x∈X

P (x) log

(
P (x)

Q(x)

)
(7.1)

Using DKL, we aim to identify the trajectory and convergence of input variables through-

out the search procedure. In our case, we set the reference distribution (Q) to a uniform

distribution and the test distribution (P ) to the surrogate model’s training data distribution

for a given search iteration. We can then quantify the surrogate’s divergence from a uniform

data distribution as more data is fed back into the surrogate model (Section 3.4.4).

Figure 23 presents 3 potential distributions for the blood glucose (BG) input variable,

each resulting in a different DKL (with respect to a uniform distribution). (a) presents a

relatively uniform distribution of values across BG . Such a distribution would result in a low

DKL being calculated. If surrogate-assisted testing resulted in this distribution, it suggests

that BG was explored across all values equally when feeding data back with each iteration.

(b) illustrates a less uniform distribution where there is more data for some specific values

of BG than others. Since this distribution is less uniform, it would result in a higher DKL

being calculated, suggesting a dataset which has converged on some specific values during
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Figure 24.: Total number of traces where an oref0 violation was found and the search iteration at
which it was executed on the simulator.

the testing procedure. (c) presents a distribution where a specific value of BG exists in

the dataset considerably more than other values. This distribution would result in an even

higher DKL being calculated. Such a distribution suggests that surrogate-assisted testing is

feeding back the same input value continuously, without exploring other system behaviours.

Although DKL has been used in prior works to measure test set divergence [48], it should

be noted that measuring the convergence of a machine learning model’s training data dis-

tribution DKL is a novel use. This metric allowed us to quantify the uniformity of training

data throughout the surrogate-assisted testing procedure. This provides an opportunity for

future studies on surrogate-assisted testing to measure the data flow back into the surrogate

model.

7.2. RQ2 Results: Effectiveness

Figure 24 presents the total number of initial datasets for which violations are found and the

number of search iterations required to find them. For this RQ, we use the same reporting

technique as used in RQ1 in Section 5.2.

Our approach found violations in 301 of the initial 924 datasets, whereas the associative

approach was only able to find violations in 148. The random search was only able to find

violations in 49 datasets within the computational budget, illustrating a larger difference

than when evaluating Pylot. We discuss the initial increase of the random search in Section

8.5. These results show how both testing approaches were able to find system violations

much more efficiently than the random search, but, ultimately, our causal surrogate was

able to find system violations more effectively than the ensemble surrogate.

Unlike our previous evaluation, we did not find violations in all initial datasets for oref0

and required many more iterations. As stated in Section 2.2, an APS acting correctly is

paramount to the user’s safety. Therefore, it is unsurprising that finding scenarios which

resulted in system violations took longer for each testing technique.

If we take a closer look at the difference between the ensemble approach and our causality-
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assessed approach, the former finds the majority of its violations within the first few sim-

ulator iterations. Since the ensemble approach is highly associative, this is not surprising

as associations between inputs and real violations in the initial datasets would lead to this

approach finding violations quickly.

However, we observed a plateau in the number of violations found after this initial increase.

This means that datasets in which the violation was not found quickly were unlikely to result

in a violation being found. Such a quick plateau suggests that the technique struggled to

explore outside of potentially giving rise to spurious associations. Since the data in this

evaluation (the OpenAPS Data Commons) is pre-existing data, there is no guarantee that

spurious associations are not inferred.

Our causally-assisted approach shows a similar initial increase in violations to the ensem-

ble approach. This indicates that our approach still exploits the associative properties in

the data. As a result, the technique found inputs highly correlated with violations, similar

to the ensemble technique. Our approach, however, also demonstrates a more exploratory

approach to the system’s behaviour. Thanks to the different perspective (refuting causal

relationships), data from both associative and causal approaches are fed back into the sur-

rogate models (Section 4.1.1). This allows for a more exploratory search process which was

able to account for datasets biases and represent more nuance in system behaviour. As a

result, the technique was able to identify more violations at later search iterations.

We observe that our causally-assisted approach continues to find violations towards the

end of our computational budget. There is potential that this approach may have found

additional violations in the remaining 623 initial traces given a larger computational budget.

However, since each search iteration required an execution of the simulator and the ensemble

approach has reasonably plateaued, we believe our choice of computational budget to be

sensible. From the results to this RQ, we are able to demonstrate the applicability of our

approach with respect to the state-of-the-art.

Summary: From RQ2, we found an increase in the effectiveness of finding CPS vi-

olations by using our causal surrogate model. For oref0, our approach was able to

find violations in over double (153 more) the number of pre-existing traces than the

state-of-the-art technique within the computational budget. Our approach was able

to account for the non-curated nature of the data and more successfully explore the

complex behaviour of oref0.

7.3. RQ3 Results: Diversity

Figure 25 presents the DKL for the distribution of each input variable in the surrogate

models for the oref0 evaluation. The shaded area represents the variation across each initial

dataset at the given timestep. For both approaches, associative and causally-assisted, we

see a general increase in DKL as the search process introduces more data into the surrogate.

This suggests that the search process generally converges on specific areas of interest when

suggesting candidate test cases.
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Figure 25.: Training data DKL of each variable used to generate the oref0 surrogate model. The
first and third quartiles are highlighted to illustrate the distribution across the datasets.

From this figure, however, we observe how the associative method prioritises the initial

blood glucose (BG) of the scenario. This can be seen by the sharp increase in DKL of the

blood glucose variable with a very low variation between the different traces. The other

variables increase in DKL throughout the testing procedure but not nearly to the extent of

blood glucose. Such a high DKL in the initial blood glucose suggests a very high convergence

of the search procedure on a specific blood glucose input value (eg. Figure 23 (c)).

A highDKL for blood glucose suggests an association between blood glucose and violations

in the initial datasets. However, with pre-existing data, such association may be spurious,

as discussed in Section 3.6.3. By converging the search algorithm based on a spurious

association, many more search iterations would be needed, increasing the time and resources

required to find a violation. This is supported by our findings for RQ2, where an initially

large number of violations were found, while only a few were found throughout the remainder

of the testing procedure.

Our approach, in contrast, can be seen not to only focus on one specific variable. The

DKL of all three input variables increase without one variable increasing considerably more

than the rest. We do see that the blood glucose variable, ultimately, ends with a higher

DKL, but remains more consistent with the other input variables when compared to the

purely associative method.

We also observe how the distribution of DKLs for each variable are more similar in our

approach. The different perspectives of the system’s behaviour allowed for more of an

exploratory approach when reintroducing data to train the surrogate models. These factors

ensured that all variables are explored, resulting in a more uniform distribution of data being

used to build the surrogate model. From these results, we observe how combining data from
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Figure 26.: Total number of traces where an oref0 violation was found and the search iteration at
which it was executed on the simulator.

both the associative and causal surrogate models in our approach allows for exploration and

exploitation to complement one another.

Summary: From RQ3, we found how causal surrogate models explore the search space

more evenly than the purely associative approach. We observe how combining data from

associative approaches and causally-assisted techniques improves our approaches ability

to explore more during the search procedure. As a result, our approach inhibits the

search process from focusing on a single area of the search space by providing a more

exploratory perspective than the state-of-the-art.

7.4. RQ4 Results: Ablation Study

RQ2 and RQ3 do raise the question as to how the causal surrogate model would perform

outside of the hybrid approach. To answer this question, we performed an ablation study

[155] in which we perform the same evaluation as the previous two research question with

the associative surrogate model removed from our approach. For this RQ, we refer to the

causal model on its own as Causal and our original approach, which uses both surrogate

models, as Hybrid so the two approaches can be compared.

Figure 26 presents the same results as RQ2 (Figure 24) with the addition of the Causal

approach. Our original Hybrid approach found violations in 301 traces within the computa-

tional budget whereas the Causal approach only found violations in 274 traces. The causal

surrogate model on its own was therefore not as effective as our Hybrid approach, but was

still able to outperform the state-of-the-art Ensemble approach (148 traces).

However, the trajectory of the Causal approach illustrates the benefits of both the causal

surrogate model and the applicability of the Ensemble approach. We observe how both

the Hybrid and Ensemble approaches have a similar initial increase. This increase was not

exhibited by the Causal approach. We, therefore, highlight how associative surrogate models
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are very effective at finding initial violations and how the approach lacking this associative

aspect, the Causal approach, was not as effective in the short term.

The Causal approach does find more violations over time than the Ensemble approach.

This suggest that, even without a combined dataset, the Causal approach was more ex-

ploratory. An exploratory approach allowed this technique to find more violations after the

Ensemble approach had plateaued.

Ultimately, our original Hybrid approach was the most effective approach. However, this

RQ does highlight the importance of the Ensemble model to find initial violations and the

applicability of the Causal model’s ability to explore when finding additional violations.

Summary: From RQ4, we highlighted the importance of both exploiting the associa-

tive properties of the data and the exploratory nature of the causal surrogate model.

As a result, we showed how a causal surrogate model on its own is more effective than

a purely associative approach. However, a combination of both causal and associative

surrogate models is more effective at finding system violations than each separately.

7.5. Statistical Significance

Table 9.: The number of oref0 violations found and the resulting Pearson’s chi squared values calcu-
lated for them at different search iterations. Chi Squared values outlined in bold indicate
an inability to demonstrate independence. Values are given to 5.d.p.

Search
Iteration

Violations Found
(Ensemble)

Violations Found
(Causally-Assisted)

Pearson’s
Chi-Square Value

10 142 140 0.01674
20 147 210 13.77962
30 147 275 50.31413
40 148 279 52.26640
50 148 284 55.87696
60 148 286 57.34836
70 148 289 59.58429
80 148 289 59.58429
90 148 290 60.33724
100 148 292 61.85455
110 148 292 61.85455
120 148 295 64.15885
130 148 296 64.93447
140 148 296 64.93447
150 148 297 65.71384
160 148 300 68.07429
170 148 300 68.07429
180 148 300 68.07429
190 148 300 68.07429
200 148 301 68.86852

To ensure our evaluation demonstrates a significant difference between the state-of-the-art

approach and our own, we performed a statistical significance analysis [10]. We focused this

analysis on the results of RQ2 since they compare the two approaches. In this section, we

assumed a p-value of less than 0.05 to be statistically significant [169].

Following from our statistical analysis in our previous evaluation in Section 5.3, we perform

a Pearson’s Chi Squared test [24], henceforth referred to as the cs-test, on our results. This

statistical test enables the testing of a null hypothesis for categorical datasets, such as that
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Table 10.: The means, Shapiro-Wilk p-values, Mann-Whitney U-test p-values and Cohen’s D d-
values for the distributions of results from RQ2 at different search iterations. Values
outlined in bold indicate where statistical tests have failed. For Cohen’s D, bold indi-
cates negligible effect. Values are given to 5.d.p.

Search
Iteration

Mean
(Ensemble)

Mean
(Causally-Assisted)

Shapiro-Wilk p-value
(Ensemble)

Shapiro-Wilk p-value
(Causally-Assisted)

Mann-Whitney
U-test p-value

Cohen’s D
d-value

10 0.15367 0.15151 0.17495 0.19614 0.69578 0.03403
20 0.15909 0.22727 0.29894 0.61137 0.00078 -1.00576
30 0.15909 0.29761 0.06237 0.07250 2.41114e-06 -1.50329
40 0.16017 0.30194 0.26162 0.03239 1.45526e-09 -2.43912
50 0.16017 0.30735 0.04648 0.27001 2.51277e-09 -2.37874
60 0.16017 0.30952 0.00759 0.05529 5.27301e-09 -2.48491
70 0.16017 0.31277 0.21410 0.79506 2.33261e-08 -2.10915
80 0.16017 0.31277 0.00890 0.37400 6.70651e-07 -1.70360
90 0.16017 0.31385 0.04799 0.20062 1.04505e-09 -2.46731
100 0.16017 0.31601 0.10659 0.12446 5.79982e-07 -1.76097
110 0.16017 0.31601 0.22944 0.46135 4.50633e-08 -1.95269
120 0.16017 0.31926 0.57594 0.23620 2.53691e-07 -1.77448
130 0.16017 0.32034 0.03104 0.25941 4.19871e-07 -1.77552
140 0.16017 0.32034 0.06300 0.70033 4.07518e-08 -2.12351
150 0.16017 0.32142 0.02176 0.25378 2.02556e-08 -2.25621
160 0.16017 0.32467 0.14745 0.33746 1.76372e-08 -2.26049
170 0.16017 0.32467 0.00307 0.03431 4.75513e-10 -2.61099
180 0.16017 0.32467 0.14074 0.38019 4.93045e-09 -2.21816
190 0.16017 0.32467 0.58180 0.37906 4.32424e-08 -2.05335
200 0.16017 0.32575 0.10119 0.09582 3.12331e-09 -2.47617

produced in our evaluation. The null hypothesis in this evaluation is that the results are

not independent and therefore there is no statistical significance between our technique and

the state-of-the-art.

We performed the cs-test at different iterations throughout the testing procedure, starting

at iteration 10 and increasing by steps of 10 until iteration 200. As a result, we were able to

determine how the statistical significance of our approach changed throughout the testing

procedure.

Table 9 presents the cs-test values at different timesteps across our evaluation of oref0.

From these results, we observed that our null hypothesis is between timesteps 10 and 20,

presenting a statistical significance after these timesteps. This observation was achieved

with the use of a cs-test p-value table [145] with a p-value of 0.05. The resulting pattern

can be seen mirrored in the results of RQ2 in Figure 24 as this is the point at which our

approach diverges from the state of the art.

Since this evaluation has more data than that in Chapter 5, we can perform additional

statistical tests to reinforce our technique’s statistical significance. Due to the additional

data, we were able to generate distributions from our binary data by following the existing

technique of simple random sampling [123]. For each surrogate modelling approach, the

results of the 924 traces were randomly assigned to 28 samples, each consisting of 33 binary

outcomes as to whether a violation was found. Each sample was then averaged, producing a

value between 0 and 1. As a result, the 924 results were processed into 28 values that made

up a distribution for each surrogate modelling approach.

Similar to the cs-test, we repeated the process above at different search iterations to

determine how the statistical significance of our approach changed throughout the testing

procedure. For each, we assigned the binary outcome as to whether the testing procedure
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had found a system violation by the given search iteration.

However, before choosing a statistical test to apply, we first had to determine whether

our distributions were normal distributions. Since, some statistical tests require normal

distributions [53], it was important to first analyse the distributions individually to ensure

the correct test was chosen. To accomplish this, we use the Shapiro-Wilk (SW) statistical

test [66]. This test attempts to refute the hypothesis that the distribution follows a normal

distribution.

Table 10 presents the mean and SW p-value for each of the distributions at each search

iteration. For both testing approaches, some iterations resulted in an SW p-value less than

0.05. Therefore, the null hypothesis of the SK test cannot be refuted for all iterations. In

which case, we must use a non-parametric statistical test when comparing our two distribu-

tions.

To evaluate statistical significance, we used a Mann-Whitney U-test [110], henceforth

referred to as a u-test. This test identifies whether two distributions reject a null hypothesis.

In our case, the distributions are the outcomes from the two approaches, and the null

hypothesis is that the underlying distributions are the same. Therefore, we aim to prove

that the results from our approach are statistically significantly different from that of the

state-of-the-art.

Table 10 presents the p-values generated as the results of the u-tests at different search

iterations. Note that, as stated earlier in this section, a p-value of less than 0.05 is sta-

tistically significant [169]. We observe that our approach becomes statistically significant

between iteration 10 and 20. From iteration 20, we observe p-values considerably less than

0.05, demonstrating the statistical significance of our results.

We also measure the effect size to determine the expected difference between the two

approaches [57]. To measure effect size, we calculate the non-parametric effect size Cohen’s

D [32], which measures the difference between the mean values of two distributions. D-

values, resulting from calculating Cohen’s D, can be interpreted as a small effect (0.2), a

medium effect (0.5) and a large effect (0.8).

Similar to statistical significance, we measure the effect size of the approach distributions

at different search iterations. By doing so, we measure the difference between the mean

values of the different approaches as the testing procedure progresses.

Table 10 presents the d-values calculated from Cohen’s D when comparing the distribu-

tions at different search iterations. We observe a very small effect size at iteration 10 and

then a much larger negative effect size from iteration 20 onwards. This pattern follows the

results of RQ2, since the two approaches diverge between iterations 10 and 20.

From these results, we demonstrate that the effect size is much less than 0.2 before the

state-of-the-art plateaued and, therefore, there is minimal difference in effect between our

approach and the state-of-the-art. However, after the state-of-the-art’s plateau, the effect

size is large (the absolute values are much greater than 0.8), demonstrating a significant

difference in effect between the two approaches.
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7.6. Threats to Validity

Similarly to our prior evaluation in Chapter 5, we use this section to explore potential threats

to validity for this evaluation. We, as in Section 5.4, focus specifically on the internal validity

of this evaluation. We discuss further threats to the validity of our approach, focusing on

both internal and external validity, in Section 8.6.

In RQ2, we mention that our approach may find more system violations given a larger

computational budget. Therefore, a potential threat to validity is that the computational

budget assigned for this is too low. However, our computational budget does demonstrate a

large difference in violations found between the different approaches. The Ensemble method

is seen to plateau, with the final violation found at search iteration 38. Our approach does

continue to find violations through to iteration 196. However, the difference between the

two approaches by this iteration is definitely apparent.

A potential threat to validity is the choice of data used in this evaluation. To alleviate

this, we used the largest open source dataset of T1DM available at the time of writing. This

dataset was derived from real world use of oref0, providing a pre-existing dataset from which

to test oref0. Since one of our motivations for testing an APS was a lack of curated data,

this pre-existing dataset exhibited all the factors that makes CPS testing difficult, such as

potential sensor error, a lack of consistency, and a high likelihood of human error [52, 94].

This is further discussed in Section 6.2.2. This dataset allowed us to provide a realistic

evaluation of our testing technique based on the difficulties of real life data.

It can also be argued that, although we use a real dataset, by expanding the initial dataset

using digital twin executions it is no longer realistic. Since each of the original traces was

from different people in different environments, learning a surrogate model across all of them

would have resulted in a representation of no individual user. Instead, the surrogate model

would represent an average of all users, where since each user’s reaction to insulin may be

drastically different, this may not have been representative of oref0 behaviour.

In Section 7.1.2, we took each of the 924 initial traces and used the digital twin to learn the

blood glucose-insulin dynamics before simulating 300 different scenarios for each different

set of dynamics. New scenarios were generated from random sampling of the input variables

in Table 8, presenting a range of scenarios from which to observe oref0 behaviour. By

doing so, each of the expanded 924 datasets, derived from the initial 924 traces, was each

representative of a single user at a single time. Therefore, blood glucose-insulin dynamics

would be static for each of the initial traces, allowing for only the behaviour of oref0 to be

evaluated.

Another potential threat to validity is that we developed the simulator used in this eval-

uation. Therefore, it may have been developed in a way that biased our findings. This

contrasts the use of CARLA in Chapter 5, which is widely used across studies [62, 70].

Unfortunately, there did not exist a high-fidelity simulator in which we could observe oref0

behaviour. We, instead, developed our own simulator in the form of a digital twin, described

in Chapter 6. To ensure our simulator was accurate, we performed an evaluative case study

to evaluate its accuracy, prediction and ability to facilitate different system configurations.
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We used the same simulator and configurations were used across our evaluation to ensure

the only difference in our evaluation was the technique being evaluated.

7.7. Chapter Summary

In this Chapter, we evaluated our causal surrogate model against the state-of-the-art ap-

proach when testing a real APS with a pre-existing clinical dataset. Our approach found

over double the number of violation than the state-of-the-art when using pre-existing data.

We discovered that this was due to the causal surrogate model’s ability to explore outside

of the potentially spurious associations.

By combining both causal and ensemble models, our approach was able to find more

violations than each surrogate model individually. We also highlighted the strengths of each

individual surrogate model, emphasising the applicability of their combination in our hybrid

approach. In the following chapter, we further discuss these results and the implications our

approach may have for CPS testing.
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Discussion

In the evaluations in Chapters 5 and 7, we showed how our causal surrogate model im-

proved the effectiveness of surrogate-assisted CPS testing. In this section, we explore what

implications this may have for CPS testing, discuss our methodology, and describe some

potential threats to validity. We discuss our evaluative case study in Section 6.4.

8.1. RQ1 and RQ2 - Effectiveness

Both RQ1 and RQ2 evaluated the effectiveness of the causal surrogate model against different

subject systems. By evaluating against both systems, we provided a variety of domains and

present the applicability of our approach across CPSs.

The results of RQ1 showed an increase in effectiveness when using our causal surrogate

model when replicating an existing study. Our evaluation found that our causal surrogate

enabled surrogate-assisted testing to find system violations in fewer search iterations than

the state-of-the art (Figure 10). As a result, the high-fidelity simulator was used fewer times,

requiring less computational expense.

The results of RQ2 showed a similar increase in effectiveness when testing an open-source

APS using our causal surrogate model. However, not only did our approach find violations

with fewer search iterations, our approach was able to find more violations in datasets where

the state-of-the-art was unable (Figure 24). From these results, we can see that testing the

APS was difficult for the purely associative technique, as it struggled to explore outside of

what were potentially spurious associations inferred from the training data. These results

also presented the applicability of our causal surrogate model and the strengths of accounting

for pre-existing datasets and evaluating causal relationships.

8.2. RQ3 - Diversity

In RQ3, we explored how the causal surrogate model affected the data being fed back as

part of surrogate-assisted testing. We measured the divergence of this data from a uniform

distribution using the Kullback-Leibler divergence (DKL). Using this metric, we aimed to

understand how our approach explored system inputs and how this search behaviour differed

from the state-of-the-art technique.

The results to RQ3 showed how our approach was more exploratory than the associative

approach. The state-of-the-art was seen to quickly increase the DKL of the blood glucose

input, suggesting a single value of interest was being attempted repeatedly. Such a pattern

may suggest potential spurious associations being learnt by the associative model. These
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incorrect associations would result in no violation when evaluated in the simulator, as seen

by our results to RQ2.

Our approach, however, did not follow this trend. Instead, each input variable distribution

increased its DKL at a slower rate throughout the testing procedure. This pattern suggested

that many different values of each variable were being used in testing. However, there was

still an overall increase to each variable, insinuating areas of interest. Again, we compared

these results to the results of RQ2 to observe how more exploration led to the discovery of

more system violations.

8.3. RQ4 - Ablation Study

RQ4 evaluated the use of only the causal surrogate model, foregoing its interaction with

the associative model and the resulting combined dataset. From this RQ, we aimed to

understand to what extent our surrogate model contributed to the improvement in finding

violations seen in the results of RQ2.

The results of RQ4 show how the causal surrogate model alone increased the effectiveness

of surrogate-assisted testing, but also highlighted the strengths of the associative surrogate

model. The causal surrogate was able to find more violations than the state-of-the-art. How-

ever, without assessing the associative properties of the training data, the causal surrogate

model required more search iterations. The overall increase in found violations reinforced

our interpretation that the increase in effectiveness in RQ2 was due to the integration of the

causal surrogate model.

The lack of initial increase in the causal only approach highlighted the strength of the

associative surrogate. The traditional approach was able to find many system violations

from non-spurious associations in the first few search iterations. We, therefore, found the

importance of combining both techniques in our hybrid technique. The hybrid technique

assessed associations in the data for a large initial increase in finding system violations,

and then relied on the combined dataset and causal relationships to further explore system

behaviour.

8.4. Implications for CPS Testing

We found that testing causal relationships of a CPS’s behaviour enabled developers to

more effectively find violations and, therefore, better validate system behaviour. This is

particularly important for CPSs that lack observability [54] in testing, such as an APS

interacting with human-in-the-loop, as described in Definition 4. Such systems struggle

with the oracle problem (Definition 7) [15] as unmeasurable external factors make defining

correct behaviour challenging. By evaluating causal relationships instead of specific input

values, our approach enabled the tester to answer causal questions (“what if...?”) to identify

causal relationships between variables that did not hold.

Causal surrogate models also enabled testers to more effectively test CPSs where curated

datasets may not be available. Testers may be required to use pre-existing datasets instead,
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since curated data may be computationally expensive or dangerous to obtain [49]. The ability

to use pre-existing datasets is particularly important for CPSs that lack controllability [54]

(Definition 3 and Section 2.2.1). For example, when testing oref0 we relied on pre-existing

clinical data, as obtaining curated data may have been unethical or time consuming. As seen

from our evaluation, causal surrogate models increased the effectiveness of using pre-existing

data where spurious associations may be inferred.

Our technique is system agnostic, meaning testers can apply it to CPSs across domains.

We demonstrate this through evaluating our technique on both an ADS and an APS. Our

evaluations, also, highlighted how different domains demonstrate differing benefits from our

technique. For Pylot, our technique found violations within fewer search iterations, and for

oref0, our technique found additional violations that the state-of-the-art surrogate model

was unable to.

8.5. Methodology Discussion

In Chapters 5 and 7, we perform our evaluations using our causal surrogate model. In this

section, we explore different aspects of our approach and evaluations to explore how they

may have affected the testing procedure.

Variable Visibility We found our technique’s ability to control biases is determined by

the extent to which the CPS exposed its internal variables. Causal identification (Section

3.6.3) adjusts causal model estimations based on the relationships between exposed system

variables. By only exposing inputs and violations, Pylot resulted in a DAG which may not

have been detailed enough to identify potential biases in the data (lack of controllability).

However, we still observed the advantage of evaluating complex behaviour through refuting

causal relationships (lack of observability) by the evaluation’s increase in effectiveness.

For oref0, more variables were visible to the tester, as seen in the DAG (Figure 22). Due

to the data availability, we were able to better account for dataset biases when estimating

the causal relationships between variables (lack of controllability) in addition to accounting

for the system’s complex behaviours (lack of observability).

Exploration and Exploitation Our technique used both exploitation and exploration [177]

to search the complex behaviour of CPSs. Our technique outperformed both an exploitative

method (the state-of-the-art ensemble) and a purely exploratory method (random search)

in both evaluations. We observe in RQ3 how combining both techniques explored system

behaviours instead of focusing on specific inputs. By implementing exploitative and ex-

ploratory techniques in our approach, we better explored the complex behaviour of systems

such as oref0 while still exploiting causal relationships to find system violations.

Single Objective Optimisation We evaluated the surrogate models using a single-objective

search algorithm. However, this raises the question as to whether single-objective search is
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sufficient for complex CPS behaviours. In our evaluations, a single-objective search effec-

tively found contradictions in expected behaviour. Our results show that it is appropriate

for our technique to maximise for a single strong contradiction as opposed to many weak

contradictions [121].

Single-objective search contrasts prior evaluations, which used multi-objective search [62,

70] to maximise the likelihood of multiple violations. In our approach, given the 96 causal

relationships in our initial evaluation (Chapter 5), we assumed a single causal relationship

being strongly contradicted was more helpful for finding system violations than several

weaker causal relationships being contradicted. However, future work could investigate this

effect by using multi-objective search algorithms alongside a causal surrogate model.

Initial Violation Evaluation Unlike previous works [70], our evaluations aimed to evaluate

the surrogate model based on the first violation found. As a result, there is no guarantee that

we found a distribution of different violations. Since our work focuses on the effectiveness

of the surrogate models, we assume the distribution of violations to be out of the scope of

this thesis.

However, while our work provided an insight into the benefits of using causal inference,

uncovering different violations provides an opportunity for future work. More system be-

haviours may be uncovered after additional search iterations feed more data back into the

surrogate model. As a result, future work may evaluate how using causal inference affects

the frequency and distribution of system violations.

DAG Oracle Problem Causal DAGs are generated by domain experts manually and could

potentially be incorrect. Since CPSs are inherently complex [49], ensuring causal DAGs are

correctly defined can be non-trivial. As with any model-based approach, they are suscep-

tible to the oracle problem [15] (Definition 7). Since our approach relies on refuting the

expected relationships in the DAG, an incorrectly specified DAG may reduce the ability of

the proposed technique to find violations.

Approaches, such as causal discovery [63], have been proposed to alleviate this by gener-

ating the DAG from data instead of relying on domain expertise. Such techniques, however,

rely on curated datasets of correct system behaviour. In Section 2.1.1, we explain why such

datasets are not always available for a CPS.

Simulator Correctness As well as affecting surrogate models, we found that pre-existing

datasets can affect the configuration of the simulator in surrogate-assisted testing. For our

evaluation in Chapter 7, we configured the digital twin of a person using an APS through

constants derived from the clinical data. In Section 6.4.2, we highlighted how using clinical

data may, however, not always capture the correct glucose-insulin dynamics [158].

For a few traces, we observed the simulator was executed with an insulin sensitivity

that was non-physiologically low. The simulation, therefore, resulted in hyperglycaemia

regardless of the APS’s output. When evaluating random search, this resulted in an initial

increase in violations, suggesting a potential limitation when insufficient data is available.
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We found this same limitation when validating our digital twin, as described in Section 6.4.4.

8.6. Threats to Validity

In this section, we explore the threats to the validity of our study. We build upon the threats

to validity explored in Sections 5.4 and 7.6. We discuss the threats in terms of internal and

external validity.

8.6.1. Internal Validity

A potential threat is that the baseline chosen for our evaluation does not present a sufficient

comparison. To mitigate this, we evaluated our technique against the current state-of-the-

art surrogate modelling-based testing approach [64,70]. We also compared both techniques

with random search, showing how effective the approaches are for each CPS domain. We did,

however, encounter an issue with the applicability of the state-of-the-art to oref0, requiring

an additional ∼90 days of computation (described in Appendix A). This highlights the

difficulty of applying the state-of-the-art technique to more complex, safety-critical systems.

Another potential threat is that the data used in our evaluations may not be exten-

sive enough. To mitigate this threat, we used two sets of data to evaluate our approach,

pseudo-random for the initial and real-world data for the main evaluation. We chose to use

pseudo-random data to evaluate Pylot because the original evaluation used purely synthetic

data. Controlled data may not be available for such systems, as described in Section 2.2.1,

so the pseudo-random synthetic data represented pre-existing data. The dataset used to

evaluate oref0 was real pre-existing clinical data, where there is no guarantee that spurious

associations may not be inferred [97]. By using pre-existing data, it may give rise to spuri-

ous associations [27] and it has no guarantee that violations are present in the data. This

dataset contains all the potential CPS testing challenges outlined by a lack of controllability,

as defined in Section 2.1.1.

The choice of metric used to measure the divergence and distributions of the surrogate

model training data in RQ3 (Section 7.3) could be a potential threat to validity. To mitigate

this, we use the metric DKL to measure the test set divergence of the surrogate model’s

training data throughout the search procedure. This metric has been used in prior works

[48, 108, 157] to represent the divergence of a test set. We interpret this metric in Chapter

7 based on its prior use, which is described in Section 7.1.5.

Another potential threat to the validity to our evaluations is that the code used to generate

the results could contain bugs. Incorrect code could have resulted in incorrect results that

were not representative of our technique and may have potentially biased our findings. This

is an inherent problem with code written by a human due to human error [146]. To minimise

this threat, the code used throughout this thesis was executed initially on subsets of data.

In doing so, we uncovered unexpected behaviours in the digital twin, CARLA and our

evaluation code. For example, a misinterpretation of PyGAD’s configurations resulted in

the boolean values in Table 1 being held as false. We were able to identify this incorrect
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code and ensure those faults did not propagate through to our results.

8.6.2. External Validity

A potential external threat would be that of generalisability across other CPSs. Our study

demonstrates an initial evaluation and a more in-depth evaluation using two CPSs from

different domains. We used Pylot because of its use in prior evaluations [62, 70], and oref0

because it is open-source and has extensive data availability. Other CPSs also provide open

source datasets, such as CARLA Garage [75], but are typically curated, and therefore not

relevant to this study. Some other datasets are only high-level, such as those produced by

driving authority organisations [180], and are, therefore, not detailed enough to perform

system testing. Nevertheless, future work could evaluate the use of causal surrogates in

more CPS domains.

It can be argued that our evaluations are not reproducible and can, therefore, not be

applied to other systems. To alleviate this issue, we provide a detailed account of our

methodology in both Chapters 5 and 7. The datasets used in both evaluations are either

open-source or generated as part of our replication package and are, therefore, available

for future evaluations. We also ensured that static random seeds were used across the

evaluations. The results of our RQs can, therefore, be replicated, regardless of stochastic

factors. Our reproducibility package is described in Section 1.1.2.
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Related Works

In this Chapter, we describe existing works that are related to this thesis. We use these

works to compare our approach to the current state-of-the-art techniques and highlight how

we build upon them.

9.1. Surrogate-Assisted CPS Testing

Surrogate-assisted CPS testing is a novel technique for reducing the compuatational ex-

pense of testing CPSs [120]. In Section 3.4, we described how our approach follows the

surrogate-assisted testing approach described in Haq et al. [70]. Their approach uses asso-

ciative surrogates to suggest test cases likely to cause ADS violations and then evaluates the

resultant test cases on a high-fidelity simulator. They used local and global searches to im-

prove the effectiveness of the search algorithm. We expand on this approach by integrating

our causal surrogate model. We used this approach as the baseline for our evaluations.

Menghi et al. [116] introduce a similar approach that uses surrogate models to find system

violations in a satellite. Their approach, however, uses surrogate models that approximate

each timestep of a simulation of system behaviour. This surrogate model creates a less

computationally expensive simulation that can be used in the search process. This contrasts

with Haq et al. [70] and our approach, which estimates the likelihood of violations based

on scenario inputs. Each time step provides a more nuanced representation of the system’s

behaviour but is more computationally expensive than our approach. However, these sur-

rogate models do present potential future work to identify the benefits of applying causal

inference to timestep-based surrogate models.

9.2. Causal Inference in Testing

Causal inference is an emerging concept in software testing. Podgurski et al. [91,141] demon-

strate a source code fault localisation technique, aided by the bias-reducing techniques of

causal inference. This approach works by evaluating the code base, which is not always

possible for CPSs. CPSs can contain black-box, multi-domain elements for which source

code analysis is not possible [49].

Clark et al. [27] use causal inference to test computational models. Similar to our ap-

proach, regression models are used to represent the subject system due to the expensive

runtime and large input scales of the computational models. By using causal inference,

pre-existing data could be used to approximate the behaviour of systems, while accounting

for potential spurious associations. This work also uses the causal DAG as a test oracle,

allowing a developer to test the expected causal relationships of a system. Such techniques
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have also been applied to CPSs [159]. We build upon this work by using the expected causal

relationships of a DAG to guide the discovery of incorrect behaviour. From this, we not only

test causal relationships but attempt to find inputs that lead to system behaviours that do

not satisfy these relationships.

Causal inference has been applied to reduce bias in surrogate-assisted CPS testing in prior

works [62]. This technique, however, relies on causal discovery [63], which learns causal

relationships and generates the causal DAG from data. Causal discovery works under the

assumption that the causality can be detected from statistical dependencies [183]. Due to

the lack of controllability of CPS datasets, outlined in Section 2.1.1, this may not always be

possible. Data that covers all behaviours in the system’s specification are not guaranteed. In

our technique, we derive the causal DAGs from domain knowledge to act as our test oracle.

By encoding the expected causal relationships, instead of just those learnt from the data,

we use these expectations of system behaviour to guide the search for incorrect behaviour.

9.3. Boundary Analysis Testing

Dobslaw et al. [44] introduce a boundary detection technique to find the boundaries be-

tween behaviours in software. Similar to our approach, they use the gradient of the system’s

outputs to find these boundaries. The boundaries are then used as part of a test selec-

tion technique to cover different behaviours and find inputs for which behaviours change

unexpectedly.

In this thesis, we describe a causal surrogate model, which also finds unexpected be-

haviours from program derivatives. However, we expand on boundary analysis testing by

using a test oracle (the causal DAG) to guide test selection. By using a causal DAG as the

system oracle, we not only use the gradient to guide the discovery of system behaviours but

also use this gradient to refute our expectation of system behaviour. As a result, we do not

aim to find the boundaries between different behaviours, as seen in Dobslaw et al. [44], but

instead identify inputs that contradict our expectation of system behaviour the most.

9.4. Digital Twins in Healthcare

Digital twins have been proposed to be implemented across the medical domain to bet-

ter inform life saving decisions without costly clinical trials. Kiagias et al. [86] present a

simulation-based approach which predicts treatment responses for people with tuberculosis.

They show how in silico experiments speed up the ability for medical interventions to be

delivered, without compromising safety and effectiveness. Our digital twin, whose devel-

opment is described in Chapter 6, capitalises on such notions by simulating the medical

interventions of system in a safe environment to ensure the system is behaving correctly for

a given configuration.

The Cardiac Physiome Project [31,117] argue the importance of simulation based medicine

for a better understanding of cardiac tissues, whilst outlining challenges surrounding the

representation of tissue behaviour due to model resolution and approximation. This presents
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an ongoing challenge for digital twins in the medical domain. Corral-Acero et al. [37] propose

a solution to this through a digital twin for precision cardiology. This would allow simulations

to be patient specific, influence clinical decisions and be updated with both population and

individual data over time.

Corral-Acero et al. do, however, highlight an important social challenge with the adoption

of such technology, as clinicians may find it difficult to trust a ‘black-box’ for clinical decisions

[37]. We use this notion to further motivate the use of an explainable model when developing

our digital twin in Section 6.1.

9.5. Digital Twin-based CPS Testing

In Chapter 6 we described the development of a digital twin to be used to validate APS

behaviour as part of surrogate-assisted testing. In this section, we describe how digital twins

have been implemented to test CPSs and discuss the similarities and differences from our

approach. This section is an adaptation of a published literature review [160], P1 from

Section 1.1.1.

9.5.1. Digital Twin Testing Areas

Section 3.5.3 described how digital twins have been proposed to test healthcare devices. In

this section, we discuss other CPS domains which have had digital twin-based testing and

highlight their differences from healthcare applications.

Manufacturing and other industrial applications [74] make up the majority of digital twin-

based testing applications. These systems tend to be complex, modular and work in high risk

environments [49]. The influence of Industry 4.0 has increased the number of digital twins in

manufacturing, providing more informed behaviour for increased safety and reliability [72].

Digital twin-based testing can be found in other sectors, such as the utilities sector in the

form of wind turbines [6, 137, 182] and the information technology sector in the form of

drones [68].

Similar to our application, these domains tend to be human-interacting [49, 72]. How-

ever, unlike medical devices, these CPSs exist in environments that contains humans, as

opposed to being integrated human behaviour. Douthwaite et al. [46] designed a digital

twinning platform specifically for human-collaborative environments. Ensuring behaviour

across such environments is paramount to these systems’ use, requiring the ability to test

CPS functionality.

9.5.2. Digital Twin Oracles

In Section 3.5.2, we described how a digital twin has been proposed to be used as a test

oracle. In this section we explore digital twin oracle implementations and compare them to

our technique.

Our technique uses the expected causal relationships of a system as an oracle when defining

correct and incorrect behaviours. These relationships are derived as part of a causal DAG
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from domain expertise. Barr et al. [15] define this kind of oracle as “specified” as it is based

on the expected specification of the system.

Unlike our technique, digital twins themselves have been used as test oracles in prior

works. Simulation based software, such as MATLAB Simulink [113], or via “off the shelf”

technology solutions [68], have been used to simulate the expected behaviours of its physical

counterpart. These approaches are also defined by Barr et al. [15] as “specified” oracles.

Prior works have learnt an oracle digital twin from past execution data of the system.

Such “derived” oracles [15] learn the digital twin model from data using historic runtime

data from the system under test when it is both running correctly and incorrectly [61]. The

model can then be compared to the physical system under test to examine if it is behaving

correctly [179].

As we found in the case study from Chapter 6, obtaining data that is curated for medical

devices is not always possible. The intrinsic nature of clinical datasets, as described in

Section 6.2.2, means that deriving an oracle from clinical data may not be feasible.

9.5.3. Digital Twin Explainability

In Section 3.5.3, we described how the explainability of a digital twin’s model is useful for

providing confidence in the predictions of medical interventions. We used this notion when

adapting the model of our digital twin in Section 6.1.1. We use this section of the related

works to explore how other digital twin-based testing applications have approached this

requirement for explainability.

Digital twins in testing have been categorised in terms of their explainability as “white-

box”, “grey-box” and “black-box” [160]. The explainability of the digital twin presents the

ability to observe and infer information within the model of a digital twin [172]. For testing,

these modelling terms can be used to classify how simple information can be extracted from

the model in order to better understand test failures or the causes of incorrect behaviour.

We use this section to describe the modelling techniques used and how they compare to our

approach.

White-box models are those that have high information visibility. An expert in the field

can understand its inner workings and infer information about the model executions [105].

Digital twin-based testing uses white-box models defined “where the equations of motion

have been derived from the underlying physics of the problem and the model parameters have

direct physical meanings” [174]. Simulation based digital twins are the most common white-

box approach found in testing CPSs, providing strong visual insight into the architecture of

the system under test. White-box models highlight the emergence of specialised techniques

with electronics based CPSs being modelled using mathematical methods as opposed to the

more popular simulation approaches [138].

Black-box models are those with low information visibility, not allowing for an expert in

the field to understand the inner workings of the system [105]. In the context of digital

twins, these models are “derived entirely from measured data, with no assumed knowledge

of the physics at all” [172]. Black-box models provide the most popular implementation
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of digital twins found in CPS testing, neural networks. These models allow for the correct

behaviour of a system to be trained and tested against a live system [137,179]. This does not

provide the same granularity as found in white-box approaches, but can more realistically

represent system behaviour as it is derived from historical data.

Grey-box models provide partial visibility into the inner workings of the model as well as

its inputs and outputs [174]. This allows for experts in the field to gain partial explanations

for the occurrence of outcomes from given inputs. In the context of digital twins, these

combine both the physics based approaches seen in white-box models and the data driven

approaches seen in black-box models [172]. This is mostly done through enhancing a white-

box simulation through the use of black-box fault classification to infer more information

from test failure data [6].

Inline with these terminologies, the digital twin described in Chapter 6 is developed as

white-box. Section 3.5.3 highlights the importance of explainable treatments for medical

digital twins, informing our decision to ensure an explainable T1DM model. Corral-Acero

et al. [37] do, however, propose the use of black-box statistical models for medical devices

when the underlying physiology is not well understood. The use of white-box models for

physiological behaviour mirrors that of other CPS domains where the physical behaviours

are well understood [174].
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Conclusion

CPSs are becoming more prevalent across human-interacting and medical domains.

As a result, ensuring that their behaviour is correct is paramount to their use and the

safety of the users. However, finding system violations in CPSs can be challenging due to

unmeasurable factors affecting their behaviour and the difficulty of obtaining controlled

datasets. Existing techniques, such as associative surrogate modelling, present a way of

representing this behaviour in a computationally efficient manner. However, such techniques

can struggle to evaluate system behaviour affected by unmeasurable factors and require

curated datasets to accurately represent system behaviour.

In this thesis, we introduced the causal surrogate model, which integrates with existing

surrogate-assisted testing techniques. Our surrogate model accounts for pre-existing

datasets that may give rise to spurious associations while using the expected causal

relationships of variables in the system to guide CPS testing to find system violations. We

performed an initial evaluation by replicating a previous evaluation of surrogate-assisted

ADS testing using causal surrogates. We also evaluated our technique on a safety-critical

APS to further investigate the effectiveness of our approach. We then investigated how

using causal surrogates allows for the navigation of the system’s complex behaviours and

highlighted the strengths and weaknesses of both our causal surrogate model and the

state-of-the-art associative surrogate model.

Our results showed that our technique found violations in pre-existing data more ef-

fectively than the state-of-the-art associative surrogate models when applying surrogate-

assisted CPS testing to an ADS. For the safety-critical APS, our results showed how our

technique found over double (153 additional) the number of violations. Our evaluations

demonstrated our causal surrogate’s ability to account for the potential of spurious associ-

ations being inferred from pre-existing data and efficiently explore the solution space of the

system. As a result, we show how causal surrogates alleviated the requirement for develop-

ers to curate datasets to effectively perform CPS testing and allowed causal questions to be

answered to evaluate system behaviour that may appear inconsistent.

To enable our second evaluation, we performed an evaluative case study on the develop-

ment of a digital twin of a person with T1DM using an APS. This digital twin was then

used as a simulation environment during surrogate-assisted testing. From this case study,

we found a proposed framework for testing medical devices using digital twins to be ap-

plicable in the domain of an APS. The framework allowed for accurate digital twin-based

blood glucose-insulin predictions to enable configuration testing of an open-source APS. We

evaluated simulations and predictions of the digital twin to validate the simulation environ-
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ment used for configuration testing. Our digital twin enabled the execution of different APS

configurations in this simulated environment, resulting in the identification of behaviours

that could be unsafe to a user. Configurations were observed without requiring physical

trials, reducing physical risk to the user.

Our case study also identified difficulties associated with simulating human interaction

with a CPS. Model misrepresentation of a user’s blood glucose-insulin dynamics led to

distorted system behaviour being presented. We alleviated this challenge by fitting the

digital twin multiple times and confining its predictions to a 2 hour time window due to

changing glucose-insulin dynamics over time.

Using real clinical data also presented a substantial threat to the approach. Human

factors and data inconsistency led to a large proportion of the data being impractical

for training the digital twin, resulting in only 2.37% of the pre-existing clinical dataset

being usable. Since the difficulties associated to the data used in this thesis are inherent

to clinical data, it’s unlikely that other datasets or additional data would have yielded

different results. The challenge of data availability, also, does not only apply to clinical

data, meaning it would be interesting to observe the effects of controllability in obtaining

data across more CPS domains.

In future work, we aim to examine more CPS domains to examine further testing limita-

tions and, therefore, the impact of causal inference in CPS testing. Investigating the effects

of controllability and observability across other CPS domains would solidify the applicability

of our approach. Ensuring correct causal DAG representation of complex system compo-

nents, such as neural networks and non-deterministic behaviour, would also allow more

efficient testing of complex CPSs. In addition, we aim to explore the use of additional as-

pects of causal inference, such as accounting for time-based and unmeasured variable biases,

to further improve surrogate model estimations for adaptive systems.

A potential approach to this could be the application of quantitive bias analysis (QBA)

[25]. QBA is a technique of causal inference that quantifies how much an unmeasured bias-

inducing variable would need to affect a causal relationship for the measured causal effect

to be nullified. Such a technique could be used to derive confidence intervals for the causal

relationships made by the surrogate models. Preliminary work into this topic was done as

part of this research but more time would have been required to obtain meaningful results.

Further exploration into how using a causal surrogate model may affect the other testing

objectives highlighted but not covered in this thesis (fragility, robustness) would inform the

wider applicability of our approach. By alleviating the lack of controllability and observ-

ability in CPSs, using a causal surrogate model may help to test these additional objectives.

For example, asking causal questions about minor deviations in environmental factors may

allow for incorrectly large system reactions to be identified during system fragility testing.

Future work could also extend the evaluative case study of the applicability of digital twins

for testing medical devices. Further evaluation of the blood glucose-insulin model would

present more evidence of its real-world applicability. We performed a temporal analysis to

identify which aspects of the testing procedure were the most expensive. A further sensitivity
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analysis may provide information required to streamline the most temporally expensive

segment of testing, fitting the model constants. Future stability analysis and resource-based

evaluation would also present evidence as to whether such a testing procedure could be

applied in real time.

Since APSs and medical devices in general are safety critical, future work could be per-

formed to conduct a safety case [164] for our technique. It would be important to ensure

cross-domain collaboration, through both software testing and medicine, to ensure the re-

quirements of our technique, as well as the user of an APS, are accounted for in such

research.
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Appendix - Evaluation

Table 11.: Surrogate model training times between the modified and unmodified ensemble models.

Surrogate 1 2 3 4 5 6 7 8 9 10 Mean (s) Required (s)

Modified 0.033 0.035 0.025 0.026 0.018 0.022 0.025 0.063 0.022 0.026 0.029 5486
Unmodified 38.035 37.858 40.446 41.278 38.755 37.068 39.318 38.075 40.178 34.949 38.596 7722048

For our oref0 evaluation in Chapter 7, we decided to make a modification to the associative

model used in both the ensemble and hybrid approaches. Since the oref0 evaluation was so

large, the neural network aspect of the associative model became computationally infeasible.

We demonstrate this in Table 11, which shows that training the neural network for each

iteration across all 924 traces would have added ∼90 days of GPU computation time.

For our study, we found this infeasible. Instead, we modified the ensemble model by

removing the neural network for this study. To ensure this adaptation was fair and did not

skew the comparison of techniques, we ensured that the entire study used this modification.
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Appendix - Digital Twin

B.1. Model Modification

The model implementation by Contreras et al. [34] produced negative hepatic blood glucose

(Gprod) at blood glucose levels less than the steady-state blood glucose level (Gb). We modi-

fied the original model by introducing a Monod equation [103] for Gprod with respect to −G.

This is inline with prior work that has used Monod equations to represent hepatic glucose

production [77] as this approach a simple yet effective representation of this behaviour [154].

Equation (B.1) introduces the hepatic glucose growth rate (kµ), the hepatic glucose limit

(kλ) and the hepatic glucose production (Gprod0) at the glucose steady-state (Gb).

Gprod =
kλ(Gb −G)

kµ + (Gb −G)
+Gprod0 (B.1)

Table 12.: The meaning of each constant from Kx(T ) representing the blood glucose-insulin dynam-
ics of a person.

Constant Meaning

kjs Rate of carbohydrate movement from stomach to jejunum
kgj Rate of carbohydrate absorption from jejunum to blood
kjl Rate of carbohydrate movement from jejunum to ilium
kgl Rate of carbohydrate absorption from ilium to blood
kxg Rate of blood glucose basal uptake
kxgi Rate of blood glucose insulin sensitivity uptake
kxi Rate of insulin degradation
τ Time taken for ilium to receive glucose from jejunum
η Bioavailability of glucose absorbed in the intestine
kλ Hepatic glucose production limit
kµ Hepatic glucose production growth rate

Gprod0 Hepatic glucose production at the steady state
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B.2. Fitting Algorithm Choice

When deciding the technique for fitting the digital twin in Chapter 6, we evaluated 4 different

meta-heuristic algorithms. Each algorithm was fitted using the same 10 randomly selected

datasets and executed 10 times to account for randomness. Figure 27 presents the fitness

values for each meta-heuristic algorithm. It can be seen that the generic algorithm resulted

in the highest average fitness across traces. We use this to justify our choice of fitting

algorithm. The code used to generate this figure can be found in fitness checker .py in our

replication package (S2 in Section 1.1.2).

Figure 27.: The fitness values when fitting the digital twin across 4 different fitting algorithms.
Note, the scale of fitness is logarithmic.
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