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Abstract

This research aims to progress the development of real-time pedestrian sim-
ulation methods. Simulating pedestrian systems in close to real-time affords
us up-to-date knowledge of how a population is distributed around a city.
This may allow local authorities to react to demand for services that varies
in time and space by engaging in data-driven decision-making approaches.

One of the most popular approaches for simulating pedestrian motion is
Agent-Based Modelling. Such models are typically calibrated using histor-
ical data to ensure that they reflect the real system. Ultimately, however,
these models usually incorporate some degree of randomness to emulate
the variability of human behaviour resulting in the model diverging from
the real system. This restricts their application to predominantly offline
simulation.

Another potential approach to exploring pedestrian systems is the use of
Big Data. Data are being generated in increasing volumes at an increasing
velocity, and data regarding pedestrian flows are no exception. Such data,
however, may offer sparse coverage with regards to time, space or demo-
graphic portions of the population — an issue from which Agent-Based
Modelling does not suffer. Consequently, we seek an approach that allows
us to benefit from both simulation and data. At present, there is not a con-
sensus on how best to incorporate new observations into an Agent-Based
Model whilst it is running.

The challenge of incorporating observations into running models is fre-
quently tackled in other fields such as numerical weather prediction where
meteorologists make use of data assimilation techniques to introduce obser-
vations into their models. This thesis, therefore, focuses on adapting the
Ensemble Kalman Filter data assimilation technique to work with Agent-
Based Models of pedestrian motion. Given the differences between Agent-
Based Models and the models to which data assimilation methods are typ-
ically applied, additional challenges arise. This thesis will document some
of these challenges and propose solutions.
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With growing numbers of connected sensors being installed in cities, local governments
are gaining access to a wealth of data (Psyllidis et al., 2015; Batty, 2019; Boeing
et al., 2021). This could allow them to make more intelligent and transparent choices
with regards to service provision for their citizens by engaging in data-driven decision-
making processes (van Veenstra and Kotterink, 2017; Maffei et al., 2020). One of the
key insights that can be gained from city-based sensors is an understanding of how
people move around their environment.

When exploring this topic, investigators often make use of modelling techniques.
At their most fundamental, models represent our understanding of the system that we
are studying — an understanding that may not be perfect (Stanislaw, 1986). There
exist modelling techniques for the simulation of how pedestrians move around urban
spaces (Vermuyten et al., 2016). Simulating pedestrian behaviour is often undertaken
at the micro-scale, with such models typically aiming to model at the individual level
or on a spatially fine-grained grid (Burstedde et al., 2001). One of the most prevalent
simulation methods in this field is that of Agent-Based Modelling. Such methods
consist of two key components: agents and environments. In an Agent-Based Model,
we prescribe sets of rules by which individuals interact with each other and their local
environments (Macal and North, 2005); as interactions take place on the micro-scale, we
typically observe the emergence of structure at the macro-scale such as crowding (Batty
et al., 2003a) or lane formation (Liu et al., 2014). The evaluation of these rules often
consists of stochastic elements aiming to emulate the variability of human behaviour.
The introduction of such randomness, in conjunction with an imperfect understanding
of the phenomena at play, however, typically results in simulation runs diverging from
the real system. Modellers may attempt to prevent (or at least delay) this divergence
by undertaking a development process that involves model verification (Xiang et al.,
2005), validation (Crooks et al., 2008) and calibration (Thiele et al., 2014), as well
as setting initial conditions based on historical data. These practices are appropriate
for offline evaluations such as testing designs of new buildings (Chen and Zhan, 2014)
or experimenting with different individual behaviours (Badham et al., 2018); however,
when aiming to simulate events in real-time, this simply delays the inevitable divergence
of the model from the real system. We may be particularly interested in the simulation
of systems in real-time (or close to real-time) for a number of reasons:

• Urban resource allocation: The presence of pedestrians in urban spaces ul-
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timately leads to an increase in the local incidence of crime, littering and noise.
Local authorities may wish to respond to these issues, and an understanding of
the number of pedestrians present allow for a proportionate response to prob-
lems (Chen et al., 2017).

• Crowd safety: In spaces where pedestrians gather in high density, there is a
potential for stampeding and trampling which may subsequently lead to severe
injury and loss of life (Helbing et al., 2007; Still et al., 2020). An improved
understanding of how pedestrians are distributed across an urban setting may
better inform the choice of evacuation and safety protocols.

• Social distancing compliance: Recent investigations have sought to estimate
the density of pedestrians with a view to checking public compliance with social
distancing measures put in place in response to the COVID-19 pandemic (Yang
et al., 2021).

In such cases, we seek to replicate the events that occur in the real-world system within
our model; in some cases we may even seek to produce accurate forecasts such that
we can take pre-emptive actions to address issues that may occur. Given the likely
divergence of models from real-world systems and the growth of uncertainty noted
above, making such forecasts in a reliable manner is extremely challenging.

Given the demand for real-time insights, investigators may alternatively turn to
big data. Data are now being generated in higher volumes and at greater velocity
than ever before (Chen et al., 2014); however, there also exist issues with observation
data from such systems. Whilst models typically allow us to simulate a whole system,
observations are often sparse in either time or space (or both) (Zheng et al., 2014);
this is to say that observations rarely provide complete coverage of the events. Beyond
this, observations also bring their own associated uncertainties (Li et al., 2016) which
depend on the method of data collection. Although our models may offer a solution to
the problem of sparsity, they often introduce greater degrees of uncertainty as noted
above. We therefore seek a solution whereby we can integrate up-to-date observations
into our models as the models continue to simulate the system.

One of the methods by which we can combine knowledge represented by our model
with observations as they become available is through data assimilation techniques,
which are most commonly used in the field of numerical weather prediction (Kalnay,
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2003). Such techniques are typically made up of two steps:

1. Predict: The model is run forward, estimating the state of the system,

2. Update: The model’s estimate of the system state is combined with new data
in the form of observations.

These steps are repeated iteratively in a cycle. The aim of incorporating the observa-
tions into the model is to improve the model accuracy with respect to the true system
state, thus allowing us to place greater trust in our simulations whilst acknowledging
the uncertainty in both our predictions and observations.

A large volume of work exists in which such techniques are applied to meteorological
systems where the models used are based on differential equations (Navon, 2009); other
work has focussed on the use of data assimilation schemes where real-time forecasting
is of great value such as Tsunami forecasting (Maeda et al., 2015). Significantly less
work exists in which data assimilation methods are applied to agent-based models
— in particular pedestrian models. The application of data assimilation schemes to
such models brings with it a set of challenges that may not be encountered in its
traditional fields of application. One problem that may be encountered in traditional
data assimilation fields of application is the estimation of unobserved quantities (Ruiz
et al., 2013), e.g. model parameters. Such unobserved quantities are often continuous
variables — something that data assimilation schemes are well suited to estimating.
When applying data assimilation methods to pedestrian models, we are also likely to
want to use the assimilated observations to infer unobserved quantities; however, in
Agent-Based Models of pedestrian systems, it is likely that some of these variables will
not be continuous, but instead categorical. This presents additional challenges.

The majority of the pre-existing work has focussed on implementing Agent-Based
Models in conjunction with a data assimilation method known as the Particle Fil-
ter (Wang and Hu, 2013; Rai and Hu, 2013; Wang and Hu, 2015; Lueck et al., 2019;
Malleson et al., 2020; Ternes et al., 2021). Other work has sought to apply variants of
a data assimilation method known as the Kalman Filter (Ward et al., 2016; Clay et al.,
2020, 2021). Each of these methods has their strengths and weaknesses (which will be
touched upon in Chapters 2 and 4).

This thesis will build upon this novel and growing field of work by applying a data
assimilation method known as the Ensemble Kalman Filter (EnKF) to Agent-Based
Models of pedestrian motion.
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1.1 Aim and Objectives

This investigation aims to define an approach for the application of the EnKF data
assimilation method to Agent-Based Models of pedestrian motion for the purposes of
simulating systems in real-time. In order to achieve this, the following objectives out
set out:

1. Review the literature around the simulation of pedestrian dynamics with a par-
ticular focus on simulation at close to real-time.

2. Describe the modelling approaches used to simulate pedestrian systems in this
investigation.

3. Describe the data assimilation approaches used to update models in this invest-
igation.

4. Apply the EnKF to improve estimates of pedestrian locations in simple Agent-
Based Models to show that such approaches can be used with systems other than
those that are described by systems of differential equations.

5. Apply the EnKF to improve estimates of pedestrian locations in more realistic
Agent-Based Models to show that such approaches are also effective when to
systems that more closely reflect reality.

6. Apply the EnKF to improve estimates of both observed and unobserved variables
in an Agent-Based Model to show that such approaches are effective in simultan-
eously performing state and parameter estimation for pedestrian systems.

1.2 Thesis Outline

This thesis is made up of 8 chapters (including this chapter). The way in which these
chapters relate to the objectives described above is outlined in Table 1.1.

Following on from this chapter, Chatpter 2 aims to introduce the relevant literature
for the investigation, providing a foundation on which to build the work contained
within this thesis. This begins with an introduction to the literature on pedestrian
dynamics and their simulation. Based on this, the chapter goes on to introduce Agent-
Based Models and their use in the simulation of pedestrian systems; this includes topics
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Objective Chapters

O1: Review the literature around the simulation of pedestrian dynamics
with a particular focus on simulation at close to real-time.

2

O2: Describe the modelling approaches used to simulate pedestrian sys-
tems in this investigation.

3

O3: Describe the data assimilation approaches used to update models
in this investigation.

4

O4: Apply the EnKF to improve estimates of pedestrian locations in
simple Agent-Based Models to show that such approaches can be used
with systems other than those that are described by systems of differential
equations.

5

05: Apply the EnKF to improve estimates of pedestrian locations in
more realistic Agent-Based Models to show that such approaches are
also effective when to systems that more closely reflect reality.

6

O6: Apply the EnKF to improve estimates of both observed and unob-
served variables in an Agent-Based Model to show that such approaches
are effective in simultaneously performing state and parameter estima-
tion for pedestrian systems.

7

Table 1.1: Table outlining the relationship between objectives and chapters.
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1.2 Thesis Outline

related to their calibration and the ways in which real-world data are used to inform
their design and implementation. Criticism is provided of these approaches, outlining
their shortcomings when looking to specifically simulate systems in real-time (or close
to real-time). This chapter concludes with a review of the existing work in which
data assimilation methods have been used to alleviated these shortcomings, whilst also
providing critique.

Having reviewed the literature in Chapter 2, the next two chapters focus on the
methods used in this investigation. The first of these — Chapter 3 — aims to outline
the Agent-Based Modelling aspect of the work within this investigation. This involves
describing two models which will be used in conjunction with data assimilation schemes.
The first of these models is a toy model which seeks to simulate the movement of
pedestrians across a fictitious train station concourse; when outlining this model, its
shortcomings are also included. The second model looks to provide an application case
which more closely represents a real-world setting, and therefore seeks to simulate the
movement of pedestrians around the concourse of Grand Central Station in New York.
This description includes a documentation of the model, an outline of the calibration
process and a sensitivity analysis. The purpose of using these models is twofold. The
first of these is that the models exhibit crowding phenomena — something that is
typically not captured by modelling approaches that are based on differential equations.
Furthermore, under the conditions of crowding, we are likely to find that our models
are more liable to diverge from the corresponding real-world system at an individual
level, thus justifying the case for applying data assimilation at an individual level.
Secondly, the use of these models allows us to apply the data assimilation approach to
the inference of unobserved agent parameters — a problem that, as noted previously,
it not common when using these methods in their typical fields of application.

The next chapter focussing on methods — Chapter 4 — aims to outline the data
assimilation methods used in this investigation. This starts by defining the process of
data assimilation within the context of Bayesian inference. The chapter then goes on
to describe the EnKF (and the Kalman Filter on which it was originally based). This
is contrasted with other data assimilation methods, such as those that have been used
in similar investigations. The chapter concludes by outlining the challenges of applying
such data assimilation methods in conjunction with Agent-Based Models.

The following three chapters present the experiments and results of this investig-

7
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ation. These are centred around the idea of showing that the EnKF can be used in
conjunction with an Agent-Based Model of pedestrian motion to improve the accuracy
with which we can simulate the trajectories taken by pedestrians across an environment.

The first of these — Chapter 5 — looks to apply the filter to a toy model which
represents the concourse at a fictitious station (which has been detailed in Chapeter 3).
This acts as a preliminary experiment to explore the initial challenges of applying the
data assimilation method to such an Agent-Based Model.

The second results chapter — Chapter 6 — seeks to take this a step further by
applying the EnKF an Agent-Based Model that more realistically represents a real-
world scenario; the model in question, known as StationSim GCS, models the motion
of pedestrians around the concourse of Grand Central Station in New York, as was
designed based on empirical data (as outlined in Chapter 3).

The final results chapter — Chapter 7 — tackles one of the key issues that is over-
looked in previous results chapters. In Chapters 5 and 6, it is assumed that we have
perfect knowledge of pedestrians’ origins and destinations within the model environ-
ment from the outset — this is seldom the case when simulating real-world systems.
As a consequence, Chapter 7 seeks to explore the impact of relaxing this assumption,
proposes a set of solutions, and explores their effectiveness.

This thesis is then concluded by Chapter 8 which draws together the findings of
the investigation. This includes a comparison with other relevant pieces of work and
an outline of the limitation of the work contained herein. This concludes with the
suggestion for some avenues for future work.
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Chapter 2

Literature Review
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2.1 Pedestrian Dynamics

Having outlined the context, motivation and aim of this investigation in the previous
chapter, this chapter aims to review the literature relevant to such a piece of work. In
the previous chapter, we noted that this investigation seeks to establish a new approach
to using Agent-Based Modelling to simulate pedestrian systems in close to real-time.
In order to undertake such an investigation, we must first consider the literature sur-
rounding the modelling of pedestrian dynamics more generally. This chapter therefore
begins with a review of the literature on the general modelling of pedestrian dynamics;
this will highlight the issues with previous approaches. This is followed by a specific
focus on the use of Agent-Based Models and their use in the context of pedestrian
dynamics; this section will highlight the need for the use of real-world data when mod-
elling pedestrian systems. The chapter will conclude with a section reviewing the recent
work that has been undertaken with “online” approaches to using agent-based models
in the field of pedestrian dynamics. This will highlight the shortcomings of previous
attempts, with a view to justifying the need for this investigation.

2.1 Pedestrian Dynamics

As highlighted in Chapter 1, the investigation of pedestrian movement is of great in-
terest for many reasons; this interest may come from a number of different domains
— from urban planners and government officials to retailers and advertising agen-
cies (Kitazawa and Batty, 2004). With increasing numbers of people living in cities,
this interest is only likely to grow.

When considering the dynamics of pedestrian systems, we are able to explore them
by looking at quantitative qualities and qualitative phenomena. Each of these shall be
described in this section, along with an overview of the modelling techniques typically
used when considering pedestrian systems.

2.1.1 Quantitative Measures

In pedestrian dynamics, there are often three quantitative measures that are of interest:
pedestrian flow rate, pedestrian velocity and pedestrian density (Gupta and Pundir,
2015).

For pedestrian velocity, v, we can consider the classical definition of velocity:

v = dx
dt

, (2.1)
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where x is the pedestrian’s position and t is time, i.e. a pedestrian’s velocity is the rate
of change in its positions with respect to time. If we are only interested in a pedestrian’s
scalar velocity, we can take the magnitude of the vector, v = ∥v∥. If we consider the
case where the pedestrian’s is defined by its location in a 2-dimensional x-y space, then
we can define the scalar velocity as:

v = ∥v∥ =
√

v2
x + v2

y, (2.2)

where vx is the x-component of the pedestrian’s velocity and vy is the y-component of
the pedestrian’s velocity.

For pedestrian density, we can also consider the classical physical definition of dens-
ity, ρ:

ρ = m

V
,

where m is mass and V is volume. This classical definition is typically applied to the
description of 3-dimensional matter; in our case, we are interested in the description of
pedestrians in 2-dimensional space and the definition is therefore adapted to:

ρ = N

A
, (2.3)

where A is the space being considered and N is the number of pedestrians present in the
space. Whilst this approach is commonly used, it only provides an average density over
a space and does not provide a spatial distribution which we are likely more interested
in. Furthermore, the result of the calculation is dependent on the geometry of the
reference area used. An alternative approach is the use of Voronoi cells (Steffen and
Seyfried, 2010). These cells represent the physical area “belonging” to each pedestrian.
A single pedestrian’s cell is defined as containing all coordinates that are closer to them
than to other pedestrians. Each cell, ci, has a respective area, Ai, from which we can
derive a density, ρi:

ρi = 1
Ai

. (2.4)

This results in a collection of cells which partition the spatial environment, each of
which pertain to a single agent in the system. Each of these cells have an associated
density which can be graphed to visualise the distribution of density by tiling the space.
Such a tiling is almost always irregular, but the respective density distribution on a
regular grid can be found by considering the weighted average of each of the Voronoi
cells which intersect with a given grid cell.
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2.1 Pedestrian Dynamics

For pedestrian flow rate, J , we consider the scenario in which we are observing a
single point in space and counting the number of pedestrians passing by. Based on such
a situation, we define the flow rate, J , as the number of pedestrians passing the point
over a given time:

J = dN

dt
, (2.5)

where N is the number of pedestrians and t is the time.
Following the analogy with classical physical definitions for these quantities, we may

consider the relationship between the three quantities often observed in fluid dynam-
ics (Schadschneider and Seyfried, 2011):

J = ρv. (2.6)

Consequently, we may only need to measure two of the three quantities and may be
able to derive the third from this relationship. These relationships are often explored
graphically in the form of fundamental diagrams (Seyfried et al., 2005), and have been
used to explore the way in which pedestrian behaviour varies across cultures (Chattaraj
et al., 2009).

2.1.2 Qualitative Phenomena

When considering pedestrian systems, there are a number of phenomena that occur
persistently across a number of settings, both at a microscopic and macroscopic level.

When considering microscopic phenomena, Helbing et al. (2001) observed the fol-
lowing set of behaviours occurring across different settings:

• Pedestrians dislike taking detours and wish to take the most direct route to their
destination.

• Each pedestrian typically has their own desired walking speed, and the speeds
amongst a population are usually normally distributed.

• Pedestrians have a desire to maintain a certain distance between themselves and
others (as well as objects within the environment).

• Pedestrians often act “automatically” and have a tendency not to change their
behaviours.
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Whilst their may be some variation in the extent to which each of these phenomena oc-
cur, it is important that they are incorporated on some level into modelling approaches
that seek to faithfully represent crowd dynamics.

When considering the dynamics of pedestrian systems, there often emerge a number
of different macroscopic phenomena based on the individual-level behaviours of ped-
estrians between each other and between pedestrians and their environment. Three
of the most common phenomena observed are lane formation, queuing, and density
waves (Schadschneider et al., 2009). These shall be discussed briefly in this section.

Lane Formation

When considering pedestrians systems set in narrow corridors or pedestrian crossings,
the direction of travel of the individuals becomes restricted in one of the two-dimensions
with the pedestrians seeking to cross from one side of the environment to the other. If
all of the pedestrians are starting on one side and aiming to cross to the other side, we
may consider the flow to be unidirectional. If, however, the population is split into two
groups and are initially located on opposite side, seeking to cross the environment, we
observe what is known as a bidirectional or a counterflow. When observing situations
involving bidirectional flows we often see the formation of lanes (Kretz et al., 2006). If
we consider a simple setting in which we have a long corridor spanning in the x-direction
and narrow in the y-direction with some portion of a pedestrian population starting
at each end with the goal of getting to the opposite side, we expect that ultimately
we will observe the formation of number of lanes such that at least one lane facilitates
the movement of pedestrians in the positive x-direction and at least one lane facilitates
the movement of pedestrians in the negative x-direction. Such phenomena may occur
naturally or may be aided by environmental features such as dividing barriers and
signage (e.g. Green Park underground station in London).

Queuing

Another phenomenon that occurs commonly in pedestrian systems is that of queuing.
Queuing can be framed as a demand-supply problem (Martinez-Gil et al., 2017), using
the terms defined in Section 2.1.1:

Consider a scenario in which we have a unidirectional flow of pedestri-
ans in the x-direction. As described by Helbing et al. (2001), pedestrians
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have a set of demands — for the speed at which they walk, v, and for a
degree of personal space around them (which translates into a specific local
density, ρ). These demands govern the speed and density of a population
of pedestrians. If the stream of pedestrians encounters a narrowing of the
path that is sufficiently constricting that it violates their demands for per-
sonal space, the flow rate will fall. With the imbalance between the rate at
which pedestrians can pass through the constriction and the rate at which
pedestrians arrive at the constriction, a queue forms.

This scenario describes the demand-supply problem as one based on cross-sectional
space, but the same process can apply for supply and demand of other resources such
as ticket counters at train stations. Furthermore, the example above describes a scen-
ario based on a single resource-supplier, but this can also be extended to multiple
resource-suppliers; such a scenario may result in multiple queues, and present arriving
pedestrians with multiple choices (Wagoum et al., 2017).

Density Waves

The final phenomenon that we shall consider is that of density waves. Density waves
are common in vehicular traffic systems, and it is not uncommon to observe them in
pedestrian systems which emulate the conditions of vehicles driving on the road, i.e.
unidirectional flow with restriction in movement tangential to the flow of the crowd
(although they may also occur in other settings such as stationary crowds). We can
think of density waves in pedestrian systems as periodic oscillations of density in space
and time (Schadschneider et al., 2009), ρ(x, t).

2.1.3 Modelling Approaches

When investigating pedestrian systems, many researchers seek to define models of the
dynamics at play. When building these models, researchers need to make decisions
regarding a number of factors (Schadschneider et al., 2009; Zsifkovits and Pham, 2017):

• Microscopic or macroscopic? Do we wish to to model the system at the
individual or at the group level?

• Discrete or continuous? Do we treat the state variables of space and time as
discrete integer values or continuous real values?
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• Deterministic or stochastic? Is the future state of the system determined
precisely by the current state of the system, or is there some random variability
involved?

Two of the most common way in which to model pedestrian systems are through
mechanical models and through cellular automata models (Martinez-Gil et al., 2017).
Beyond these methods, researchers also used Agent-Based Models. This investigation
will focus on the use of Agent-Based Models, and as such a section dedicated to them
will follow this one; this section will proceed by outlining mechanical models and cellular
automata.

Mechanical models typically involve the use of mathematical equations to describe
the evolution of a system. Some of these seek to use equations to describe the time-
evolution of the macroscopic state of the system, such as fluid dynamic models (Helbing,
1992); others seek to use equations to describe the forces acting on pedestrians at an
individual level (Helbing and Molnar, 1995). Such approaches are typically determin-
istic, and often treat the state variables as continuous (by virtue of being governed by
equations using real-valued variables).

Cellular Automata model the system at a microscopic level based on discrete space
and time. They consider the environment as a grid of cells with each cell containing a
number of pedestrians, and evolving the number of pedestrians in each cell from one
time-step to another based on a set of rules (Schadschneider, 2002). The rule by which
the number of pedestrians in a cell is evolved is often stochastic (although it may be
deterministic), and aims to reflect the movement of pedestrians from one discrete space
to another. A related technique which also simulates a system at a microscopic level is
that of Agent-Based Modelling, which shall be explained in the next section.

2.2 Agent-Based Modelling

In the previous section, we touched upon the topic of Cellular Automata models which
seek to model the evolution of pedestrian systems at a microscopic level. Related to
Cellular Automata, we have Agent-Based Models. In the former, we consider space to
be our unit of analysis, modelling how discrete units of space vary over time; in the
latter, we consider individual pedestrians as our units of analysis, modelling how they
move through space over time.
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When considering social systems, we can think of them as being complex systems,
comprised of many interacting components. When looking to study such systems, we
can often think of modelling them from one of two perspectives: top-down and bottom-
up. In a top-down approach, we seek to model aggregate-level system characteristics,
which might be achieved by approaches such as the equation-based models mentioned
in Section 2.1. Such approaches, however, do not provide us with any information
regarding the status of individual components within the system. Furthermore, they
are liable to overlook individual-level heterogeneity.

The alternative approach — bottom-up — aims to model individual components,
defining rules for their interactions. This allows us to derive the macroscopic beha-
viours that we could observe from a top-down approach. Furthermore, it allows us to
incorporate heterogeneity in terms of variation in individual-level characteristics and
behaviours and explore their impact on the emergence of macroscopic states. One of the
most popular approaches to bottom-up modelling is Agent-Based Modelling in which
we characterise a system as a collection of units which interact with each other and
their environment based on a set of behaviours (which are often prescribed as rules).
Here, we take environment to include not just spatial environments but also other
factors which also mediate interactions between agents such as interaction networks.
This approach has been applied to a wide range of fields including exploring molecular
and cellular interactions in Pharmacology (Sun et al., 2008; Cosgrove et al., 2015), the
analysis of movement and habitat selection in Ecology (Railsback et al., 1999; Railsback
and Harvey, 2002), the exploration of criminological theory (Birks and Davies, 2017),
the simulation of transport networks (Bazghandi, 2012; Bazzan and Klügl, 2014) and
the exploration of market dynamics (Ghoulmie et al., 2005; Eppstein et al., 2011; Ge,
2017). With the broad array of disciplines to which Agent-Based Modelling is applied
comes an array of ways to encode the environment in which the agents exist. When
considering ecological applications, our agents exist in a spatial environment which
may be represented as either continuous or discrete space; when using an Agent-Based
Model to explore the impact of pandemic interventions, we may wish to incorporate a
network structure between our agents (Vermeulen et al., 2021).

Such an approach which allows us to simulate a system at an individual level lends
itself naturally to the modelling of pedestrians, and the simulation of pedestrian systems
using Agent-Based Models is a well established field (Burstedde et al., 2001; Hoogen-
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doorn and Bovy, 2003; Helbing et al., 2005). In applying the technique of agent-based
modelling to the study of pedestrian dynamics, we characterise individual people as
agents in the model, and define the rules of how they may interact with each other and
the environment around them (Batty et al., 2003a; Liu et al., 2014). Such an approach
allows us to explore not only the impact of different spatial environments, but also how
the dynamics of the system may change as a result of different agent characteristics
and behaviours — something that may have been much more difficult if using a top-
down approach. This allows us to apply agent-based modelling to the exploration of
scenarios such as crowding dynamics at carnivals (Batty et al., 2003a,b), the testing of
evacuation policies (D’Orazio et al., 2014; Chen and Zhan, 2014) and usability of new
building designs (Andrews et al., 2011).

In order to ensure that these models accurately reflect the real-world scenarios that
they are simulating, modellers undertake the aforementioned processes of verification,
validation and calibration. As shall be highlighted in Section 2.2.1 a number of different
approaches to calibration exist, each with their own strengths and weaknesses. These
methods typically make use of historical data regarding the system being studied in
order to find appropriate initial model states and parameters.

2.2.1 Offline Agent-Based Modelling

Traditionally, Agent-Based Models are used in the manner outlined above whereby the
model is calibrated before use. This calibration is typically undertaken once before sim-
ulating the system in question, and the model remains static from that point onwards.
Such an approach is referred to as “offline”. The alternative is an “online” approach,
which is typically used in scenarios in which researchers would like to simulate systems
in close to real-time and have their models respond to observed changes in the system
(such as when using models in smart cities applications).

The distinction regarding when to use online or offline approaches depends upon
both which approach is feasible and which is desirable.

From a feasibility perspective, we should note that online approaches place re-
quirements on both computational infrastructure and the data used. With regards to
data, online approaches require the provision of low-latency observations of the sys-
tem being modelled. With regards to to infrastructure, online approaches are likely
to incur a greater computational cost beyond what is typically found when applying
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offline approaches. This places technical restrictions upon the scenarios in which online
approaches may be applied.

Even in the situation in which we have the necessary observations and the infra-
structure to handle the computational cost, we may find that an online approach is not
appropriate and that an offline approach is more desirable. This may include situations
in which researchers wish to explore the impact of different architectural designs on the
behaviours of the individuals in a system (Wu and Chen, 2019). In such scenarios,
researchers are not aiming to make forecasts (as would likely be the case with online
approaches), but instead to use models as a test-bed to explore the impact of different
policies or individual-level behaviours.

The remainder of this section will focus on the types of calibration methods used in
offline approaches. Literature on online approaches shall be addressed in Section 2.3.

Calibrating Agent-Based Models

The process of calibrating an agent-based model involves identifying the values that
should be assigned to model parameters in order to achieve the desired model beha-
viour (Crooks et al., 2008; Crooks and Heppenstall, 2012); the desired model behaviour
is typically defined as behaviour which matches that observed in previous observations
of the system in question by some measure. Such parameters govern the ways in which
agents interact with each other and with their surrounding environment — it is, there-
fore, crucial that appropriate values are identified. In order to achieve this, there are
a wide range of approaches at our disposal (Hazelbag et al., 2020) which often require
that we evaluate model outputs against observations of the system by way of measuring
the difference between the two.

One of the most primitive methods of model calibration is known as full factorial
design, whereby a comprehensive parameter search is undertaken by running the model
for every combination of parameter values (Thiele et al., 2014), evaluating the outputs
of the model against the desired behaviour for each run. This method is appropriate
when model runs are relatively inexpensive with regards to compute time, and when
parameters take integer values; in cases where parameters take on non-integer values,
care must be taken with regards to the grid resolution of the parameters that are tested
as this may significantly change results.

As an alternative to the exhaustive search proposed in Full Factorial Design, Clas-
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sical Sampling Methods involve sampling from the set of potential parameter com-
binations. In its most simple form, this would take the form of randomly sampling
from uniform distributions for each parameter value; this is also relatively inefficient
though (Thiele et al., 2014). Alternative sampling approaches have therefore been pro-
posed such as Latin Hypercube Sampling (McKay et al., 1979), whereby the potential
range of parameter values is divided up into equally probable intervals and samples
drawn from each interval.

Optimisation Methods are a common technique for fitting models. They involve
defining a cost function relating some aspect of model behaviour with the corresponding
aspect of the observed phenomena; we then seek to minimise the difference (i.e. the
cost). These approaches can therefore be viewed as minimisation problems over the
parameter space in which we often seek the global minimum, i.e the parameter values
which minimise the difference between the model behaviour and the observed system
behaviour. Many techniques exist to achieve this goal, including simulated annealing
(from statistical physics) (Kirkpatrick et al., 1983) and evolutionary algorithms (Duboz
et al., 2010).

A final approach to calibration may be through Bayesian Methods. These methods
seek to use Bayes theorem to identify appropriate parameter values (Jabot et al., 2013).
This is achieved by making use of our prior understanding of the statistical distributions
from which each of the parameter values are drawn; running a model a large number
of times with parameter values drawn from these distributions, comparing our result-
ing model outputs with our observations with a view to inferring the true statistical
distributions of the parameters. Due to the large number of times that models must
be run, these methods can be computationally expensive; with the advent of modern
computing, bringing with it increasing levels of computational power, the methods are
gaining popularity with researchers (Beaumont, 2010; van der Vaart et al., 2015).

More generally, we may have to contend with some issues. In some cases, it is not
possible to identify unique values for parameters, and instead we are left with para-
meter sets, i.e. multiple combinations of parameters that can be used to reproduce the
desired system behaviour; this can result from over-parameterisation and/or interac-
tions between parameters (Gan et al., 2014). This process of model calibration may
also be further impeded by either a lack of data or data with high uncertainty (Thiele
et al., 2014).
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As highlighted in Section 1, however, these approaches are typically undertaken
prior to models being run. As a consequence, models employing these approaches
may attempt to make use of up-to-date observations in the calibration process prior to
running, but cannot make use of subsequent observations that arise as the model runs,
and as such are not appropriate for simulating systems in real-time.

2.2.2 Challenges of Agent-Based Modelling

Before proceeding, it should be noted that Agent-Based Modelling is not without its
shortcomings (apart from the issue of incorporating real-time observations described
above). In recent years, a number of articles have described at length the challenges
faced by those using Agent-Based Models (Crooks et al., 2008; Schulze et al., 2017; An
et al., 2021). This section, therefore, will briefly touch on a small selection of issues that
are faced which are particularly relevant to the work in this investigation. This will
include a discussion of challenges around the modelling of human behaviour, the prob-
lems arising from the computational cost of running such models, the issues of model
verification and validation and the inadequate use of data in the model development
process.

Modelling Human Behaviours

One of the most common reasons that Agent-Based Models are used to simulate systems
of humans is that they allow researchers to incorporate more complex and heterogeneous
behaviours (Macal, 2016). One way in which researchers often aim to incorporate some
aspect of human behaviour is though the use of computational randomness; this is not,
however, to represent human behaviour as random, but instead to represent the degrees
of inconsistency and noisiness associated with the behaviour (Kennedy, 2012).

Deciding how human behaviours are represented and prescribed within a model is
a challenge. In order to address this problem, a set of frameworks have been devised
to better represent human behaviour (Crooks and Heppenstall, 2012). One of the most
prominent of these is Belief-Desire-Intention (BDI) (Rao et al., 1995), in which an
individual’s beliefs, desires and intentions are encapsulated within the state of the cor-
responding agent; beliefs represent the individual’s information about the environment
in which they exist, desires represent the individual’s goals, and intentions represent
the set of actions that the individual selects in order to achieve their goals (Bandini
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et al., 2009). By encapsulating an individual’s internal state and thought process in
this way, researchers can design corresponding agents that have consistent beliefs and
respond to stimuli in a timely and orderly manner (Kinny et al., 1996).

One of the criticisms of this framework is its assumption that the individuals who
we seek to model are rational actors — an assumption which does not always hold.
In order to address this issue the PECS framework (Physical Conditions, Emotional
State, Cognitive Capabilities and Social Status) was devised in which researchers can
include emotional and social factors into the characterisation of an individual within
their model (Schmidt, 2005).

The development of such frameworks may seek to clarify and better formalise the
way in which we encode human behaviour within our computational agents. Regardless
of the choice of framework, however, models of human systems will typically fail to
perfectly reflect the system as, ultimately, we are unlikely to be able to account for
all types of behaviour in all settings (whether this arises from the finite description of
behaviour in our model, or from limitations of the data with which we calibrate the
model) (Kennedy, 2012; An et al., 2021).

Verification and Validation

The issues of verification and validation of Agent-Based Models are ones that have
been raised repeatedly (An et al., 2021). It has been suggested that this may arise
due to some confusion around their definitions (Crooks et al., 2008). When considering
Agent-Based Models, we may consider the following definitions:

• Verification: The process of ensuring the logical implementation of the model
is correct (Xiang et al., 2005).

• Validation: The process of ensuring that the model represents the system and
phenomena of interest (Crooks and Heppenstall, 2012).

When undertaking model verification, we seek to ensure that the model that has
been implemented is consistent with the researcher’s conceptual model. If constructing
the model through the writing of computer code, verification process may be achieved
by undertaking a test-driven development process (Collier and Ozik, 2013). Such testing
involves ensuring that some aspect of the model produces a prescribed set of behaviours.
Testing may be undertaken at a range of different levels including Unit, Agent and
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Integration (Nguyen et al., 2009). Reproducibility of behaviours (and by extension
model verification by testing) in Agent-Based Models can be something of a challenge,
particularly when the models incorporate some degree of stochasticity (Houhamdi,
2011).

When undertaking model validation, we seek to ensure that the model is capable
of reproducing patterns and phenomena that we observe in the real system. This in-
troduces a challenge that is intrinsically linked to one of the strengths of the approach;
Agent-Based Modelling allows us to explore the behaviour of system at both the mi-
croscopic level and the macroscopic level, but at what level should we check that a
model reproduces the behaviours of the real system? One suggested approach is that
of pattern-oriented modelling (An et al., 2020), whereby the output model behaviour
can be compared against multiple patterns at multiple scales.

Whilst some approaches are proposed for dealing with each of these challenges, there
are not yet agreed-upon solutions and as such they remain open problems. Without the
application of these processes, we may question the extent to which a model is credible
and robust.

Computational Cost

One of the most notable disadvantages of Agent-Based Models in comparison to meth-
ods such as Equation-Based Models is the computational cost. In the former approach,
we seek to evolve the state of each individual unit in our model over time — a process
that may be either deterministic (e.g. depending on some deterministic rule or equa-
tion) or stochastic (e.g. a rule or behaviour depending on some random element). In
the case of the latter approach, we may have a set of initial conditions, and propagate
them forward in time based on a set of differential equations. The dimensionality of the
latter is likely to be much smaller than the dimensionality of the former, and as such we
typically expect individual-level simulation methods such as Agent-Based Modelling to
be much more computationally expensive (Bonabeau, 2002).

In addition, we should note how we typically run Agent-Based Models. In Sec-
tion 2.2, we noted that ensembles of Agent-Based Models are often run with a view to
considering the average behaviour. This adds an additional layer of time complexity,
further increasing the computational cost of running such models. There have been
recent developments which have improved computational capacity such as novel par-
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allelisation approaches (An et al., 2021) and the use of GPU platforms (Lysenko and
D’Souza, 2008), but this remains a challenge.

Inadequate Use of Data-Driven Approaches

Whilst there exist a number of ways to calibrate Agent-Based Models based on empir-
ical data (as seen in Section 2.2.1), it has been noted in recent times that a large number
of Agent-Based Models still do not adequately use data to ensure that they produce
system behaviours that reflect the real-world system (Kavak et al., 2018). Such issues
may include the use of agent-behavioural rules based exclusively on theory, arbitrary
manual selection of parameters or qualitative validation (Zhang et al., 2016). The prac-
tices may be reflective of a theory- or knowledge-based modelling approach (Keller and
Hu, 2016). Whilst this may not be as much of a problem for models which aim to be
more abstract (perhaps with a view to providing test scenarios for theory development),
this likely poses a substantial problem in cases where models seek to inform decisions.
There is, therefore, a growing movement towards data-driven modelling practices. Such
practices involve using data to build the models themselves, not just calibrate them
— an idea that is common in fields like machine learning (Keller and Hu, 2019). This
has included the use of genetic algorithms to perform optimisation and sensitivity ana-
lysis (Oloo and Wallentin, 2017), the use of rich spatial data sources in conjunction with
machine learning methods to improve the quality of crime pattern prediction (Rosés
et al., 2021) and improving the fidelity with which an Agent-Based Model can emulate
phenomena observed in video data by optimising for both microscopic and macroscopic
patterns (Zhong et al., 2015).

2.3 Online Agent-Based Modelling

As touched upon in Section 2.2.1 the process of developing an Agent-Based Model
typically involves some form of model calibration and initialisation. Whilst there are
a large number of different manners in which we can calibrate such models these are
typically undertaken once prior to running the model. In some situations, we aim to
simulate events in real-time (or close to real-time). This would, however, require that
we stop the simulation, undertake the calibration and initialisation steps, and restart
the model, hoping that this might reflect our updated knowledge regarding the state
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of the system and the parameters governing the dynamics within it. This is often
impractical. We therefore seek an approach that allows us to incorporate observations
of the system whilst simulating the system.

One approach to dynamically incorporating observations into an Agent-Based Model
of a system is known as Dynamic Calibration.approach to dynamically incorporating
observations into an Agent-Based Model of a system is known as Dynamic Calibra-
tion. Whilst the approaches to calibration noted in Section 2.2.1 are applied once
before running, Dynamic Calibration approaches seek to update the model parameters
in question in response to new observations. This may be achieved using approaches
such as Genetic Algorithms to optimise model parameters as streamed observations are
received (Oloo and Wallentin, 2017).

Whilst Dynamic Calibration may improve on the offline static approaches outlined
in Section 2.2.1, it only seeks to obtain correct estimates for the model parameters
which characterise agent behaviour. When simulating systems in close to real-time, it
is also important that we gain improved estimates of a system’s state (Malleson et al.,
2020). Improving estimates of a system’s state is a problem often tackled with data
assimilation methods, and therefore the following section will focus on the application
of data assimilation methods to Agent-Based Models.

2.3.1 Data Assimilation

As touched upon in Chapter 1, data assimilation is an approach by which we can
combine the knowledge that we hold regarding a system in the form of a model with
knowledge that we have gained in the form of observations. The rationale behind
this is that the models that we use typically represent our incomplete knowledge of a
system, and as such these models are “incorrect” in some manner. As a consequence,
the models are expected to make predictions of the system that that diverge from
what is happening in the system. We therefore make use of observations by using data
assimilation to correct for the errors produced by the models.

We may consider, as an example, a scenario where we are modelling the motion of
a pedestrian walking along a straight pavement section in the x-direction. In such a
model, we may characterise the pedestrian’s motion based on the equation:

xi = xi−1 + v∆t,

where xi is the pedestrian’s position at the ith time-step, xi−1 is the pedestrian’s
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position at the previous time-step, v is the pedestrian’s velocity (a parameter of the
model), and ∆t is the length of time that passes between time-steps. Given a fixed value
for the velocity, v, this model predicts the pedestrian proceeding along the pavement
in a linear fashion. It may be, however, that the pedestrian’s velocity is not fixed and
varies over time and space (perhaps in response to obstacles on the pavement or other
pedestrians). This will result in the positions that our model predicts being incorrect.
If we are provided with observations of the pedestrian’s position at some point, we
may use these observations to update the modelled state. As a specific example, if the
model predicts that pedestrian will have moved 10 metres along the pavement by the
15th time-step and we receive an observation indicating that they have only moved
5 metres, we may update the modelled state to reflect this. There are a variety of
approaches by which we can perform this update; they are often categorised as either
sequential data assimilation approaches or variational data assimilation approaches —
these terms shall be elaborated on in Chapter 4.

Of the work that currently exists wherein investigators attempt to apply data assim-
ilation schemes to pedestrian agent-based models, most make use of sequential schemes,
particularly Kalman Filter-based approaches (Kalman, 1960; Evensen, 2003; Julier and
Uhlmann, 1997) and the Particle Filter (Arulampalam et al., 2002). Of these ap-
proaches, there is a noticeable similarity between the Ensemble Kalman Filer and the
Particle Filter: both methods maintain ensembles of the same model, but differ in how
they update the models upon receipt of new observations. It is also worth noting that
there are some differences in terminology between the two: in the context of the En-
semble Kalman filter an individual model is labelled as an ensemble member whereas
in the context of the Particle Filter it would be labelled as a particle. The internal
workings of data assimilation schemes will be discussed in full in Chapter 4.

This section will go on to explore the work that has been done with both types of
approaches and highlight potential shortcomings.

Kalman Filter-based Approaches

Kalman Filter-based approaches have sought to use two different variants of the Kalman
Filter: the Ensemble Kalman Filter (EnKF) and the Unscented Kalman Filter (UKF).

Previous work focusing on implementing the EnKF in conjunction with an urban
agent-based model has modelled pedestrians arriving and departing the city centre
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of Leeds, UK (Ward et al., 2016). Whilst this investigation displays that the EnKF
can be implemented in conjunction with an agent-based model to successfully improve
the model’s prediction accuracy, it suffers from a number of shortcomings. First and
foremost, it should be noted that the models used for the investigation are very simple
in comparison to the majority of agent-based models, with one of the models used
being a binary state model, with each agent either being in the city or not in the city.
Such a model may be of use in gaining a picture of how the number of people in a
city varies over time, but does not provide any additional information with regards to
their spatial distribution within the city. The inter-agent interaction governing their
transition between the two states is global — this is to say that each agent’s decisions are
based on the state of every other agent without considering more intricate mechanisms
of attraction and repulsion between agents (Helbing and Molnar, 1995) such as spatially
local ones. Whilst the second experiment seeks to include a richer set of behaviours by
further segmenting the agents, it still fails to include any spatial aspect, with agents
again able to interact in a homogeneous fashion.

One of the limitations of the EnKF is that is assumes that the probability dis-
tributions, i.e. the distributions representing the state variables and observations, are
Gaussian; under this assumption, the filter provides a exact estimate of the posterior
distribution. This assumption, however, does not always hold. One of the solutions to
this issue is the use of the Particle Filter, which is capable of providing as exact estim-
ate of the posterior distribution without relying on the Gaussian assumption. Work in
which the Particle Filter has been used will be touched upon in the next section.

The EnKF has also been applied to Agent-Based Models that aim to simulate
more realistically the individual-level spatial interactions of pedestrian by Togashi et al.
(2020). In this investigation, the researchers considered two scenarios: one in which
pedestrians travelled unidirectionally along a corridor, and another considering rotary
motion within a circular environment. This investigation, however, makes no effort to
use the filter and model in an “online” manner (i.e. it does not aim to assimilate data
in real-time), instead simply using the EnKF to perform parameter estimation and
model initialisation. Whilst this is a promising step towards a data-driven approach,
it does not endeavour to handle real-time streamed data sources. Furthermore, when
considering the accuracy of their simulations, the investigators seek to compare sim-
ulation results with observations, suggesting that they have not considered the errors
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associated with observations; observations are derived from the true system state by
means of measurement apparatus which produce some degree of noise.

Beyond the works outlined above, the EnKF has also been applied to epidemiolo-
gical Agent-Based Models (Cocucci et al., 2021). In this investigation the filter was
used to assimilate aggregated infection numbers into an individual-level model. As
part of this work, some novel disaggregation approaches are introduced. One of the
issues with this research, however, is its treatment of spatial interactions — the invest-
igators attempt to encode a spatial element into the interactions between agents by
assigning them neighbourhoods and using a matrix to define the level of connectivity
between neighbourhoods which influences the chances of agents interacting across dif-
ferent neighbourhoods. Whilst this may perform well on an aggregate level (the level
with which this investigation is primarily interested), it makes no guarantees about the
accuracy of simulation at an individual level.

Aside from the EnKF, another variant of the Kalman Filter — the Unscented
Kalman Filter — has been applied to Agent-Based Models of pedestrian systems in
two scenarios.

In the first of these scenarios, the Unscented Kalman Filter is applied to the toy
model outlined in Section 3.1 (Clay et al., 2020), and the filter is used to assimilate
period individual-level location data. The aims of the investigation are to explore the
effectiveness of the filter in improving simulation accuracy, and to explore whether the
filter is able to infer trajectories for all pedestrians if only provided with observations
regarding a portion of the population. This investigation showed the Unscented Kalman
Filter to be successful in both endeavours; however, the model used is rather simplistic
(as shall be discussed in Chapters 3 and 5).

In the second of these scenarios, therefore, the Unscented Kalman Filter is ap-
plied to the model described in Section 3.2, and again is used to assimilate periodic
individual-level location data regarding pedestrian trajectories as they move across the
environment (Clay et al., 2021). In this case, the primary aim is to demonstrate the ef-
fectiveness of the filter in conjunction with a more realistic model of pedestrian motion.
Furthermore, the investigation seeks to introduce a new method — the Reversible Jump
Unscented Kalman Filter. This approach is designed to consider scenarios in which we
have agent parameters that are unknown at the outset of the simulation and are not
observed over the course of the simulation. This additional aim of this investigation
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is, therefore, to infer both pedestrian locations (which are modelled and observed) and
pedestrian destinations (which are unknown at the outset and are not observed). Once
again, the Unscented Kalman Filter was shown to be effective on both fronts.

In both cases, it should be noted that the Unscented Kalman Filter (being a variant
of the Kalman Filter) also suffers from the assumption of Gaussian error distributions
just as with the EnKF. Furthermore, the filter requires the calculation of a matrix
square root — an operation which can be expensive. Therefore, whilst the filter was
shown to be efficient in these scenarios, issues of computational cost may be encountered
for systems with much higher dimensionality.

Particle Filter-based Approaches

Some work making use of the Particle Filter has focused on simulating a smart of-
fice environment (Wang and Hu, 2013, 2015) with a view to using real-time data in
conjunction with an agent-based simulation to provide more accurate estimates of the
occupancy of the environment. These investigations model the office environment as a
two-dimensional continuous space segmented by corridors, monitored by binary sensors
which provide observations regarding the presence of agents at given locations in the
environment. Whilst this investigation was also successful in showing that its chosen
data assimilation method could be used to improve the prediction accuracy of the
agent-based model, it was only run for small agent populations. This raises questions
regarding the scalability of such a method when compared to the EnKF (which typ-
ically requires smaller ensembles of models to successfully perform assimilation when
conditions such as the Gaussian assumption are met (Hoteit et al., 2012; Zhou et al.,
2006)).

Other work making use of the Particle Filter has focused on simulating the motion
of pedestrians across a train station (Malleson et al., 2020). This investigation similarly
modelled agents moving in two-dimensional continuous space, but with a simpler spatial
set-up; agents traverse the rectangular space from entrances on the left-hand side to
exits on the right-hand side in a largely linear fashion, with observations being provided
in the form of synthetic data regarding each agent’s coordinates in the environment.
Once again, this investigation shows the method to be successful in improving the
effectiveness with which the system can be modelled. The investigation, however, suffers
from a number of shortcomings: the model used is simplistic, and the data used are
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synthetic. It is, therefore, not clear whether this provides sufficient evidence regarding
whether such a method could be successfully implemented with a real-world set-up.
Furthermore, this investigation assumes greater knowledge than is reasonable: when
pedestrian models are run which allow agents a choice of destinations, we seldom know
which destination an agent intends to head towards at the outset — something which
is not considered in this work. This can have serious ramifications for the decisions
(and subsequent trajectories) of agents in scenarios where potential destinations are at
discretely different locations in the environment.

This highlights a shortcoming of the Particle Filter: considering each agent’s destin-
ation as a model parameter at the outset, the Particle Filter is unable to reliably update
such parameters, and thus relies on the correct parameter values being provided when
it is initialised. This is a result of how the Particle Filter functions. When assimilating
data, the Particle Filter produces a new collection of particles (i.e. ensemble members)
by sampling from the old collection of particles based on weightings derived from each
particle’s relation to the observations. As a consequence, when assimilating data, the
Particle Filter can only produce states which already exist in its previous collection of
particles. In cases where none of the particles contain correct information regarding an
agent’s target destination, the Particle Filter then has no chance of correctly estimating
the correct destination through sampling. This issue may extend to other parameters
which are not either not observed or not updated by the model process.

Some follow-up work based on the investigations focussing on implementing the
Particle Filter in conjunction with a model of a smart office environment (Wang and
Hu, 2013, 2015) has attempted to deal with this issue, using a Hidden Markov Model to
identify discrete agent behaviour patterns (Rai and Hu, 2013). This, however, does not
alleviate the questions that have arisen regarding scalability; in fact, the inclusion of
an additional process in the data assimilation method may result in a further increase
in computational complexity.

The most recent work focussing on the use of Particle Filter has also sought to
address this issue. In this case, the Particle Filter is applied to the model outlined
in Section 3.2, and they consider the case where the destinations and speeds of the
pedestrians are unknown at the outset of the simulation, and observations of the ped-
estrians’ locations are assimilated periodically (Ternes et al., 2021). Furthermore, this
investigations seeks to apply the filter by using real-world data whereas the preceding
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investigation used synthetic data (Malleson et al., 2020). In this investigation, the re-
searchers encounter the problem whereby particles with correct unobserved parameter
values are sampled out and subsequently the ensemble of particles is unable to correctly
simulate the system dynamics. They propose a solution whereby the resampling pro-
cess (explained in Section 4.4.1) only updates the locational aspect pertaining to each
agent in the particle. This was found to perform about as well as the scenario in which
the unobserved parameters where unknown with no data assimilation being performed.
Once again, this highlights the issue that the Particle Filter may sample out a desirable
particle and may not have any way to reintroduce it. Furthermore, the investigation
used ensembles containing 5000 particles, indicating that the computational cost of
achieving these results was high (although information is not provided for the impact
of varying ensemble sizes).

In contrast, the EnKF may be used to infer information such as parameters as it
functions by perturbing the model state based on the uncertainty in the prior model
state and observations (as explained in Section 4.2). Furthermore, in cases where
the Gaussian assumption hold, the Ensemble Kalman Filter typically requires smaller
ensembles and should therefore be able to achieve similar improvements when compared
to the Particle Filter, but at a lower computational cost.

Beyond the investigations mentioned thus far, there are also some other cases where
the Particle Filter has been applied to Agent-Based Models — in particular, traffic
models. These efforts, however, also suffer from issues.

In the work by Marinică et al. (2013), the investigators apply a Particle Filter to
an Agent-Based Model of traffic flow, using noisy observations; however, given the
computational costs of running a traffic model with the additional costs of using a
Particle Filter, they choose to introduce a degree of abstraction by modelling the system
based on “platoons” instead of individual agents. This approach reduces the size of the
state and results in a more efficient model. Beyond this, however, it also moves away
from the Agent-Based description of a system which provides us with the ability to
observe individual-level interactions and heterogeneity.

In the work by Feng et al. (2015), the investigators also apply a Particle Filter to
an Agent-Based Model of traffic flow. In this investigations, the observations of the
system are treated as the true system state, ignoring any sensory error. Furthermore,
the investigations uses error metrics based on quantities such as local vehicle density
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and local average speed at given locations within the environment. With such a measure
of success, the investigators could just as easily used a hydrodynamic model of traffic
which would likely have achieved the same results with a reduced computational cost.

Finally, in work by Kieu et al. (2020), the investigators make use of a Particle
Filter with an Agent-Based Model of a fleet of buses collecting passengers along their
route. Just as with some other previous investigations, this piece of work makes use of
synthetic psuedo-truth data and observations to present a test case for implementing
the data assimilation method with an Agent-Based Model (Malleson et al., 2020).
The investigation clearly demonstrates the value of parameter calibration and data
assimilation in improving the accuracy with which the model simulates and predicts
the system state at close to real-time. The model used is relatively simple in comparison
to some other models typically used in the field. One of the more notable simplifications
is the way in which the model considers traffic, with changes in traffic density being
applied uniformly across the transport network. This overlooks the potential spatial
heterogeneities that may occur, how this may impact individual buses on the route and
in turn how the buses may impact traffic in their local environment.

2.4 Concluding Remarks

This chapter has sought to review the literature relevant to this investigation. This has
consisted of a review of pedestrian dynamics, covering the quantitative measures used
to describe pedestrian systems, qualitative phenomena that may be observed in such
systems and some examples of typical modelling approaches. We then went on to discuss
Agent-Based Models — what they are, how they may be used in practice (particularly
focussing on their calibration), and some of their challenges and shortcomings.

Finally, we discussed the literature around the novel field of real-time pedestrian
simulation in which investigators have started implementing data assimilation methods
in conjunction with Agent-Based Models of pedestrian systems. Many of the attempts
so far have focussed on using Kalman Filter-based approaches and the Particle Filter,
both of which will be discussed in Chapter 4. Both approaches have their strengths and
weaknesses. Whilst early work focussed on unrealistic scenarios in which assumptions
were made about unobservable parameters such as pedestrian destinations within a
system, more recent investigations have examined this problem. Whilst some investig-
ations have also attempted to make use of real-world observations with data assimilation
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methods, many of them have considered them as representative of the ground truth of
the system of interest without acknowledging the errors introduced by the observation
process.

This work, therefore, aims to expand upon the previous attempts to apply the EnKF
to Agent-Based Models by using it in conjunction with a pedestrian model known as
StationSim (outlined in Section 3.2). The ultimate aim of this is to show that the
filter is not only capable of improving the estimations of observed variables like an
pedestrian’s location, but that it is capable of inferring unobserved parameters and
that this can be achieved at a relatively low computational cost.
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In the previous chapter, we reviewed the literature relevant to the investigation at hand
in which we seek to apply the Ensemble Kalman Filter data assimilation method to and
Agent-Based Model of pedestrian motion. In order to achieve this goal, we require both
a data assimilation implementation and an Agent-Based Model to which to apply the
method. In this chapter we seek to outline the models used to demonstrate the filter’s
effectiveness. For this investigation, we make use of two models which are documented
in this chapter.

The first of these is a toy model which is described in Section 3.1. This model
portrays an idealised scenario in which we consider hypothetical quadrilateral train
station in which pedestrians enter through one of three entrances on one side and aim
to exit the environment through one of two exits on the opposite side. This toy model
acts as a preliminary test case in which to initially implement the Ensemble Kalman
Filter. The second of these is a more realistic model named StationSim GCS which
portrays pedestrians moving around the concourse of Grand Central Station in New
York. This model is described in Section 3.2. In addition to a basic model description,
a basic calibration is undertaken as well as a sensitivity analysis.

3.1 Toy Model

The first of the models used in this investigation — StationSim — is referred to
as the Toy Model1. The Toy Model is a deliberately simplified Agent-Based Model
of pedestrian motion. It simulates the motion of pedestrians across a hypothetical
train station environment, and does not necessarily accurately represent any real-world
system; the aim of this model was predominantly to provide a test case on which to
undertake preliminary tests with different data assimilation methods; as a consequence
it has already featured in several pieces of work (Malleson et al., 2020; Clay et al.,
2020).

The model consists of a rectangular environment with three entrance gates on the
left edge of the environment and two exit gates on the right edge of the environment;
a model run consists of a finite population of agents entering the environment through
the entrance gates and traversing the environment to get to the exit gates, with the sim-
ulation ending when the last agent has completed its journey (As shown in Figure 3.1).

1Code for this model can be found in Projects/ABM DA/stationsim/stationsim gcs.py in the
archive of the dust repository
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Figure 3.1: A sample run of Station Sim showing pedestrian agents traversing the
environment from left to right.

Upon initialisation, each of the agents are allocated:

• One of the three entrance gates through which to enter;

• One of the two exit gates through which to exit;

• A time at which to enter to environment through their allocated gate;

• A target speed at which they would like to traverse the environment.

The rate at which agents can enter/exit through a gate is dependent on the gate’s size,
i.e. the flow rate, J , is dependent on the gate’s cross-sectional width. Target speeds are
drawn from a Gaussian distribution, resulting in some variation in agent target speeds
with some agents aiming to travel faster than others. With this set up, we may observe
phenomena such as crowding.

Given that there is a variation in agent speeds, it often occurs that a faster agent
is behind a slower agent and catches up to them; when this occurs, the ‘collision’
behaviour is used (Malleson et al., 2020) in which the faster agent attempts to sidestep
the slower agent blocking their path. This is achieved by randomly choosing to sidestep
left or right (i.e. tangential to the direction of travel). In some cases, this sidestep will
not be sufficient to open up a new path for the faster agent as they may be blocked
by another slower agent, resulting in them being stuck. As a consequence we may
observe crowding. Such crowding phenomena are of interest as they demonstrate that
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the model being used is capable of exhibiting complex behaviour that may not easily
demonstrable in mathematical models (Malleson et al., 2020).

The description of this model is intentionally brief, as it is only being used as a basic
initial test case for the implementation of the data assimilation method. A greater
degree of attention will be paid to the description of the StationSim GCS model, which
will include a fuller description of the behaviours, the calibration process, some elements
of validation and verification, and a brief sensitivity analysis.

3.2 StationSim GCS

Following the outline of StaionSim in the previous section which is used in the exper-
iments in Chapter 5, this section seeks to detail the StationSim GCS model which is
used in Chapters 6 and 71.

This section consists of three parts. The first of these offers a description of the
model; this contains details of the purpose of the model, the types of entities that
make up the model and the underlying mechanisms by which it works. This is followed
by a section in which the model parameters are calibrated based on real-world data.
Finally, the section concludes with a sensitivity analysis which seeks to explore the how
the model reacts to perturbations in parameter values.

3.2.1 Model Description

StationSim GCS is an updated version of the StationSim model. The original Sta-
tionSim aimed to simulate the motion of pedestrians across a hypothetical rectangular
station with 3 entrances on one side and 2 exits on the opposite side as shown in Fig-
ure 3.1. The new StationSim GCS also aims to simulation the motion of pedestrians
across a station; however, in this case the model is based on the real-world example of
Grand Central Station in New York, focusing specifically on the concourse area high-
lighted in Figure 3.2. The environment consists of 11 gates which act simultaneously
as both entrances and exits. Each pedestrian in the simulation is assigned an entrance
and an exit and, upon entering the environment, seeks to move as directly as possible
towards their assigned exit without colliding with other pedestrians. Where collisions

1Code for this model can be found in Projects/ABM DA/stationsim/stationsim gcs.py in the
archive of the dust repository
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are more likely to occur (e.g. close to entrances/exits and around solid obstacles), we
typically observe crowding as population densities increase.

Figure 3.2: The main concourse at Grand Central Station in New York (Zhou et al.,
2012).

The StationSim GCS model is made up of 4 different types of entities:

1. Agents,

2. The environment,

3. Gates around the edge of the environment, and

4. Obstacles in the environment.

These entities aim to simulate the scenario outlined above. The agents in this model
represent pedestrians; these are portrayed as two-dimensional circular entities with
finite radius. The variables pertaining to these agents can be found in Table 3.1. The
environment in this model represents the concourse of Grand Central Station in New
York; this is portrayed as two-dimensional continuous space bounded by rectangular
walls within which agents may move. The model is designed such that the left-hand
side of the environment represents the South side of the concourse, the right-hand side
the North side, the top side the West side and the bottom side the East side. The
variables pertaining to the environment entity can be found in Table 3.2.

Along the edge of these boundaries are located gates: one gate is located on the
South side, five gates are located on the North side, two gates are located on the West
side and two gates are located on the East side. The gates are points along the boundary
of the environment at which agents may either enter or exit. These have specific fixed
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Variable Name Description

location Agent’s x-y coordinates in 2-dimensional continuous space;
bounded by the height and width of the environment

status Agent’s status; 0 indicates agent has not started, 1 indicates agent
is active, 2 indicates agent has finished

size Radius of agent’s circular body
speed Agent’s speed; indicative of the distance covered by an agent in a

single time-step
unique id Unique numerical identifier for a specific agent in a model
gate in Number of the gate through which of the gates the agent enters the

environment (0 ≤ gate in ≤ 10)
gate out Number of the gate through which of the gates the agent exits the

environment (0 ≤ gate out ≤ 10)
loc desire x-y coordinate of the agent’s target destination; defined by taking

the x-y coordinates of gate out and adding some uniformly dis-
tributed random noise

Table 3.1: Table of state variables pertaining to agent entities.

Variable Name Description

height Environment’s height
width Environment’s width
gates in Number of gates through which agents can enter the environment
gates out Number of gates through which agents can exit the environment

Table 3.2: Table of state variables pertaining to the environment entity.
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Variable Name Description

location Gate’s x-y coordinates; restricted to one of ten distinct locations
on the boundary of the environment

Table 3.3: Table of state variables pertaining to gate entities.

Variable Name Description

location Obstacle’s x-y coordinates
size Radius of obstacle’s circular body
speed Speed of agent characterising the obstacle; fixed value of 0

Table 3.4: Table of state variables pertaining to the obstacle entity.

x-y coordinates. Upon initialisation, each agent is provided with a start gate and end
gate, from which it draws its initial location and target destination; in defining its
target destination, the agent introduces some random noise to the x-y coordinate in
order to emulate the non-zero width of the gate. The variables pertaining to the gate
entities can be found in Table 3.3.

The environment also contains a single obstacle which represents information booth
with a clock above it. As shown in Figure 3.2, this lies in the centre of the concourse.
From a model architecture perspective, this obstacle is treated as a stationary agent;
other agents therefore treat it as they would any other agent and make efforts to
avoid colliding with it. The variables pertaining to the obstacle entity can be found in
Table 3.4.

Of the variables detailed for each of the entities in Tables 3.1, 3.2, 3.3 and 3.4, the
majority are set to fixed values upon model initialisation. The variables that change as
the model runs are the location and status variables pertaining to the agent entities.

The overall model process is relatively simple; it is outlined in Figure 3.3. This
process consists of 4 components:

1. Set up the station.

2. Initialise agents.

3. Step the model forward.
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4. Check whether the model should be deactivated.

The process of setting up the station involves defining the state of the non-agent entities
in the model, i.e. the model boundaries, the gates and the central clock obstacle, as
outlined in Tables 3.2, 3.3 and 3.4 respectively.

Start

Set up station

Initialise agents

Deactivate
model?

Step model forward

End

Yes

No

Figure 3.3: Flow diagram showing StationSim GCS model process.

The process of initialising the agents in the model involves allocating their entrance
and exit gates (along with their target destination), their speed and the time at which
they will be activated (i.e. when they will attempt to enter the system).

The processes of stepping the model forward and checking for model deactivation
are run iteratively whilst the model is still deemed active. After having stepped the
model forward, it is checked whether the model should remain active; if so, the model
stepping process is repeated, else the model run is completed.
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Figure 3.4: Flow diagram showing StationSim GCS model stepping process.
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The process of stepping the model forward is displayed in Figure 3.4, which can be
summarised as follows:

1. Checking whether inactive agents should be activated.

2. Identifying all of the potential collisions that may occur between agents and
between agents and parts of the environment (i.e. the model boundaries and the
clock obstacle).

3. Moving each of the active agents for a specific time interval based on the when
the soonest collision will occur.

4. Where necessary, instruct agents to engage a sidestepping mechanic to avoid
obstacles.

Each agent is stepped sequentially as part of the model stepping process; the agent
stepping process (displayed in Figure 3.5) involves moving from its present location
towards its target destination in a linear fashion. The movement vector is the product
of the agents velocity vector and the time-step, which is dependent on the time interval
to the next expected collision. As a consequence, although the agents are stepped
sequentially and no collisions or interactions are missed.

It should be noted that whilst the stepping process may allow for agents to be
moved over non-integer time intervals, each of the model time-steps corresponds to an
integer time interval. This means that a model time-step may comprise of multiple
non-integer time-steps taken by the individual agents. As an example, when stepping
agents forward through time, the model may detect that a collision is imminent 60%
of the way through a time-step. The model will then step all of the agents through to
just short of this collision, apply the side-stepping mechanic for the agents that about
to collide and then attempt to step the agents for the remainder of the time-step; if it
does not detect any other imminent collisions, it will step them through the remaining
40% of the time-step. The model will then record the states of its agents. This ensures
that all outputs produced based on the models have time-steps that are of equal length.

Flow diagrams describing other model subprocesses in greater detail can be found
in Appendix B; this includes descriptions of how agent locations and speeds are al-
located (Figures B.2 and B.3), how agents check for activation and deactivation (Fig-
ures B.4 and B.5), and how agent-agent and agent-wall collisions are handled (Fig-
ures B.8 and B.9).
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Figure 3.5: Flow diagram showing StationSim GCS agent stepping process.
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Of the design concepts outlined by Grimm et al. (2010), the following are considered
relevant to this model:

1. Emergence

2. Adaptation

3. Prediction

4. Sensing

5. Interaction

6. Stochasticity

7. Observation

As outlined in Section 3.2.1, in each time-step agents engage in collision avoidance
(both with each other and with walls and obstacles). This is achieved by predicting
the paths that agents would take if they were to continue moving towards their target
destinations; this is made possible through the use of a k-d tree which emulates a form
of sensing whereby each agent is aware of the position of other agents who are likely to
collide with them. In cases where collisions would occur, the agent paths are adapted.
Such adaptations can be considered a form of interaction between an agent and other
agents (as well as stationary objects in the environment).

Stochasticity is incorporated in the model in number of different ways. Upon initial-
isation, agents are randomly allocated an entrance gate and an exit gate; entrance gates
are sampled from a uniform discrete distribution, and exit gates are sampled from a
uniform discrete distribution excluding the gate through which the agent is entering. In
cases where pedestrians are predicted to collide, part of the avoidance process involves
the addition of normally distributed random noise to the agent’s movement vector.
Finally the time at which each agent enters the model is sampled from an exponential
distribution.

Whilst the model is running, observation is undertaken by collecting information on
the positions of each agent at each time-step for comparison with pseudo-truth data.
In scenarios where pedestrian density is sufficiently high, we observe the emergence of
crowding behaviour.

3.2.2 Model Calibration

Having described the way in which the model runs in the previous section, this section
aims to outline the process undertaken to calibrate the model. The calibration process
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focusses on the estimation of two features: parameters pertaining to agent speeds and
the agent birth rate parameter1.

Although a number of calibration processes have been outlined in Section 2.2.1, this
investigation will make use of a much simpler approach based exclusively on empirical
data analysis. The motivation for this is that the aim of this investigation is not
to produce a well-calibrated model that simulates the motion of pedestrians around
the concourse at Grand Central Station, it is to demonstrate the effectiveness of the
Ensemble Kalman Filter in improving the accuracy with which we can simulate the
system. In order to demonstrate this, it is almost expected that the model not be
perfect.

Data

The calibration of StationSim GCS is undertaken using real-world data captured by
cameras at Grand Central Station, which was produced by a study by Zhou et al. (2012).
This data consisted of a series of trajectories, each of which consisted of a series of x-y-t
coordinates, i.e. locations within the environment with associated timestamps.

The raw data suffered from two issues, each of which were addressed by Ternes
et al. (2021). The first of these is that the trajectories were capture by a camera that
was located at an angle on the east side of the concourse, which distorted the image.
This was addressed by applying some perspective correction. Furthermore, many of
these trajectories were partial in nature, which is to say that they do not capture the
entire trip of a pedestrian across the environment but instead a subsection of this trip.
Consequently, some pre-processing was applied to these partial trajectories to produce
data which contained trajectories that were as close to complete as possible.

It should be noted that whilst this calibration makes use of real-world data, the
data assimilation experiments in Chapters 5, 6 and 7 make use of pseudo-truth data in
order to calculate errors and evaluate their effectiveness. This is a practice that has been
undertaken in a number of recent investigations in the field including those by Malleson
et al. (2020) and Clay et al. (2020, 2021). When running experiments in each of the
aforementioned results chapters, a known “ground truth” is required against which to

1The calibration processes are outlined in python notebooks in
Projects/ABM DA/experiments/stationsim gcs calibration/notebooks/ in the dust repository
archive; speed calibration is found in 01 speed estimation.ipynb and birth rate calibration is found
in 02 activation rate estimation average.ipynb
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compare the outputs of the data assimilation implementations. In reality, the ground
truth of a system is not knowable — the best we can hope for is a set of observations or
estimates of the system which reflect the state with high fidelity. As a consequence, in
order to provide a ground-truth, a set of pseudo-truth states are generated by running
an instance of the calibrated model. In addition, where observations are required in
the results chapters, these are derived from the pseudo-truth states by adding noise —
a process which will be outlined in Chapter 5.

Estimating Speed Parameters

Our dataset contains the x-y locations for pedestrians in a series of frames. For each
pedestrian, there exist a series of coordinates that collectively form a trajectory which
describes the path that the pedestrian takes around the station concourse. Armed with
knowledge regarding the time interval between frames, we can calculate the speed of
individual pedestrians.

As part of this calibration process, we shall consider three separate approaches. The
first of these seeks to calculate the average speed of pedestrians based on the distance
and time between them entering the environment and exiting the environment.

For each pedestrian, we have a series of x-coordinates and a series of y-coordinates:

pi = {[x0
i , . . . , xni

i ], [y0
i . . . , yni

i ]} ∀i ∈ [0, N ], (3.1)

where pi represents the observations of the ith pedestrian, xj
i is the ith pedestrian’s x-

coordinate in the jth frame in which the pedestrian appears, yj
i is the ith pedestrian’s

x-coordinate in the jth frame in which the pedestrian appears, N is the number of
pedestrians in the system and ni is the number of observations of pedestrian i. Based
on this, we can calculate the Euclidean distance travelled by the ith pedestrian, i.e. the
total distance between a pedestrian’s initial position and its final position:

di =
√

(xni
i − x0

i )2 + (yni
i − y0

i )2. (3.2)

If we assume that each pedestrian appears in a sequential set of frames without any
gaps, then we can define the total time between the initial observation and the final
observation of the ith pedestrian in the system as:

ti = ni, (3.3)
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i.e. the time spent by a pedestrian in the system is equal to the number of frames over
which it is observed.

We note, at this stage, that the provided data represents distances in pixels and
times in frames; these can be rescaled based on the following ratios:

• Frames per second (fps) = 25.

• Pixels per metre (ppm) = 14.

We can then calculate the average speed of the ith pedestrian, v̄i:

v̄i = r × di

ti
, (3.4)

where r is the rescaling factor:
r = fps

ppm
. (3.5)

Based on this, we can produce a histogram showing the distribution of average
speeds for all pedestrians as shown in Figure 3.6.

With a mean speed of 1.60 and a standard deviation of 0.66 this result is largely
in agreement with average pedestrian speeds observed in the literature (Finnis and
Walton, 2006), particularly when considering speeds observed in similar contexts (Young,
1999). There is, however, an issue with this approach: it measures the distance travelled
by the pedestrian as a straight-line between the initial location and final location (Li
et al., 2012). This assumes that each pedestrian travelled in a straight-line for the
entirety of their traversal of the station concourse; this may be the case for many ped-
estrians but is unlikely to be true for all members of the population. In reality, we
are likely to have some pedestrians who have crossed the station from initial location
to final location in a straight line, some who crossed in a curve/arc, and some who
may have chosen highly non-linear paths (perhaps stopping and changing direction).
In each of the two latter scenarios, the distances travelled by the pedestrian would be
increased.

An alternative approach to exploring the speeds of pedestrians is to consider the
instantaneous velocity of a pedestrian from one frame to the next. We can do this by
considering the marginal distance travelled between frames; let us consider the distance
travelled between the jth frame and the (j + 1)th frame. We can define the marginal
distance between pedestrian’s jth position and pedestrian’s (j + 1)th position as:

dj
i =

√
(xj+1

i − xj
i )2 + (yj+1

i − yj
i )2, (3.6)
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Figure 3.6: Distribution of average speeds

and the marginal time between jth observation and (j + 1)th observation of ith pedes-
trian in system:

ti = 1, (3.7)

i.e. 1 frame.
Again, these distances and times are calculated in pixels and frames respectively.

Consequently they need to be rescaled to metres and seconds. We can then calculate
the instantaneous speed of the ith pedestrian in the jth observation, vj

i :

vj
i = r × dj

i . (3.8)

We can then construct a list of these speeds for each pedestrian:

vi = [v0
i , . . . , vni−1

i ], (3.9)

noting that for the ith pedestrian who was observed in ni frames, the final element
of the list will be vni−1

i as this will be based on the distance between the pedestrian’s
location in the ni − 1th frame and in the nith frame.

Based on this, we can produce a histogram showing the distribution of all instant-
aneous speeds for all pedestrians as shown in Figure 3.7. This shows that whilst a
substantial proportion of the speeds are in a sensible range (i.e. < 2ms−1), there is
also a substantial proportion of the speeds that are > 2ms−1; this is reflected by the
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Figure 3.7: Distribution of instantaneous speeds

median speed of 1.99ms−1. This may be a result of the dataset that has been used
for this analysis — this dataset contains modifications to the original dataset whereby
segments of pedestrian trails are joined together in order to form pedestrian trails that
are as complete as possible, i.e. as many pedestrians as possible have a full traject-
ory from an entrance gate to an exit gate. This involves interpolating a pedestrian’s
path between trail segments, which may require that the pedestrian would have move
much faster than typically expected. This may, therefore, artificially introduce some
pedestrian movements that are faster than expected.

An final approach to finding a pedestrian’s average speed is to consider the list of
speeds produced for each pedestrian in the previous section, and find the mean of that
list:

v̄i = 1
ni − 1

ni−1∑
j=0

vj
i (3.10)

Based on this, we can produce a histogram showing the distribution of average speeds
for all pedestrians as shown in Figure 3.8. As with the previous approach, this shows
a distribution of pedestrian walking speeds that are typically faster than would be
expected (with a mean of 2.63ms−1). Once again, this may be a result of the trajectory
modification/connection process that the data have undergone. It may, therefore, be
worthwhile looking at the original dataset which has not undergone any modifications
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Figure 3.8: Distribution of average instantaneous speeds

to join up segments of pedestrian trajectories.
Ultimately, the parameter values estimated by the first approached, i.e.

vµ = 1.60ms−1, (3.11)

vσ = 0.66ms−1, (3.12)

are used for this investigation as they provide best agreement with parameter values
found in the literature.

Estimating Birth Rate

Having arrived as estimates for values for parameters pertaining to speed in the previous
section, we now move on to estimating the birth rate of agents, i.e. the number of agents
that are activated in a time-step. This is undertaken via two approaches: a visual
approach and a numerical approach. The visual approach involves plotting graphs of
how many pedestrians are active in the system according to the observed data and
according to model runs for different birth rates. The numerical approach involves
considering three error metrics:

1. Maximum number of active pedestrians in the system at any given time.

2. Time at which the maximum number of active pedestrians occurs.
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3. Time at which all pedestrians have completed their journeys across the environ-
ment.

In each case, errors are calculated by comparing the value produced from the observed
data with the value produced from the model runs. The variation of the number of
pedestrians in the system over time can be seen in Figure 3.9. Model data is produced
by running the model with the speed parameter values found in the previous section
in conjunction with birth rates between 1.0 and 2.0 increasing in value by 0.1 each
time; the model is run 20 times for each birth rate. The visual results of this procedure
are presented in Figures A.1 — A.11. Each figure displays how the number of active
pedestrians in the system varies over time for a specific birth rate.
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Figure 3.9: Variation of number of pedestrians in the system over time (in frames)

When considering the plot of the observed data in Figure 3.9, we can see that the
maximum number of pedestrians in the system at any given time is 85. This occurs in
the 1454th frame after which the number of pedestrians in the system decays quickly.
By the 5687th frame, all pedestrians have left the environment.

When conducting visual inspections of the figures in Appendix A, we can see that
with lower birth rates, the model takes longer to reach its maximum number of ped-
estrians in the system, and that the maximum number of pedestrians is lower. As the
birth rate is increased, the maximum number of pedestrians in the system at any given
time increases, and the time at which this occurs falls. Based on visual inspections,
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we can conclude that the figures produced by birth rates of 1.6 and 1.7 best fit the
observed data.

When considering the numerical metrics, it was observed that the measure con-
cerned with the time taken for all pedestrians to leave the system was of little use;
looking at Figures A.1 — A.11, we can see that for the majority of birth rates there is
little variation in the total time for all pedestrians to complete their journeys. Further-
more, it was found that, within the range of values considered, considering the time at
which the maximum number of pedestrians were in the system was also of little use;
looking at the figures in question, we can see that the instance of the maximum number
of agents in the environment occurs later than the maximum number of pedestrians in
the environment in the observed data for all birth rates. Whilst the difference in this
time falls as the birth rate is increased, it is concluded that a much higher birth rate
would be required for this metric to be considered.
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Figure 3.10: Ridge plot showing distribution of error in the maximum number of ped-
estrians in the system for different activation rates.

We may use Figure 3.10 to consider the error in the maximum number of pedestrians
in the system. This figure consists of a ridge plot showing how the error in the maximum
number of pedestrians in the system varies with agent activation rate. We can see
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that for the lower activation rate of 1.0, the error is comparatively high and falls as
the activation rate increases. At a certain point, the error reaches zero and becomes
increasingly negative as the activation rate continues to increase. The point at which
the error is approximately zero is 1.6. We therefore conclude that the activation rate
to be used with this model shall be 1.6.

3.2.3 Model Validation and Verification

As noted in Section 2.2.2, the processes of validation and verification are often over-
looked when developing an Agent-Based Model. Whilst the aim of this investigation
is not to produce a model that simulates the pedestrian system with as much fidelity
as possible, we undertake some verification and validation to ensure that StationSim

functions as expected. This section therefore aims to outline the verification and val-
idation undertaken.

Recall from Section 2.2.2 that we define verification as the process of ensuring that
the logical implementation of the model is correct (Xiang et al., 2005), and validation
as the process of ensuring that the model represents the system and generates the
phenomena of interest (Crooks and Heppenstall, 2012).

Model Validation

Given that this investigation does not aim to produce a high-fidelity model of the
pedestrian system, the validation undertaken here will be relatively rudimentary and
will focus on the visual comparisons of outputs from the model and the observations.
Comparisons will be drawn on two fronts. The first of these will focus on the paths
taken by pedestrians in the observed data and in the model. In order for a model to
be considered valid on this front, we require that it is able to replicate the behaviours
found in the observations; this is to say that the paths taken by agents in the model
should resemble the paths taken by pedestrians in the observations, and the individual
trajectories produced by the model should not be markedly different from those ob-
served in the observations. This seeks to demonstrate that the pedestrian behaviours
have been correctly characterised within the model. These second of these will focus
on the time spent in the system by pedestrians in the observed data and in the model.
In order for a model to be considered valid on this front, we require that the agents
spend approximately the correct length of time within the environment. This seeks to
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demonstrate that the parameter values for the pedestrian agents in the previous section
have been correctly chosen.

In Figure 3.11, we see a comparison of the paths taken by pedestrians in the ob-
served data and in the model. In drawing this comparison, we seek to ensure that the
behaviours of the pedestrians within the model reflects the behaviours observed within
the data. In both Figures 3.11a and 3.11b, pedestrians take routes between their re-
spective points of origin and destination. These origins and destinations are located
around the boundary of the environment. In Figure 3.11a, we see that the trails gen-
erated by the pedestrian agents in the model are largely linear, tracing straight lines
between origins and destinations. In some cases, we see that agents deviate from their
straight paths, attempting to avoid obstacles (other agents and the central desk). This
is, to some extent, reflected by the paths taken by the pedestrians in the observed data
in Figure 3.11b.

There are, however, some noticeable changes in direction found in the paths taken
by the pedestrians in the observed data, which are not reflected by the paths taken by
the agents in the model. Whilst some of these deviations are reflective of pedestrians
changing their direction of travel across concourse, some of them are artefacts of the
way in which the observations have been preprocessed. The initial data regarding
the paths taken across the concourse consist of partial trajectories identified in the
computer vision analysis of the footage of the concourse. The preprocessing procedure
applied to these partial trajectories sought to use them to construct full trajectories.
This was achieved by linking them based on their the spatial and temporal distance
between them, interpolating the points in-between. This interpolation results in some
noticeable changes in direction and speed which are not found in the model outputs.
Furthermore, this introduces some paths in the observed data which appear to pass
through the central obstacle — a behaviour which is not physically possible and as
such one which we should not expect to find in the model outputs. We may therefore
conclude that whilst the model does not perfectly recreate the traces found in the
observed data, this may be partly due to shortcomings in the data.

Beyond this, it should also be noted that the validation process also identifies some
of the model’s shortcomings which can be improved upon. One of these is the variation
in trail density across the environment. When Figure 3.11b, we can see that a large
proportion of pedestrian trajectories occur between a specific subset of the environment
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entrance/exit gates (specifically between the gates on the left-hand side of the top
boundary and the centre of the right-hand side boundary, and between the gates on
in the centre of the bottom boundary and centre of the right-hand side boundary).
These distributions are not replicated in the model outputs found in Figure 3.11a. In
the model, entrance and exit gates are allocated based on uniform distributions; this
difference may be indicative of distributions that are not uniform.
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Figure 3.11: Comparison of trails from model and observations

When considering Figure 3.12, we see the time spent by pedestrians in the system,
both in the model and in the observed data. In comparing the outputs of the model and
the observed data, we seek here to confirm that the rate at which pedestrians enter the
environment and speed at which they cross it in the model are reflective of the real-world
system. In Figure 3.12, we see that the most common amount of time which pedestrians
spend in the system in both the model and the observed data is approximately 800
frames, i.e. approximately 32 seconds. In comparing the distributions of the times from
the model and the data, we find that the peak of the data distribution is higher than
that of the model distribution, indicating that more pedestrians in the observed data
are in the system for a shorter duration. Just as in the case of the comparison of traces
above, this may be due to the data preprocessing approach. In particular, we note that
when the preprocessing approach links two partial traces, it may introduce points to
link the end of the first trace to the beginning of the second trace. This linking process
is constrained by not only the end location of the first trail and start location of second
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Figure 3.12: Comparison of time spent in system between agents in mode and observed
pedestrians.

trace, but the respective times at which the pedestrians appear at these locations. In
order to link the two traces, a new intermediate trace is drawn in-between which may
depict the pedestrian moving much faster. As a result of this artificially increased
speed, the time spent in the system by the pedestrian may be reduced. This may result
in the increased peak we observed in the data distribution in Figure 3.12.

Model Verification

In Section 2.2.2, we note the difficulties encountered when trying to verify the im-
plementation of Agent-Based Models, and that one approach to verification may be to
apply a test-driven model development process (Collier and Ozik, 2013). Consequently,
a set of tests were developed1.

A unit testing approach was undertaken, which aimed to ensure that atomic ele-
ments of the codebase functioned as expected. To achieve this, some tests required the
creation of dummy data. As noted in Section 3.2.1, some of the elements of the model
make use of computational randomness; this presented a challenge when attempting to
ensure that model methods function as expected in a consistent manner. In order to
address this issue, some tests sought to check the results of methods in a manner that

1Tests can be found in Projects/ABM DA/tests/ in the dust repository archive; specific model tests
can be found in test stationsim gcs model.py
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was less quantitative and more qualitative.
As an example, the model includes a method which assigns an origin location to an

agent when provided with an origin gate; the origin location is generated in a fashion
that makes use of computational randomness. The respective test did not check that
the generated location was exactly correct, but instead checked that it was a valid
location in proximity to the gate in question.

When running the tests, it was found that they provided a 59% coverage of StationSim GCS,
i.e. the running of all of the test cases resulted in 59% of the lines in the model codebase
being called. This means that over 40% of the code for the model is not called by any
of the tests. Whilst this proportion may appear high, it should be noted that a portion
of the codebase is dedicated to plotting utilities which are not essential to the logic of
the model; omission of plotting utilities results in an increased coverage of 74%.

One of the shortcomings of the approach implemented is that it focuses predomin-
antly on unit testing, and does not undertake integration testing whereby tests focus on
ensuring that software components interact with each other as expected. This investig-
ation focuses on the use of Agent-Based Models in conjunction with Data Assimilation
methods and it is, therefore, crucial that the model interacts as expected with the code
developed for these methods. A more thorough verification approach would check not
only that the logic of the model was encoded correctly, but also that the model was
able interface with other parts of the codebase.

3.2.4 Sensitivity Analysis

In this section, we shall undertake a basic sensitivity analysis of the model. Sensitivity
analysis is an approach to model analysis which seeks to explore how the model be-
haviour varies with respect to changes in model parameters (Saltelli, 2002). It can be
undertaken with a view to different end-goals.

Sensitivity analysis can be used for a range of different reasons such as:

• Confirming that the parameter values arrived at through calibration
are ‘optimal’. Model calibration undertaken via an optimisation seeks to min-
imise some cost function/error, and in this situation, the introduction of per-
turbations to these parameter values should result in an increase in this cost
function/error — in this situation, sensitivity analysis would consist of introdu-
cing perturbations to the parameter values and exploring how the cost function
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varies.

• Exploring variable importance. We can compare the extent to which model
behaviour changes in response to changes in different parameters values, ranking
variables based on which induce the greatest changes in model behaviour. In
order to explore this, a cost function/error metric would again be required to
quantify the behaviour of the model.

• Exploring model behaviour. We can explore how the model behaviour changes
in response to changes in different parameter values; this could be something more
visual.

We may wish to divide approaches to sensitivity analysis into two categories: local
approaches and global approaches. Local approaches seek to quantify the impact of
small perturbations in model parameters (Saltelli, 1999). A common approach to this
is to use a one-factor-at-a-time method (OAT) whereby small perturbations are in-
troduced to one of the model parameters in question whilst keeping all other model
parameters the same, allowing us to understand the impact of changes to a model
parameter in isolation (Thiele et al., 2014). This may, however, overlook interactions
between model parameters that may lead to non-linear responses in model behaviour.
Global approaches focus on much larger ranges of parameter values, seeking to explore
how the model behaviour varies in response to changes in the model parameters over all
parameter space (Saltelli et al., 2000). Furthermore, this may also explore the response
of the system to simultaneous changes in multiple parameter values.

In this specific case, we wish to explore the sensitivity of the model’s behaviour
with respect to the following parameters:

• Mean agent speed,

• Standard deviation of agent speed,

• Agent activation rate.

Many of the other model parameters such as environment dimensions and gate locations
are clearly measurable and fixed; these parameters were chosen for sensitivity analysis
as they are uncertain and may vary. This will consist of a global sensitivity analysis1.

1Code for this sensitivity analysis can be found in the 3 sensitivity analysis global.ipynb in

58



3.2 StationSim GCS

This will allow us to explore the way in which model behaviour responds to variations
in parameters, gauging variable importance.

Just as when undertaking the activation rate section of the model calibration, we
shall consider errors in the maximum number of pedestrians in the system, the time
at which this maximum occurs and the time take for all pedestrians to complete their
journeys across the environment.

The aim of this sensitivity analysis is to explore the way in which the overall model
behaviour responds to changes in parameter values, and ascertain the relative import-
ances of the parameters in question. The basis of this analysis will be the repeated
running of the model with a selection of parameter values. To gain the combinations
of parameter values, samples will be drawn from uniform distributions between the
respective minimum and maximum parameter values defined in Table 3.5. A sample
size of 200 runs is chosen given the trade-off between the increasing computational cost
of running many iterations of the model and the increasing reliability of any findings.

Variable Calibrated Value Minimum Maximum

Activation rate 1.6 1.0 2.0
Mean speed 0.897 0.5 1.5
Std of speed 0.372 0.2 1.0

Table 3.5: Table of parameter values used for global sensitivity analysis.

Based on the collection of model runs, a set of regression models are constructed.
With these models, we seek to fit a regression model for which we consider the following
input variables:

• Mean agent speed,

• Standard deviation of agent speed,

• Agent activation rate,

and the following output variables:

the Projects/ABM DA/experiments/stationsim gcs calibration/notebooks/ in the dust repository
archive
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3.2 StationSim GCS

• Error with respect to maximum number of pedestrians in environment in envir-
onment at any given time,

• Error with respect to time taken for all pedestrians to complete their journey,

• Error with respect to the time at which the maximum number of pedestrians in
the system at a given time occurs.

For this investigation, we shall be using ordinary least squares linear regression to fit a
model to our data; whilst more advanced regression modelling approaches exist which
would likely fit the data better, we seek a model which is easily explainable.

Maximum Number of Pedestrians

For the first of these models, we fit a linear regression in which the response variable
is the error in the maximum number of active pedestrians:

Y = β0 + βarXar + βmsXms + βssXss, (3.13)

where terms with a ar subscript pertain to the activation rate, terms with a ms sub-
script pertain to the mean speed and terms with a ss subscript pertain to the standard
deviation of the speed.

Upon fitting such a model, we obtain coefficient values pertaining to each of the
model parameters as detailed in Table 3.6. When fitting the linear regression model,
each of the three parameters were found to be significant (as indicated by the p-values
in the table). Considering the results in Table 3.6, we see that all three of the para-
meters were found to be significant in influencing the error in the maximum number of
pedestrians in the system. The way in which the error varies in response to each of the
three parameters was therefore plotted in Figure 3.13.

The coefficient pertaining to the activation rate was found to be negative, indicating
a negative correlation with the error, i.e. as the activation rate increases, the error falls.
The coefficient pertaining to the mean of the speed was found to be positive, indicating
that as the mean speed increases the error increases. Finally, the coefficient pertaining
to the standard deviation of the speed was found to be positive, indicating that as the
standard deviation increases the error increases. Each of these three phenomena can
be observed in Figures 3.13a, 3.13b and 3.13c respectively.
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(a) Variation in activation rate.
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(b) Variation in mean speed.
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(c) Variation in standard deviation of speed.

Figure 3.13: Variation of error in the maximum number of active pedestrians with
respect to different parameters
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Parameter Coefficient Value Standard Error p-value

Constant 30.6 2.63 0.000
Activation Rate -45.5 1.34 0.000
Mean Speed 39.3 1.37 0.000
Std Speed 11.2 1.70 0.000

Table 3.6: Table of coefficient values; response variable: error in maximum number of
pedestrians in the system.

Time of Maximum Number of Pedestrians

For the next of these models, we fit a linear regression in which the response variable
is the error in the time of the maximum number of active pedestrians:

Y = β0 + βarXar + βmsXms + βssXss, (3.14)

where once again terms with a ar subscript pertain to the activation rate, terms with
a ms subscript pertain to the mean speed and terms with a ss subscript pertain to the
standard deviation of the speed.

Upon fitting this model, we obtain coefficient values pertaining to each of the model
parameters as detailed in Table 3.7. Considering the results in Table 3.7, we see that
only the activation rate is significant in influencing the error in the time of the maximum
number of pedestrians in the system. The way in which the error varies in response to
the activation was therefore plotted in Figure 3.14.

Parameter Coefficient Value Standard Error p-value

Constant -4399.5 384.7 0.000
Activation Rate 1432.2 195.6 0.000
Mean Speed -24.3 200.2 0.903
Std Speed 161.5 249.6 0.518

Table 3.7: Table of coefficient values; response variable: error in time of maximum
number of pedestrians in the system.

The coefficient pertaining to the activation rate was found to be positive, indicating
that as the activation rate increases the error in the time at which the maximum number
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Figure 3.14: Variation of error in the time at which the maximum number of active
pedestrians occurs with respect to activation rate.

of pedestrians is observed increases. When looking at Figure 3.14, however, we can see
that the error for all activation rates used is negative. A positive error may be observed
for activations in excess of 2.0. This indicates that a higher agent activation may be
desirable in the goal of simulating the time at which the maximum active population
occurs; however, as noted in the previous section, an increased activation rate may
incur an greater error in the maximum active population.

Completion Time

Finally, for the third model, we fit a linear regression in which the response variable is
the error in the time at which all pedestrians have completed their journeys across the
environment:

Y = β0 + βarXar + βmsXms + βssXss. (3.15)

Upon fitting this model, we obtain coefficient values pertaining to each of the model
parameters as detailed in Table 3.8. Considering the results in Table 3.8, we see that
only the activation rate is significant in influencing the error in the time at which
all pedestrians have completed their journeys. The way in which the error varies in
response to the activation was therefore plotted in Figure 3.15.

The coefficient pertaining to the activation rate was found to be positive, indicating
that as the activation rate increases the error in the time at which all pedestrians have
completed their journeys increases. Just as with the previous model, when looking at

63



3.2 StationSim GCS

Parameter Coefficient Value Standard Error p-value

Constant -7048.6 457.8 0.000
Activation Rate 2915.1 232.7 0.000
Mean Speed 285.3 238.2 0.233
Std Speed 139.7 296.9 0.638

Table 3.8: Table of coefficient values; response variable: error in time taken for all
pedestrians to complete journeys.
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Figure 3.15: Variation of error in length of time take for the model to complete with
respect to activation rate.
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Figure 3.15, we can see that for all activation rates used is negative. Just as in the
previous section, this indicates that a higher agent activation may be desirable in the
goal of simulating the completion time; however, as noted above, the previous section, a
increased activation rate may incur an greater error in the maximum active population.

3.3 Concluding Remarks

This section has sought to outline the models used in this investigation.
The first of these (referred to as the Toy Model) was described in Section 3.1. It is an

abstract model developed for testing purposes, and as such shall be used in Chapter 5
to perform preliminary experiments to show that the Ensemble Kalman Filter can
be applied to an Agent-Based Model. The second model — StationSim GCS — was
described in Section 3.2 (which also included a basic calibration process and sensitivity
analysis for the model). This model aims build upon the Toy Model, simulating the
motion of pedestrians around the main concourse at Grand Central Station in New
York. It shall be used in Chapters 6 and 7.

The latter model was calibrated through the analysis of observed data of pedestri-
ans crossing the main concourse at Grand Central Station, which sought to identify
appropriate values for the rate at which pedestrian agents should join the system, i.e.
their activation rate, the mean speed at which they should be travel, and the standard
deviation of their speeds. The speed parameters were used to inform a normal distri-
bution from which agent speeds could be sampled in the model. The analysis found
the mean pedestrian speed to be 1.60ms−1 and the standard deviation to be 0.66ms−1.
The analysis concluded that an appropriate activation rate would be 1.6.

Following this, a global sensitivity analysis was undertaken, seeking to explore how
the model behaviour changed in response to each of these parameters, and which had
the greatest influence. It was found that model behaviour was largely unchanged by
the speed parameters, but that agent activation rate had a much larger impact. It was
found that as activation rate increased, the error in the maximum active population
decreased (changing from positive to negative), the error in the time of the maximum
active population increased (starting negative and growing closer to 0), and the error
in the system completion time increased (starting negative and growing closer to 0).
Whilst it was found that increasing the activation rate would result in improvements in
the simulation of the time at which the maximum active population occurred and the
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time at which the system would complete its run, this would have resulted in a growth
in the error in the maximum active population. Given that having a large number of
active agents would result in crowding — a phenomenon that we desire (see Section 3.1)
— we have chosen to make no further changes to the activation rate.

Having described the modelling aspects of the methods used for this investigation
in this chapter, the next chapter shall proceed to outline the other side of the methods:
data assimilation.
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Chapter 4

Data Assimilation
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4.1 Bayesian Inference and Data Assimilation

In Chapter 2, previous investigations into the use of data assimilation methods with
Agent-Based Models were reviewed; although it touched on the strengths and weak-
nesses of different methods, the chapter did not provide significant detail regarding the
way in which different data assimilation methods work. Furthermore, it only touched
on the specific data assimilation methods that had be previously used with Agent-Based
Models, and did not provided any coverage of the broader field. This chapter, therefore,
aims to provide a greater level of detail on the previously mentioned methods, as well
as providing some coverage of other methods that exist in the field

Firstly, the process of data assimilation will be explained in more detail, framing
it as a Bayesian Updating problem. The main data assimilation methods used in this
investigation will then be explained; this investigation uses a method known as the
Ensemble Kalman Filter (EnKF) which is based on the Kalman Filter — the chapter
will first cover the Kalman Filter before moving on to the EnKF. This will be followed
by a review of some of the other data assimilation methods available. The chapter will
conclude by detailing some of the anticipated challenges of applying data assimilation
methods in conjunction with Agent-Based Models.

4.1 Bayesian Inference and Data Assimilation

The process of data assimilation involves making use of observations along with prior
knowledge (which, in our case, is encoded in a model) to produce increasingly accurate
estimates of variables of interest. More formally stated, we may phrase our problem:

Having initially defined our initial knowledge of the system based on our
model, what is our updated knowledge given the provided observations?

This states the problem as one of updating our knowledge of the system conditioned
on observations. Such a process can be achieved through a Bayesian filtering ap-
proach (Jazwinski, 1970; Bar-Shalom et al., 2004).

In applying this process to a system that we are observing, we may wish to represent
knowledge as the random variables, A and B. If we consider the true system state to be
represented by the random variable, A, we may represent our initial knowledge of the
system state as the probability distribution, P (A). The use of a probability distribution
reflects the uncertainty in our knowledge regarding the system state. When producing a
set of observations of the system, we may represent them as the probability distribution
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4.1 Bayesian Inference and Data Assimilation

P (B|A), i.e. a probability distribution representing the data that we have observed
given the true system state. We can then represent our conditional understanding,
i.e. our updated knowledge of the system when provided with observations, as the
probability distribution P (A|B). These terms can be related using Bayes Theorem.
Bayes Theorem can be derived rather simply. We first assume that P (A) and P (B)
are non-zero. We define the probability of A occurring given B, i.e. P (A|B), as:

P (A|B) = P (A ∩ B)
P (B) , (4.1)

where P (A ∩ B) is the probability of both A and B occurring, and P (B) is the prob-
ability of B occurring. Similarly, we can define the probability of B occurring given A

as:
P (B|A) = P (B ∩ A)

P (A) = P (A ∩ B)
P (A) , (4.2)

where P (B∩A) is the probability of both B and A occurring, and P (A) is the probability
of A occurring; we recall that P (A ∩ B) = P (B ∩ A). Using Equations 4.1 and 4.2, we
can write:

P (A|B)
P (B|A) =

P (A∩B)
P (B)

P (A∩B)
P (A)

, (4.3)

which can be simplified to the traditional form of Bayes Theorem (Gelman et al., 1995):

P (A|B) = P (B|A)P (A)
P (B) . (4.4)

When using Bayes Theorem, we typically refer to the 4 constituent parts in the following
way:

• Prior — P (A): This distribution represents our initial understanding of the true
system state.

• Data/likelihood — P (B|A): This distribution represents the distribution of data
given the true system state.

• Posterior — P (A|B): This distribution represents our updated understanding of
the true system state

• Marginal — P (B): This distribution is the marginal distribution of our data and
is typically a normalising constant (Wikle and Berliner, 2007) given by:

P (B) =
∫

P (B|A)P (A)dA
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With these definitions in mind, it should be clear that we can apply Bayes Theorem to
perform inference (indeed, Bayes Theorem has been applied in a number of fields (El-
lison, 2004; Von Toussaint, 2011; Etz and Vandekerckhove, 2018)). Here, we refer to
inference as the process of updating and improving some knowledge about a system.
This inference can seek to improve our understanding about the true system state, or
about parameters governing the behaviour of the system.

This inference process is applied in Meteorology under the banner of data assimil-
ation. Wikle and Berliner (2007) define data assimilation as:

. . . an approach for fusing data (observations) with prior knowledge (e.g.
mathematical representations of physical laws; model outputs) to obtain an
estimate of the distribution of the true state of a process.

There exist a number of different schemes for tackling this problem which are often
divided into two groups Talagrand (1997):

1. Sequential: Upon the arrival of a new observation, the model state is updated
at the time of the new observation; includes Kalman Filter (Kalman, 1960; Kal-
man and Bucy, 1961) (and variations thereof (Evensen, 2003, 2009)), Particle
Filter (Arulampalam et al., 2002).

2. Variational: Upon the arrival of a new observation, the model solutions are
updated at all times simultaneously; includes 3D-VAR, 4D-VAR.

In both cases, data assimilation schemes are applied to systems in a iterating cycle
of prediction and updating. The prediction process involves evolving the system state
forwards in time according to the model used to describe the system; the updating
process involves applying the chosen data assimilation technique to produce a better
estimate of the system state based on the most recent results of prediction and a set of
observations. Depending on how frequently observations are provided and the time-step
of the model, the prediction process may be applied multiple times between updating
steps.

The next two sections will go on to outline two sequential approaches: the Kalman
Filter and the EnKF —the latter of which is applied in this investigation. This will
be followed by an overview of some other sequential approaches and some variational
approaches.

70



4.2 Kalman Filter

In much of the remainder of this thesis, terminology will be drawn from both Met-
eorology and Bayesian Statistics. In particular, there are two terminological equival-
ences to consider. The first of these is the equivalence between the meteorological
term “forecast” and the Bayesian term “prior”; these two may be used interchangeably
as pertaining to states from a model before any form of updating; this is to say, the
forecast is the result of the prediction process. The second of these is the equivalence
between the meteorological term “analysis” and the Bayesian term “posterior”; these
two may be used interchangeably as pertaining to states from a model after updating
has taken place.

4.2 Kalman Filter

One of the earliest forms of Bayesian filtering is the sequential data assimilation scheme
known as the Kalman Filter (Kalman, 1960; Kalman and Bucy, 1961), which forms the
foundation of this piece of work. The Kalman Filter has been used in a range of fields
including aircraft tracking (Pearson and Stear, 1974), signal processing (Auger et al.,
2013) and high-energy particle physics experiments (Aggleton et al., 2017). As with
other sequential data assimilation schemes, the Kalman Filter operates on a model with
a given set of state variables and forecasting process (i.e. a process by which to step the
model state forward in time). These state variables are considered random variables —
that is to say they represent the quantities of interest as some sort of distribution. The
analysis process implemented by the Kalman Filter seeks to update both the model
state and the associated covariance matrix upon receipt of new observations. This is
undertaken as part of the predict-update cycle. The prediction process is undertaken
by applying the modelling operator to both the model state and model state covariance.
The update process is undertaken based on the uncertainty in the model forecasts and
the observation uncertainty; as seen below, this essentially consists of taking a weighted
average of the model state and the observations, with the weightings being governed
by the comparative degrees of uncertainty in each of the two sources of information.
The aim of such an approach is to minimise the posterior variance.

In a scenario where we have two state variables of interest, our state vector may be:

x = [x1, x2]T .

These state variables represent the mean of the distributions representing each quantity.
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The error in these quantities are represented by a covariance matrix. The associated
covariance matrix would then be:

Q =

 σ2
x1 σx1x2

σx2x1 σ2
x2

 .

The diagonal matrix entries, σ2
x1 and σ2

x2 describe the variance in the state variables,
x1 and x2, respectively. The off-diagonal matrix entries, σx1x2 and σx2x1 , describe the
variance of the state variables with respect to each other; for example, σx1x2 describes
the variances in x1 with respect to x2. We therefore expect that the covariance matrix
is symmetric and as such find that:

σx1x2 = σx2x1 .

Under the Bayesian framework outlined in Section 4.1, we refer to the model state
vector and associated covariance before updating as the prior, x and Q respectively,
and to the model state and associated covariance after updating as the posterior, x̂ and
Q̂. Here, we note that the prior state, x, is a vector containing the state variables, and
Q is the covariance matrix relating to the state variables.

Given new observations, d, the posterior state vector, x̂ and posterior state covari-
ance matrix, Q̂, are given by:

x̂ = x + K (d − Hx) , (4.5)

Q̂ = (I − KH) Q, (4.6)

where K is called the Kalman gain matrix, H is the observation operator and I is the
identity matrix which has 1 along the diagonal and 0 elsewhere:

I =


1 0 · · · 0
0 1 · · · 0
...

... . . . ...
0 0 · · · 1

 .

The role of the observation operator, H is to transform the state vectors between the
form in which we store state variables and the form in which they are represented in
observations. In the case where we track the x-y location of an object in our model and
we collect data regarding the x-y location of the object, we might have the following
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scenario:

x = [x, y]T ,

d = [dx, dy]T ,

H =

1 0
0 1

 ,

where the observation operator is just the identity matrix.
In another scenario in which we are modelling the x-y location of an object as well

as the object’s velocity in the x-y plane in our model and we only collect data regarding
the x-y location of the object, we would instead have the following setup:

x = [x, y, ẋ, ẏ]T ,

d = [dx, dy]T ,

H =

1 0 0 0
0 1 0 0

 .

The Kalman gain matrix in Equations 4.5 and 4.6 is given by:

K = QHT
(
HQHT + R

)−1
(4.7)

where R is the observation covariance, which is defined by the uncertainty in the
observations. When considering Equation 4.5, we see that the Kalman gain matrix
defines the weights applied to the elements of the difference between the observations
of the system state, d, and the modelled system state, x, when updating the state. In
cases where the uncertainty in the observations is large compared to the uncertainty in
the modelled state, i.e. the elements of R are larger than the elements of Q, the weights
contained within the gain matrix are small and therefore updates to the model state
are small. In the alternative case where the uncertainty in the observations is small in
comparison to the uncertainty in the modelled state, i.e. the elements of R are smaller
than the elements of Q, the weights contained within the gain matrix, K, are large and
therefore changes to the model state are large.

The Kalman Filter assumes that errors (such as those associated with the state vari-
ables and with the observations) are normally distributed, and under these conditions
the filter provides an exact posterior estimate; over the course of this investigation, the
terms ‘normal’ and ‘Gaussian’ will be used interchangeably to refer to distributions.
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However, this approach suffers from two issues. The first of these is that it assumes
that the operators that are applied (namely the model transition operator and the ob-
servation operator) are linear; this is often not the case with more complex systems,
particularly when the system elements interact with each other (as is typically the case
in agent-based models). Furthermore, as the dimensionality of the model increases, the
cost of propagating forward the model state covariance may increase to the point where
it is intractable.

A number of approaches have been developed which attempt to solve these prob-
lems, one of which is the EnKF which will be discussed in the next section.

4.3 Ensemble Kalman Filter

A number of approaches have been developed which attempt to solve the above prob-
lems, one of which is the Ensemble Kalman Filter (Evensen, 2003, 2009), which acts
as an approximation of the Kalman Filter. This approximation is achieved through a
Monte Carlo approach of using an ensemble of sample state vectors to represent the
state distribution; this development mirrors the recent incorporation of Monte Carlo
methods in the field of Bayesian statistics (Wikle and Berliner, 2007). This section will
seek to outline the EnKF. The state is represented as an ensemble of state vectors, X
as follows:

X = [x1, . . . , xN ] = [xi] , ∀i ∈ {1, 2, . . . , N}, (4.8)

where the state ensemble matrix, X, consists of N state vectors, xi. Considering the
scenario where were we are modelling the x-y location of an object with an ensemble
of 3 state vectors, we would have a state ensemble of:

X = [x1, x2, x3] =

x1 x2 x3

y1 y2 y3


The mean state vector, x̄, can be found by averaging over the ensemble:

x̄ = 1
N

N∑
i=1

xi. (4.9)

Similarly, the observations are represented as follows:

D = [d1, . . . , dN ] = [di] , ∀i ∈ (1, N), (4.10)
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with each member of the data ensemble matrix, D, being the sum of the original
observation d, and a random vector, ϵi:

di = d + ϵi, ∀i ∈ (1, N). (4.11)

The random vector is drawn from an unbiased normal distribution:

ϵ ∼ N(0, R), (4.12)

where R is the data covariance matrix, just as in the case of the Kalman Filter. As
with the model state, the mean data vector, d̄, can be found by averaging over the
ensemble:

d̄ =
N∑

i=1
di. (4.13)

By implementing these adaptations, the EnKF aims to address the issues faced
by the original Kalman Filter with respect to forecasting the state covariance matrix;
more specifically, as a result of this approach the state covariance matrix no longer
needs to be forecast by applying the model operator, but instead can simply be gener-
ated as a sampling covariance (Mandel et al., 2011). Consequently, concerns over the
computational cost of forecasting the covariance matrix and over the requirement that
the forecasting process be undertaken by applying a linear operator to the covariance
matrix are greatly reduced.

Given the above framework, the data assimilation is once again made up of the
predict-update cycle, with the updating of the state ensemble, X̂, being undertaken on
the basis of the following equation:

X̂ = X + K (D − HX) , (4.14)

where H is the observation operator. Note here that we do not update our state
covariance matrix, instead generating a sample covariance matrix based on the state
ensemble, C:

C = 1
N − 1

N∑
i=1

(xi − x̄) (xi − x̄)T .

The Kalman gain matrix, K is given by

K = CHT
(
HCHT + R

)−1
. (4.15)
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in which C is the sample state covariance (used instead of the state covariance matrix
Q), and R is the observation covariance. We can consider (D − HX) in Equation 4.14
to be the proposed perturbation to the ensemble states, and the Kalman gain matrix,
K, to be the weight given to this perturbation (just as in Section 4.2). When the un-
certainty in the observations is low in comparison to the uncertainty in the model state,
the gain increases, and therefore the model state receives a larger perturbation from the
provided data; conversely, when the uncertainty in the observations is high in compar-
ison to the uncertainty in the model state, the gain decreases, and therefore the model
state receives a smaller perturbation from the provided data. This, therefore, allows us
to combine two separate sources of information regarding the same phenomenon — in
this case our model and the observations — whilst respecting the levels of uncertainty
associated with each of them.

Whilst the derivation of the EnKF assumes linearity of the system in question, it
has been found to perform relatively well when applied to non-linear systems (Katz-
fuss et al., 2016). Working with non-linear systems is of particular importance when
applying a data assimilation method to a complex system such as one modelled by
an Agent-Based Model. One of the ways in which we can better handle non-linearity
is through the use of the Particle Filter (PF) which will be discussed in next section,
alongside a number of other data assimilation methods. The Particle Filter additionally
handles scenarios in which the distributions are non-Gaussian.

4.4 Other Data Assimilation Methods

In the previous section, we have detailed the way in which the Ensemble Kalman Filter
works. Whilst this investigation focuses on the application of the Ensemble Kalman
Filter, there exist a broad range of other methods. Here, we discuss some of these
other methods. As noted in Section 4.1, we can divide data assimilation methods into
sequential methods (i.e. methods which update the present model state upon receipt
of new observations) and variational methods (i.e. methods which update the both
the present model states and all previous model states simultaneously). This section
will, therefore, first go on to discuss sequential methods before discussing variational
methods. The former will touch upon other variants of the Kalman Filter, as well as the
Particle Filter (which has seen popularity in application to Agent-Based Models). The
latter will touch upon methods such as 4DVAR which are commonly used in numerical
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weather prediction.

4.4.1 Sequential Methods

This section will outline a further selection of sequential data assimilation methods.
Two of these — the Extended Kalman Filter and the Unscented Kalman Filter — are
based on the Kalman Filter described in Section 4.2. Beyond these, we will also go on
to outline the Particle Filter which has also been applied to Agent-Based Models.

Extended Kalman Filter

The first of these sequential data assimilation methods — the Extended Kalman Filter
— is a variation on the original Kalman Filter. This filter was designed to overcome the
issue faced by the original Kalman Filter when working with non-linear systems (Smith
et al., 1962). To describe this method, let us first consider a description of the system.
If we consider situation in which we have a vector of state variables, x, which is updated
from time-step k to time-step k + 1 by the model process operator f , we can write this
as:

xk+1 = f(xk) + wk,

where wk is normally distributed noise associated with the process being modelled.
Similarly, we should consider the process of producing observations, y at time-step k

based on the observation operator h, writing it as:

yk = h(xk) + vk,

where vk is the normally distributed noise associated with the observation process. It
is assumed that whilst they may be non-linear, the operators f and h are smooth and
therefore differentiable. Based on this, the modelling and observation operators are
then linearised using the Taylor Series expansion about the state at a given time-step.
As such, the prediction and updating steps are modified (Ribeiro, 2004). The prediction
step consists of using the model process operator to step forward the model state and
the associated model state covariance matrix:

xk+1 = fk(xk), (4.16)

Pk+1 = FkPkFT
k , (4.17)
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where xk is the state at time-step k, fk is the model process operator at time-step k,
Pk is the state covariance matrix at time-step k and Fk is the Jacobian of the model
process operator at time-step k. The update step consists of updating both the model
state and state covariance matrix with respect to the provided observations:

x̂k+1 = xk+1 + Kk+1 [yk+1 − hk+1(xk+1)] , (4.18)

P̂k+1 = [I − Kk+1Hk+1] Pk+1, (4.19)

where x̂k+1 is the posterior state at time-step k+1, P̂k+1 is the posterior state covariance
matrix at time-step k + 1, Kk+1 is the Kalman gain matrix at time-step k + 1, yk+1

is the observed state at time-step k + 1, hk+1 is the observation operator at time-step
k + 1 and Hk+1 is the Jacobian of the observation operator at time-step k + 1. The
Kalman gain matrix at time-step k + 1, Kk+1 is given by:

Kk+1 = Pk+1HT
k+1

[
Hk+1Pk+1HT

k+1 + Rk+1
]−1

, (4.20)

where Rk+1 is the observation covariance matrix at time-step k + 1.
Whilst these adjustments help the filter to deal with non-linear systems, they only

involve the use of first-order terms and exclude higher order terms; as such, in order
for the process to be effective it is required that the model process is not dominated by
any higher order terms (Terejanu et al., 2008); the assumption underlying this is that
the systems are linear local to the point about which we are estimating and in cases
where this linearity is not observed, the filter may become unstable. Furthermore, the
Extended Kalman Filter still requires the propagation of the state covariance matrix
which is potentially computationally expensive (as noted in the case of the Kalman
Filter in Section 4.2).

Unscented Kalman Filter

Another of the sequential data assimilation methods — the Unscented Kalman Filter
— is also based on the Kalman Filter outlined in Section 4.2. Just as with the Extended
Kalman Filter above, the Unscented Kalman Filter seeks to deal with non-linear sys-
tems without the use of linearisation (and consequently overcoming the stability issues
encountered when applying the Extended Kalman Filter). This is achieved by apply-
ing the unscented transformation (Julier and Uhlmann, 1997). Given a model state, x,
with covariance matrix, P, this involves creating a set of sample points (referred to as
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sigma points), with the size of the set being 2n+1 where n is the dimension of the state
space (Terejanu, 2011). These points are chosen deterministically in order to ensure
that their mean is exactly equal to the model state and their covariance is exactly equal
to the covariance matrix; this assumes that, just as with the original Kalman Filter,
the error distributions are Gaussian (Wan et al., 2001). The sigma points, χi (where
0 ≤ i ≤ n), are defined as:

χ0 = x̄, (4.21)

χi = x̄ +
(√

(n + κ)P
)

i
, (4.22)

χi+n = x̄ −
(√

(n + κ)P
)

i
, (4.23)

where 1 ≤ i ≤ n and κ is a scaling variable. Each of the sigma points are assigned
weights, Wi, defined as:

W0 = κ

n + κ
, (4.24)

Wi = 1
2(n + κ) , (4.25)

Wi+n = 1
2(n + k) , (4.26)

for 1 ≤ i ≤ n.
For the prediction process, each of these points is then evolved by propagating

them forward in time based on the model process operator outlined in the case of
the Extended Kalman Filter, and the estimated model state mean, ˆ̄x, and covariance
matrix, P̂, are calculated. For the update process, the model state mean and covariance
are updated according to the process outlined in the Kalman Filter.

This improves upon the Extended Kalman Filter approach in a number of ways. By
virtue of not linearising the operators, the Unscented Kalman Filter is able to capture
non-linearity without discarding higher order terms (Jwo and Lai, 2008). Furthermore,
it removes the need to calculate the Jacobian of the operators, which results in a much
less computationally expensive algorithm (Julier et al., 1995). Just as with previous
algorithms, however, the Unscented Kalman Filter assumes Gaussian error distribu-
tions (Särkkä, 2013) — something that may not be the case.
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Particle Filter

Just as with the previous two data assimilation methods, the Particle Filter seeks to
improve upon the Kalman Filter by better handling non-linear systems; however, in
addition, the Particle Filter seeks to overcome the other shortcoming of Kalman Filter-
based methods — the assumption that errors are normally distributed.

The Particle Filter achieves this by undertaking an approach similar to that used in
the EnKF, i.e. maintaining an ensemble. In this case, however, the ensemble members
are referred to as particles. Each of these particles are assigned a corresponding weight.
We may represent these particles and weights as the sets (Orlande et al., 2011):{

xi
k; i ∈ {1, . . . , N}

}
(4.27)

{
wi

k; i ∈ {1, . . . , N}
}

(4.28)

where xi
k is the ith model state at time-step k, wi

k is the ith weight applied to the
corresponding model state at time-step k and N is the number of particles. The weights,
wi

k, at any given time-step are normalised such that they sum to 1:

N∑
i=1

wi
k = 1 (4.29)

Just as with other data assimilation methods outlined thus far, the Particle Filter
involves the processes of prediction and updating. As in the EnKF, the prediction
step involves predicting forward in time each of the ensemble-member models, i.e. the
particles, producing a set of samples from the prior distribution. In the case of the
Particle Filter, however, the update process is different. At the very least, the update
process may consist of reweighting the particles, and in many cases may also include
reampling the particles (Doucet et al., 2000). The process of reweighting involves
redefining the weights pertaining to each particle by comparing the particle states with
the observed states; these weights are normalised according to Equation 4.29. The case
where only reweighting is undertaken is typically referred to as Sequential Importance
Sampling.

This method may, however, suffer some issues. The most common of these is referred
to as particle degeneracy whereby a single particle dominates the distribution; this may
be evidenced by the weight pertaining to a single particle being close to 1 with other
weights being close to 0 (Elfring et al., 2021). The most common solution is to employ
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resampling. Having assigned new weights to each of the particles, we generate a new
population of particles by sampling from a population of particles made up of the prior
particles, xi

k, weighted by their given weights, wi
k.

The aim of this approach is that, given a large enough collection of particles, i.e. as
N → ∞, the samples exactly represent the posterior distribution (Arulampalam et al.,
2002). Whilst the Particle Filter may offer an approach that is capable of providing
an approximation of the posterior distribution, this is often limited by computational
cost; in cases where the conditions for the Kalman Filter are fulfilled, it is typically
better to use the EnKF as it requires fewer ensemble members/particles to achieve the
same result (Wikle and Berliner, 2007; Orlande et al., 2011).

4.4.2 Variational Methods

As alluded to earlier in the Chapter, sequential and variational approaches reflect two
very different ways to do data assimilation. Whilst sequential data assimilation methods
seek to best estimate the state of the system at the time of observation provision,
variational approaches seek to identify the trajectory of the model that best fits the
provide observations (Carrassi et al., 2018). This typically involves updating not only
the system state estimate at the time of data assimilation, but also updating the system
state estimates at each previous time-step. In order to achieve this, we aim to minimise
a cost function, J(x), where x is a state vector. This cost function takes different
forms depending on the variational approach. One of the most common approaches is
4DVAR, for which the cost function is (Carrassi et al., 2018):

J(x) = 1
2 ∥x(t0) − xb∥2

B−1
0

+ 1
2

T∑
t=0

∥yt − H(x(t))∥2
R−1

t

+ 1
2

T∑
t=1

∥x(t) − Mt−1,t(x(t − 1))∥2
Q−1

t
,

(4.30)

where t is the time-step in the range {0, . . . , T}, x(t) is the model system state at
time t, x is the collection of system states, {x(t0), . . . , x(T )}, xb is the prior, otherwise
referred to as the background, yt is the set of observed system states at time t, H()
is the observation operator (as used in previous data assimilation methods), Mij() is
the model process operator which transitions the state from t = i to t = j, B is the
background covariance matrix, and ∥a∥2

A−1 ≡ aT A−1a (often referred to as the L-2
norm).
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We can think of this cost function as consisting of three terms (Bannister, 2017):

J = Jb + Jo + JQ, (4.31)

with the first term pertaining to the background error, the second to the observation
error and the third to the model error. With this is cost function (and indeed any
other cost function used in variational data assimilation), we seek to find the model
trajectory that minimises it (Ide et al., 1997).

Variational approaches such as 4DVAR may have a number of advantages, such as
the ability to assimilate asynchronous observations (Kalnay et al., 2007). The method
also has some disadvantages, however; one such disadvantage is that whilst it may
provide an estimate of the model state, it does not provide an associated covariance by
default — something that may be desirable — and the calculation of such a posterior
covariance may be particularly challenging (Carrassi et al., 2018).

4.5 Challenges of Data Assimilation with an Agent-Based
Model

Having outlined the various data assimilation methods above, this section seeks to
describe some of the challenge we encounter in our attempt to apply them — the
EnKF in particular — to Agent-Based Models of pedestrian motion. In particular, we
shall highlight the challenges arising from the way in which systems are represented,
the challenges arising from the non-linearity often observed in complex systems and the
challenges arising from the way in which observations are generated for social complex
systems and how this might relate to the data assimilation process.

System Representation

When considering the literature around data assimilation, it is noticeable that it is dom-
inated by meteorological applications. There are, however, cases in which algorithms
have been applied to scenarios in which we wish to accurately track the trajectory of an
object such as aircraft or autonomous vehicles (McDougall and Moore, 2017); in fact,
when the Kalman Filter was first conceived, it was applied to the Apollo space flight
project (Grewal and Andrews, 2010). Superficially, there may appear to be some direct
analogues between the tracking problems encountered in the aerospace industry and
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the pedestrian tracking problems that we are tackling in this investigation — in both
cases, we aim to produce the best estimate of a location given the output of a model
and some observed quantity. There is, however, a fundamental difference: the way in
which the systems are modelled. In the former case, we typically model the system
based on a set of differential equations (such as those describing the laws of physics),
whereas the modelling of social systems such as pedestrian motion are typically under-
taken via rules-based methods such as Agent-Based Modelling. In some investigations,
it has been noted that way in which Agent-Based Models are defined — in terms of
rules instead of sets of differential equations — presents a challenge when applying
data assimilation methods (Wang and Hu, 2015). This is true of approaches such as
the Kalman Filter and Extended Kalman Filter which require analytical forms for the
operators; however, approaches that approximate distributions using samples such as
the EnKF and Particle Filter do not suffer from this problem (Wang, 2014). This
makes them more amenable to being applied to the micro-level simulation of complex
systems such as those considered in this investigation.

Non-linearity

Beyond the challenges presented by the way in which the systems are being represented,
i.e. equation-based vs. rule-based, there are challenges presented by the nature of the
phenomena being modelled. When considering complex systems, they are typically
characterised by numbers of units which interact with each other and these interactions
are often considered to be non-linear (Amaral and Ottino, 2004; Motter et al., 2006).
In the case of the pedestrian modelling such as the models outlined in Chapter 3, non-
linearities may be introduced through a number of manners. One the one hand, we
have the non-linearities introduced by the collision avoidance employed by pedestrians
(although when scaled up to large populations this may be much more impactful). On
the other hand, we have the discrete changes introduced by variations in destination
which result in pedestrians travelling in entirely different directions. Such non-linearity
may be a challenge for some forms of data assimilation such as the Kalman Filter.
Additionally, these non-linearities may also result in non-Gaussian error distributions,
presenting further challenges for Kalman Filter-based methods.
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Observations

When producing observations of social complex systems, we rarely have complete cov-
erage, i.e. there will be gaps in our data either spatially or temporally. This reflects
one of the key motivations of our use of data assimilation touched upon in Chapter 1
where we note the issue of data sparsity alongside the issue of growing model errors.
The result is that, when considering pedestrian systems, we may not have trace data
for a non-zero proportion of our population and may wish to infer the traces for the
remainder of the population whilst also improving our trace estimates for the propor-
tion for which we have observations. When considering systems which are described by
systems of differential equations, we may be able to assume some degree of continuity
between spatially separated points and as such, when applying data assimilation with
spatially sparse data, may be able to interpolate values in-between. In the case of com-
plex systems such as pedestrian systems, however, we are considering pedestrians as our
units, not points in space; further our pedestrian units may act in a non-linear fashion
based on interactions with other pedestrians and choice of destination. Consequently,
there may be some challenges in applying data assimilation to accurately simulate a
system with partial coverage (Clay et al., 2020).

The application of such trace data assumes that there is an obvious equivalence
between the pedestrian units in the simulation and the observed quantities; this might
reflect a scenario in which we have GPS trackers on individual pedestrians. Another way
in which individual level observations may be generated is through the use of computer
vision technologies such as that used to inform the design of StationSim GCS (as noted
in Section 3.2 whereby the calibration of the model made use of data from Zhou et al.
(2012)). In this case, we may have complete coverage of all of the pedestrians in
the system, however, drawing an equivalence between observed pedestrians and agents
inside an Agent-Based Model may be non-trivial; as noted in Section 3.2.3, the approach
used to identify pedestrian traces is not perfect, and generates partial trajectories which
have to be joined up.

Alternatively, we might consider the scenario in which we do not have trace-like
observations (either complete or incomplete), but instead have aggregated data — a
scenario which may be more likely as it may more effectively protect the privacy of
pedestrians in the system. In such a case, we may have intermittent observations of the
number of pedestrians congregated in different geographical spaces at a given time (as
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is the case with the data generated by Leeds City Council (Whipp et al., 2021)). When
presented with such data, we are faced with a similar challenge as with the previous
type of data but on a potentially greater scale. The challenge here lies in the issue of
disaggregating the observations and drawing equivalence between observed pedestrians
and agents in the model.

One further observation-related issue that we may wish to consider is that of unob-
served variables. When initialising a model, we typically base our initial model state on
some form of empirical data. In the case of a pedestrian Agent-Based Model, this may
involve defining the starting location of the individual pedestrian agents. When draw-
ing equivalence between observations and model states, it should be trivial to initialise
an agent with a given starting location upon first observing a pedestrian entering a sys-
tem. This does not, however, account for the set of unobserved pedestrian attributes.
This may include factors such as a pedestrians speed or their destination within the
environment. Some of these may be inferred directly by observing the pedestrians (this
may be the case with an attribute such as speed). This does not, however, account for
all attributes.

4.6 Concluding Remarks

This chapter has sought to outline the process of data assimilation, framing it as a
Bayesian updating problem. In particular, it has focussed on The Ensemble Kalman
Filter and the Kalman Filter on which it is based. In addition, some attention has
been paid to other data assimilation methods that exist, considering both sequential
and variational approaches.

Having described a range of data assimilation methods, we have outlined some of the
challenges that may be faced when applying them to Agent-Based Models in Section 4.5,
highlighting which types of filters are particularly susceptible where appropriate. When
considering issues around model representation, it was noted that ensemble-based data
assimilation methods were likely to be the most appropriate to be applied to complex
systems represented by rules-based models. When considering the issues around non-
linearity, it was noted that some Kalman Filter-based approaches, particularly the
Kalman Filter itself, may not be appropriate given their difficulties in handling non-
linear systems. Whilst this may suggest that the most appropriate data assimilation
method might be the Particle Filter, we should also consider the computational cost
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associated with this algorithm. As noted in Section 4.4, in many cases the EnKF
may achieved results that are almost as good as the Particle filter with much smaller
ensemble sizes/ It is on these grounds that the EnKF was chosen as the data assimilation
method to be used in this investigation.

Having outlined the data assimilation approach to be used in this investigation,
the following three chapters outline a set of experiments and associated results. The
first of these — Chapter 5 — shows that the EnKF can be applied to an Agent-
Based Model of pedestrian motion (albeit the Toy Model described in Section 3.1),
and can effectively improve the accuracy with which we simulate the trajectories of
pedestrians across a space. The second of these — Chapter 6 — takes this a step
further by applying the data assimilation method to a more realistic model of pedestrian
motion in StationSim GCS which is described in Chapter 3.2. In doing so, we expect
to demonstrate the effectiveness of the filter in handling a more realistic form of non-
linearity. Finally, Chapter 7 apples the filter to estimate not only the trajectories of the
pedestrians across the environment, but also to consider the scenario in which we have to
deal with unobserved pedestrian attributes; in particular, this will deal with unknown
pedestrian destinations, and look to estimate based on intermittent observations of
pedestrian locations.
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Data Assimilation for Location Estimation: Toy
Model
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In Chapter 4, the Ensemble Kalman Filter (EnKF) was outlined. The aim of this
chapter is to test the EnKF and show that the application of the EnKF can help to
improve the accuracy with which an ABM simulates a system. To achieve this, it
focuses on the implementation of the EnKF to the first of the models presented in
Chapter 3, referred to as the Toy Model. This model is a very simple Agent-Based
Model (ABM) which simulates the motion of pedestrians across a hypothetical train
station. Whilst the model is not a realistic reflection of any real-world scenarios is it,
instead, intended as a preliminary demonstration of the capabilities of the EnKF to
improve the simulation accuracy of an ABM.

Evaluation of simulation accuracy — a measure that will be defined in Section 5.1.1
— is achieved through the use of synthetic data generated from the Toy Model itself.
Whilst the EnKF maintains an ensemble of models, a separate instance of the model is
run in order to act as a representation of the real system, i.e. to act as a ground truth,
against which to compare. Data which are assimilated by the EnKF are generated
from snapshots of this ground truth instance of the model by adding noise; this seeks
to emulate the noise incorporated into observations by sensors.

The first of these focuses on outlining the experiments to be run with the EnKF1

and the Toy Model. In particular, this focuses on detailing how each experiment will
be set up, what parameters are provided and how each experiment is evaluated. The
second section focuses on the results of these experiments, drawing some conclusions
regarding the effectiveness of the EnKF under different parameter regimes and noting
the limitations of this set of experiments2.

5.1 Experimental Design

Under normal circumstances, an ABM seeks to simulate a scenario observed in the real-
world, and consequently is formed of components pertaining to the relevant aspects of
the real-world system; this can include the relative size and shape of the environment,
the position of any obstacles in said environment and the behaviours of the individu-

1Code for the implementation of the EnKF used in this thesis can be found in
Projects/ABM DA/stationsim/ensemble kalman filter.py in the archive of the dust repository

2The experiments run for this chapter can be found in the notebooks found in
Projects/ABM DA/stationsim/experiments/enkf experiments/results 1/noteooks/ in the archive
of the dust repository
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5.1 Experimental Design

als characterised in the model. Under such conditions, we are able to evaluate the
performance of the model by comparing the phenomena observed in the model to the
phenomena observed in the real-system.

This can be undertaken in a number of ways, considering metrics at an individual
level, a fully aggregate level or somewhere in-between. An individual-level metric might
involve measuring the distance between the location of individual agents in the model
and the location respective individual pedestrians in the ground truth system; a fully
aggregated metric might involve measuring the difference between the number of agents
in the system environment in the model and the number of pedestrians in the system; a
metric that lies between these two scales might involve comparing the density of agents
in the model environment with the density of pedestrians in the ground truth system.
In this case, however, the model is not based on a specific scenario in the real-world,
and so there are no observations against which to compare the outputs of the model.
A different approach, therefore, needs to be undertaken.

5.1.1 Developing a Model Baseline

The proposed solution to this problem is to consider an instance of the model as a
ground truth state against which model outputs can be compared. This is an approach
that has emerged in recent investigations that have focused on implementing data
assimilation schemes in conjunction with ABMs (Malleson et al., 2020; Clay et al.,
2020, 2021). Just as the EnKF steps each of the ensemble-member models forward
through time, the model representing the ground truth state of the system can be
stepped forward through time. This allows for the comparison of the mean state of the
models contained by the EnKF with the ground truth state at each step in model time
(as well as comparison of individual ensemble-member models with the ground truth
state if desired). Such comparison can be undertaken at both an individual-agent-level
or at greater levels of aggregation.

The first step in undertaking experiments to demonstrate the effectiveness of the
EnKF in improving the simulation accuracy of the Toy Model is to evaluate the per-
formance of the model without the EnKF. This provides us with a baseline against
which to compare the performance of the model with the EnKF. For this purpose, the
following accuracy metric is proposed: distance between agent positions in the model
and agent positions in the ground state, averaged over all agents. The distance between
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the ith agent in the model and the respective agent in the ground truth system is given
by di:

di = |x̂i − xi|, (5.1)

where x̂i is the x-y position of the ith agent estimated by the model and xi is the x-y
position of the ith agent in the ground state system. We can then calculate the average
distance, d̄ as

d̄ = 1
N

N∑
i=0

|x̂i − xi| = 1
N

N∑
i=0

di, (5.2)

where N is the total number of agents in the system. Given this metric, we can measure
the error present in the model at each time-step.

When employing Agent-Based Models to simulate social systems, it is common to
incorporate some computational stochasticity to emulate the variability of individual
social behaviours. As such, two different instances of a model are unlikely to replicate
exactly the same results (unless the simulations have the same random seed). In this
model, stochasticity is incorporated through a number of sources:

• Pedestrian choice of entrance gate;

• Pedestrian choice of exit gate;

• Pedestrian target speeds;

• Pedestrian collisions.

A pedestrian’s entrance gate is drawn at random from a uniform distribution containing
all of the entrance gates and its exit gate is drawn from at random from a uniform
distribution containing all of the exit gates. A pedestrian’s target speed is chosen at
random from a range of speeds between the minimum speed and maximum speeds,
with the maximum being drawn from a normal distribution. Finally, when pedestrians
interact, the try to avoid each other by making a random choice of whether to go to
the left or the right of the agent or obstacle obstructing them; each of the options has
an equal probability of occurring.

Given the stochasticity often involved in ABMs, individual model runs typically
diverge from what we observe in the true system (as outlined in Chapter 2). When
modelling a system using an ABM, it is, therefore, common to run a number of copies
of the model, i.e. an ensemble, and to then take the average of the ensemble as the
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Parameter Value

Population size 100
Number of entrances 3
Number of exits 2
Environment height 100
Environment width 200

Table 5.1: Table of model parameters used for estimating the baseline level of error.

output model state. This Monte Carlo-like approach allows us to gain a general idea
about the behaviour of the model. With this in mind, the process of developing baseline
against which to compare will be as follows:

1. Run a single instance of the toy model with parameters outlined in Table 5.1 —
this will represent the ground truth state;

2. Run an ensemble of instances of the toy model, each with the same model para-
meters outlined in Table 5.1, with each instance being initialised with the same
starting conditions including agent-level parameters;

3. Calculate the average model state over the ensemble for each time-step;

4. Calculate the distance between agents in the average model state and the ground
truth state for each time-step based on Equation 5.1;

5. Calculate the average distance per agent for each time-step based on Equation 5.2;

6. Plot the variation of average distance over time.

5.1.2 Initial Implementation of the Ensemble Kalman Filter

Having outlined the procedure by which to establish a baseline regarding model per-
formance in the absence of data assimilation in the previous section, this section seeks
to outline the process by which we first confirm that the addition of the EnKF results
in an improvement in model performance. This is achieved by running the EnKF in
conjunction with the Toy Model for a single set of model and filter parameters (outlined
in Tables 5.2 and 5.3 respectively). The results of this can then be compared against
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a baseline (as outlined in Section 5.1.1) with the same set of model parameters from
Table 5.2. A comparison of the results involves comparing how the model error (i.e. the
average distance between the model agent positions and pseudo-truth agent positions)
evolves over model time in each of the two cases. This allows us to evaluate whether
the inclusion of the data assimilation scheme has a positive impact with regards to the
accuracy with which the model simulates the system.

Errors are calculated for both the baseline and the EnKF at model time-steps at
which data are assimilated by the filter; in the case of the filter, the posterior model
state is used, i.e. the agent positions estimated by the model after having incorporated
the observational data. The errors calculated with the prior model state can also be
compared against the posterior model state at each data assimilation time-step to show
the impact of assimilating data in each case.

There is an expectation that at the beginning of the model time (i.e. t = 0), both
the baseline and the filter will have approximately no error; this is because in both
cases, the models are exact copies of the ground truth model. Consequently, at t = 0,
all agents are at the same entrance gates in the ground truth model, the baseline model
and the filter model. A similar scenario should be encountered when the model has
finished running. The model finishes running under the condition that all agents have
reached their pre-allocated destinations; when this occurs, all agents will once again
be at the same exit gates in the ground truth model, the baseline model and the filter
model.

The expectation is, therefore, that there will be some differences between the three
models in how the agents traverse the station concourse from their respective entrances
to the their respective exits. The baseline model will receive no updates with regards to
the ground truth between starting and finishing. The filter model, on the other hand,
will receive information on a periodic basis with the period provided in Table 5.3.
This information will be provided in the form of observations of individual agent x-y
locations for each individual agent. An observation of the ith agent’s location, yi, is
produced by adding unbiased normally distributed random noise to the location of the
agent taken from the ground-truth model:

yi = xi + N(0, σ2) (5.3)
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Parameter Value

Population size 100
Number of entrances 3
Number of exits 2
Environment height 100
Environment width 200

Table 5.2: Table of model parameters.

Parameter Value

Ensemble size 20
Assimilation period 20
Observation error standard deviation 1.0

Table 5.3: Table of filter parameters.

5.1.3 Exploring the Impact of Filter Parameters

Having established that the inclusion of the EnKF in the modelling process improves
the accuracy with which the model simulates the system in Section 5.1.2, this section
seeks to explore the extent to which different filter parameters impact the performance
of the filter. The filter parameters to be considered are:

• Ensemble size: the number of model copies maintained by the EnKF.

• Observational uncertainty: the standard deviation of the random noise used to
produce the observations from the ground-truth.

• Assimilation period: The number of model time-steps between each consecutive
incorporation of data into the model by the EnKF.

When considering the scale of the observation uncertainty used here, it is compar-
able to the scale of the side-steps taken by the agents to avoid other pedestrians; in
both cases, the deviations introduced are drawn from unbiased normal distributions
with standard deviation of 1.0. When comparing this to the scale of the environment
in Table 5.2, we can see that the majority of the deviations introduced by both the
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side-stepping mechanism and by the observation noise are on the order of magnitude
of 1% of the environment height.

In order to explore this parameter space, the model will be run in conjunction with
the filter for a range of values for each parameter outline in Table 5.4. This table
details the range of values used for the ensemble size, assimilation period and standard
deviation of the observation error used in the filter. The values used for the ensemble
size and assimilation period (i.e. [2, 5, 10, 20, 50]) have been chosen to allow us to explore
how the efficacy of the filter is impacted by the scale of these parameters. The values
for the standard deviation of the observation error, on the other hand, vary linearly in
steps of 0.5 from 0.5 to 2.5 (inclusive) to allow us to explore how the efficacy of the
filter is impacted by linear changes in the standard deviation.

Given the parameter values outlined in this table, there are 125 combinations. For
each combination, the system is run 10 times to produce a reliable average value. Each
of the 10 instances of the filter being run with a specific parameter combination are
independent, and as such do not share the same ground truths; this aims to ensure that
the results that are produced are not specific to a single ground truth, but are instead
generalisable. Exploring the parameter space in this manner allows for results to be
viewed in two manners:

1. Exploring the variation of error with a single filter parameter whilst holding the
other two filter parameters constant. In the case of exploring the impact of the
variation of ensemble size, this would involve exploring the variation of error with
ensemble size for constant values of observational uncertainty and assimilation
period. The output of this analysis is a series of box plots for each value of
ensemble size showing the distribution of error over the filter instances. This
is similar to an approach undertaken by Malleson et al. (2020) who explore the
impact of assimilation period.

2. Exploring the variation of error with two filter parameters whilst hold one fil-
ter parameter constant. This would allow for the exploration of the trade-off
between two parameters. In the case of exploring the impact of the variation
of ensemble size and observational uncertainty, this would involve exploring the
variation of error with ensemble size and observational uncertainty for a constant
value of assimilation period. The output of this analysis is a heatmap in which
the x-y location would indicate the combination of ensemble size and observa-
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Parameter Value

Ensemble size [2, 5, 10, 20, 50]
Assimilation period [2, 5, 10, 20, 50]
Observation error standard deviation [0.5, 1.0, 1.5, 2.0, 2.5]

Table 5.4: Table of filter parameter ranges

tional uncertainty, and the colour would indicate the error averaged over all filter
instances for that parameter combination. This is also similar to an approach un-
dertaken by Malleson et al. (2020) who explored the trade-off between the number
of particles used in a Particle Filter and the model population size.

5.2 Results

This section aims to outline the results arising from the experiments outlined above.
These experiments consist of developing a baseline against which to compare subsequent
results, showing that an initial implementation of the Ensemble Kalman Filter is effect-
ive in improving the accuracy with which the model simulates the system and exploring
the impact of different model and filter parameters on filter efficacy.

5.2.1 Developing a Model Baseline

This section seeks to outline the results of the process of establishing a model baseline
as described in Section 5.1.1. This is achieved by setting up a single instance of the toy
model which acts as a ground truth against which to compare. An ensemble of copies
of the ground truth model are then created. The production of the ensemble involves
copying all facets of the model and its agents. Consequently, each of the agents in
the ensemble-member models has the same entrance gate, exit gate and speeds as the
corresponding agents in the ground truth model.

The output of the ensemble of models consists of the average position of each agent
in the system taken over the ensemble. In this case, the ensemble consists of 100
models. The result of this process is a time-series of the average error per agent, where
agent error is taken as the distance between the agent position given by the average of
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the ensemble and the position of the agent in the ground truth system (as defined in
Section 5.1.1). This time-series is shown in Figure 5.2.

When considering this figure, there are a number of points to consider. At the outset
of the model (i.e at t = 0), the average error per agent is 0. This is a consequence of
each of the ensemble member models being a copy of the ground state model — at
t = 0, the location of each agent in each of the ensemble member models is the same
as it is in the ground truth model.

This is somewhat mirrored by a very low average error per agent at the end of the
model. This is, again, a consequence of each of the ensemble member models being
a copy of the ground truth model — each agent is assigned the same exit gate (and
consequently the same destination location) in the ensemble member models as they are
in the ground truth model. The error at the end of the model run is not, however, 0 as
it is at the outset of the model. This is a result of the way in which agent deactivations
are handled in the model — agents are not deactivated when they reach the exact
location of their exit gate but instead are deactivated when they are within a certain
radius of this target destination.
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Figure 5.1: Variation in number of inter-agent collisions with population size.

Between these two points in time, there is an increase in the average error per agent.
At the beginning of the modelling process, each of the agent reside at their respective
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(d) Ensemble size = 100

Figure 5.2: Toy model benchmarking — variation in average error per agent with model
time.

entrance gates, and as model time steps forward, agents begin to enter the system
through their gates. Given that each of the ensemble member models are copies of the
ground truth model, and that the motion of the agents in this model is largely linear, we
might expect that the average error per agent would remain low over the course of the
model run. This is not, however, the case. This is a result of inter-agent interactions,
i.e. collisions between agent. Such collisions occur when an agent proceeds towards its
target destination and are obstructed by another agent in-front of them. When such a
situation arises, the moving agent attempts to side-step to avoid a collision; this side-
step is modelled as a random process, introducing stochasticity into the model. When
these random side-steps occur, models diverge from each other and from the ground
truth model, and consequently the average error per agent increases. The number of
collisions that occur in a model run are a function of the size of the population running
through the model environment. Figure 5.1 shows that as the number of pedestrian
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agents in the model increases, the number of collisions that occur over the course of
the model run increases.

As model time is stepped forward, more agent enter the system, and therefore there
are more collisions. Over the course of the model run, there is some variability in the
model error which is reflected in the oscillations in the error shown in Figure 5.2. These
oscillations reflect sudden increases and decreases in the error. Each increase pertains
to a side-step which introduces an error relative to the ground truth, with decreases
reflecting the agents returning to their original path towards their destination. In
Figures 5.2a, 5.2b, 5.2c and 5.2d, we see how the evolution of average error per agent
varies with the ensemble size, i.e. the number of models in the ensemble. In comparing
these figures, we see that whilst there is some are some differences in how the error
evolves, much of the behaviour remains unchanged by the changes in ensemble size: the
initial error is still 0, the final error is still a low non-zero value and the is an increase
in average error per agent in-between with a lot of variability.

It should be noted that each of the subfigures in Figure 5.2 pertain to experiments
which make use of their own respective ground truth, i.e. each of the experiments
in the subfigures has a different ground truth. As a result, whilst the overarching
error trajectories from the start until the end are similar, we find that there are some
differences. Furthermore, given the non-zero size of the side-steps taken by the agents,
the errors have a lower-bound as the experiments proceed; consequently, we find that
an increase in the ensemble size results in little improvement in the error.

Figure 5.3 is provided to illustrate the nature of the side-step behaviour. In this
figure, we plot the trajectories of 3 agents traversing the environment (in a simulation of
100 agents). The figure shows the difference between an agent that is able to traverse the
environment from its entrance to its exit without interacting with other agents (Agent
1) and agents that have interacted with other agents during their journey across the
environment (Agents 0 and 2). In the latter case, we observed the agents side-stepping
perpendicular to their direction of travel.

5.2.2 Initial Implementation of the Ensemble Kalman Filter

This sections seeks to outline the results of the initial implementation of the EnKF.
Having established a baseline level of performance for the model in simulating the
synthetic system, we can now compare this against the performance of the model in
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Figure 5.3: Trajectories of agents passing traversing the environment. Contains a
sample of 3 agents from a simulation containing 100 agents. Points indicating starting
location for each agent.

combination with the filter. This is approached with a single set of model and filter
parameters (Tables 5.2 and 5.3). Given that the previous results section shows that
the baseline performance of the model does not, to a large extent, depend on the size
of the ensemble, the same number of models is used in baseline ensemble as in the filter
ensemble.

The results for this experiment are summarised in Figures 5.4. In Figure 5.4, we
are able to compare the variation in observation error, forecast error, analysis error and
the error in the benchmark over model time. In this figure, it can be observed that the
average observation error remains approximately constant over all model time. This is
reflective of the standard deviation of the normally distributed random noise that was
added to the ground truth in order to produce the observations. Beyond this, it can
also be seen that the in each of the model errors (forecast, analysis and benchmark),
the error starts at 0 and is has a very small non-zero value at the end of the model run.
This arises for the same reasons outlined in Section 5.2.1 — at the beginning of the
model run, all models in both the filter ensemble and benchmark ensemble are copies
of the ground truth model, and given that each agent is assigned the same exit gate in
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Figure 5.4: Comparison of how model errors vary over time. vanilla reflects the
error in the mean state of the benchmarking ensemble. obs reflects the error in the
observations used at each assimilation time-step. forecast reflects the error in the
mean of state of the filter ensemble before data assimilation. analysis reflects the
error in the mean state of the filter ensemble after data assimilation.

each of the models, they each arrive at the same target destination at the end of the
model.

We can see that some of the detail found in Figure 5.2 is lost in Figure 5.4. This
results from the data being sampled at different frequencies. In the benchmarking
experiment, the figure shows data for each model time-step. In this experiment, the
figure shows data only at the assimilation time-steps.

As model time progresses, the forecast error, analysis error and benchmark error
each grow. Given that the average error per agent is calculated by dividing by the total
population size, this growth is due, in part, to the increasing number of agents that are
active and that are therefore contributing to the average error (agents that are not yet
active contribute near-zero error). The growth in error is also a consequence of more
agents entering the system, agents interacting with each other and causing agents in the
ensemble member models to choose different paths to their counterparts in the ground
truth model. This growth in error is much larger in the baseline than in the forecast
or analysis. At each assimilation time-step, observation data is assimilated into the
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models contained within the filter, correcting divergences from the ground truth model
state. In spite of the introduction of observation data, the ensemble member models
still have a tendency to diverge from the ground truth state; this is reflected by the
growths in forecast error, with the forecast error consistently exceeding the analysis
error. In each case, however, the periodic introduction of observation data improves
the accuracy of the ensemble of models in the filter.

5.2.3 Exploring the Impact of Filter Parameters

Whilst the previous experiment focussed on the comparison of forecast error, obser-
vation error and analysis error with a baseline error, this experiment seeks to focus
exclusively on the analysis error of the filter, and how it is impacted by variations in
different filter parameters. The filter parameters of interest in this case are the en-
semble size, the assimilation period and the standard deviation of the error attached
to the observations. This is achieved through two approaches: a univariate approach
in which we consider how the analysis error varies in response to changes in each of
the parameters individually, and a bivariate approach in which we consider how the
analysis error varies in response to changes in pairs of parameters.

The first of these — the univariate approach — is undertaken by considering the
results in Figures 5.5, 5.6 and 5.7. Each of these figures comprise of two subfigures.
In each of the two subfigures, the data plotted reflect are the analysis errors from
all of the 125 parameter combinations (each run 10 times), but focus on highlighting
how the analysis error changes in response to one of the three filter parameters being
explore. In Figure 5.5, the subfigures show the analysis errors vary with respect to
variations in the ensemble size, and as such contain data from all of the realisations for
the different combinations segmented by ensemble size. Similarly Figures 5.6 and 5.7
show how the analysis errors vary with respect to variations in the assimilation period
and observation noise standard deviation respectively. The first subfigure in each case
is a collection of box plots which summarise the analysis error for all time-steps in
each of the realisations. As an example, consider Figure 5.5a — the first of these
box plots shows the variation in analysis error for all time steps in all realisations for
each parameter combination which has an ensemble size of 2. The second subfigure in
each case is a collection of line plots which summarise how the analysis error analysis
error varies over time for all of the realisations. As a similar example, if we consider

101



5.2 Results

Figure 5.5b, the line labelled 2 shows how the analysis error varies over time for all of
the realisations in which the ensemble size was 2. The shaded area around each of the
lines represents the 95% confidence interval.
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(a) Box-plot of how analysis error varies with ensemble
size.
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(b) Line-plot of how analysis error varies with ensemble
size.

Figure 5.5: Plots of how analysis error varies with ensemble size.

In Figure 5.5, we see two plots pertaining to the variation of analysis error in re-
sponse to changes in the ensemble size of the filter. In this case, the assimilation period
has been fixed to 20, the population size has been fixed to 20 and the observation error
standard deviation has been fixed to 1.0. The ensemble size has been varied between 2
and 50 as per the values outlined in Table 5.4. The box-plot in Figure 5.5a shows how
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the analysis error varies with the ensemble size, with each box-plot pertaining to an
ensemble size capturing all data-points for the specific set of parameters (ensemble size,
assimilation period and observation error standard deviation). This shows that as the
ensemble size of the filter increases, the analysis errors decrease, whilst also becoming
less varied.

In order to ascertain whether the differences between the distribution of errors for
different ensemble sizes are significant some statistical testing is employed. First of all,
the collection of analysis errors for each of the ensemble sizes is tested for normality
using a Shapiro-Wilk test. For each of the ensemble sizes, the p-values are sufficiently
small that we can reject the null hypothesis of normality at the 5% confidence level,
concluding that there is sufficient evidence to suggest that the analysis errors are not
normally distributed in each case. This leads us to perform a Kruskal-Wallis test,
which indicates whether there is a significant difference in the median values of each of
the analysis error distributions. The p-value for this test is once again sufficiently low
that we may reject the null hypothesis that the median value of all distributions is the
same, indicating that there is a significant difference between the median values of the
analysis error distributions.

These differences are reflected in the line-plot in Figure 5.5b, which shows how
the analysis error varies over time for each of the ensemble sizes; the figure shows a
large difference between the analysis errors observed for an ensemble size of 2 and the
analysis errors observed for other ensemble sizes.

Similarly in Figure 5.6, we see plots pertaining to the variation of analysis error in
response to changes in the assimilation period. For these runs, the ensemble size has
been fixes to 20, the population has been fixed to 20 and the observation error standard
deviation has been fixed to 1.0. The assimilation period has been varied between 2 and
50 as per the values outlined in Table 5.4. The box-plot in Figure 5.6a shows how
the analysis error varies with assimilation period, with each box-plot pertaining to an
assimilation period capturing all of the data-points for the specific set of parameters.
This shows that as the assimilation period of the filter increases, the analysis errors
increase.

Again, in order to ascertain whether the differences between the distributions of
analysis errors for difference assimilation periods are different, some statistical testing
is employed. The analysis errors for each of the assimilation periods are tested for nor-
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(a) Box-plot of how analysis error varies with assimilation
period.

0 500 1000 1500 2000 2500
time

0.0

0.1

0.2

0.3

0.4

0.5

an
al

ys
is

assimilation_period
2
5
10
20
50

(b) Line-plot of how analysis error varies with assimila-
tion period.

Figure 5.6: Plots of how analysis error varies with assimilation period.

mality using the Shapiro-Wilk test. As with the tests run for different ensemble sizes,
the p-values returned by the tests on each of the assimilation periods are sufficiently
small that we are able to reject the null hypothesis of normality a 5% confidence level,
indicating that each of the distributions are non-normal. This leads us to perform a
Kruskal-Wallis test to explore whether there is a significant difference in the median
values of the analysis error distributions for the different assimilation periods. The
p-value for this test is once again sufficiently low that we may reject the null hypo-
thesis that the median value of all distributions is the same, indicating that there is a
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significant difference between the median values of the analysis error distributions.
These differences are reflected in the line-plot in Figure 5.6b, which shows how

the analysis error varies over time for each of the assimilation periods. The trend
observed above regarding the increase in analysis error is a direct consequence of the
increasing assimilation period — as the assimilation increases, the frequency with which
observations are integrated into the filter is reduced, allowing the models within the
filter to diverge from the ground truth state to a greater extent.
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(a) Box-plot of how analysis error varies with observation
error standard deviation.
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(b) Line-plot of how analysis error varies with observation
error standard deviation.

Figure 5.7: Plots of how analysis error varies with observation error standard deviation.

In Figure 5.7, we see plots pertaining to the variation of analysis error in response
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to changes in the standard deviation of the observational error. For these runs, each of
the ensemble size, assimilation period and population size have been fixed to 20, and
the standard deviation of the observation error has been varied linearly between 0.5 and
2.5 as per the values outlined in Table 5.4. The box-plots in Figure 5.7a show how the
analysis error varies with standard deviation, with each box-plot pertaining to standard
deviation and capturing all of the data-points for the specific set of parameters. This
shows that as the standard deviation of the observation error increases, the analysis
error increases.

Once again, we perform statistical tests to ascertain whether the differences between
the analysis error distributions for each standard deviation are significant. This begins
with testing each of the distributions for normality — in each case the p-values returned
by the Shapiro-Wilk test are sufficiently low that we may reject the null hypothesis of
normality at a 5% confidence level. We subsequently perform a Kruskal-Wallis test and
find that the p-value is sufficiently low that we can deduce that there is a significant
difference between the median values of the analysis error distributions.

These differences are reflected in the line-plot in Figure 5.7b, which shows how the
analysis error varies over time for each of the standard deviations. The trend of in-
creasing analysis error with increasing observation error standard deviation is partly
a consequence of the increasing standard deviation and partly of the way in which
the EnKF works. An increased standard deviation in the observation error indicates
a higher level of uncertainty in the observation, and consequently the noise added to
the ground truth state may be larger, pulling the agents in the model states towards
incorrect locations when observational data is introduced. Simultaneously, the EnKF
accounts for the increase in uncertainty in observation data by reducing the gain, mean-
ing that the observation data has less influence on the posterior model state; this may,
however, mean that posterior model state does not see a marked improvement over the
forecast.

Whilst the above analysis has focused on how the variation of a single filter para-
meter influences the distribution of analysis error, the following analysis with focus
on how the analysis error varies in response to changes in two parameters simultan-
eously. In order to achieve this, a certain level of data reduction is required: instead of
considering the distribution of all of the analysis errors for different parameter values,
we shall instead consider the mean analysis error for each combination of parameters,
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i.e. for each combination of ensemble size, assimilation period and observation error
standard deviation. This information is then encapsulated in the contour maps seen
in Figures 5.8, 5.9 and 5.10. These figures denote average analysis error by colour.
Contour lines on these plots indicate lines of equal analysis error. This allows us to
explore how trade-offs between two parameters may influence the performance of the
EnKF.
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Figure 5.8: Contour map of variation in analysis error with ensemble size and observa-
tion error standard deviation.

Considering Figure 5.8, the contour maps shows the variation of average analysis
error with filter ensemble size and observation error standard deviation. As has been
observed in the univariate analysis above, an increase in ensemble size results in a
reduction in the analysis error, i.e. as we move from left to right in the contour map,
we move from regions of high analysis error to areas of low analysis error. Similarly, we
can observe that an increase in the standard deviation of observation errors results in
an increase in the analysis error, i.e. as we move bottom to top in the contour map, we
move from regions of low analysis error to regions of high analysis error. This indicates
that the best scenario would be when we are able to run a filter with a large ensemble
size and low uncertainty observations, whilst the worst scenario would be running a
filter with a small ensemble size and high uncertainty observations. Beyond this, we
may use the contours to draw equivalences between different combinations of ensemble
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size and standard deviation, e.g. we might expect to observe a similar level of analysis
error between filter runs which use an ensemble size of 10 and a standard deviation of
0.5 and filter runs which use an ensemble size of 50 and a standard deviation of 1.0.
This, perhaps, emphasises the importance of high-quality observations.
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Figure 5.9: Contour map of variation in analysis error with ensemble size and assimil-
ation period.

Considering Figure 5.9, the contour map shows the variation of average analysis
error with filter ensemble size and filter assimilation period. Once again, we observe
an reduction in analysis error with increasing ensemble size and an increase in analysis
error with increasing assimilation period. This suggests that the best scenario would
be when we can run a filter with a large ensemble size and receive observations with a
high frequency, i.e a low assimilation period. Using the contours to draw equivalences
between different combinations of ensemble size and assimilation period, we can see that
running a filter with an ensemble size of just over 5 with very frequency observations (i.e.
an assimilation period of 2) may return similar analysis errors to a filter with a larger
ensemble size of 20 in conjunction with less frequent observations at an assimilation
period of 20.

Finally, we may consider Figure 5.10 which shows the variation of average analysis
error with filter assimilation period and observation error standard deviation. Here
we observe an increase in analysis error with increasing assimilation period and an
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Figure 5.10: Contour map of variation in analysis error with assimilation period and
observation error standard deviation.

increase in analysis error with observation error standard deviation. When provided
control over these two parameters, the best scenario would be to assimilate low un-
certainty observations on a frequent basis, i.e. a low assimilation period with a low
observation error standard deviation, whilst the worst scenario would be to assimilate
high uncertainty observations with low frequency. In the latter scenario, the ensemble
member models would go long spans of time without any updates from observational
data and so would be liable to diverge progressively more from the ground truth state.
When considering this trade-off, we may consider that infrequently assimilating obser-
vations with a standard deviation of 1.0 at an assimilation period of 50 may return
similar analysis errors to a case where slightly higher uncertainty observations with a
standard deviation of 1.5 are assimilated much more frequently with an assimilation
period of 10.

5.3 Concluding Remarks

This chapter has focused on the application of the EnKF to the Toy Model described
in Section 3.1 to demonstrate that such an application can be effective in improving
the accuracy with which an ABM can simulate a system. This has involved a series of
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experiments being run.
The first of these experiments sought to establish a baseline level of accuracy with

which an ensemble of models can simulate the pedestrian system without any data
being assimilated to update the models. This experiment found that at both the outset
of a simulation run and at the end, the average error per agent across the ensemble
of models was very low; this was a result of the fact that each of the models in the
ensemble was a copy of the model which represented the ground truth. Consequently,
each of the agents in the ensemble of models had the same origin and destination as their
corresponding agent in the ground truth model. Between these two times, there was a
growth in error as agents enter the system, interacting with each other. Furthermore,
it was found that this patten was not greatly impacted by the ensemble size.

The next of the experiments demonstrated the initial implementation of the EnKF
in conjunction with the Toy Model. This showed that the introduction of the EnKF
successfully improved the accuracy with which the ensemble of models could simulate
the system. Both the forecast and analysis errors observed in this experiment were an
improvement on the benchmarking ensemble error, as well as the observation error.

The final experiment in chapter focused on the impact of different filter parameters
on filter performance; in particular, it focused on the impact of filter ensemble size,
the number of time-steps between consecutive observations being assimilated into the
ensemble, i.e. the assimilation period, and the standard deviation of the noise attached
to the observations. This was split into an analysis of how each of the parameters
contribute to filter error in isolation, and an analysis of the trade-off between pairs of
parameters. In the first part, it was found that:

• As ensemble size increases, average analysis error decreases;

• As assimilation period increases, average analysis error increases;

• As standard deviation of observation noise increases, analysis error increases.

In the second part, it was found that the decline in filter performance associated with
increasing assimilation period and standard deviation of observation noise could be
offset by increases in the size of the filter ensemble. An advantage of the way in
which this analysis was undertaken is that the repeated realisations pertaining to each
combination of filter parameters were independent and as such it was ensured that the
results were not specific to an individual realisation but instead were more general.
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5.3 Concluding Remarks

Having established that the Ensemble Kalman Filter can be applied to an Agent-
Based Model of pedestrian motion in this chapter, the next chapters seeks to expand
upon this by applying the filter to the StationSim GCS model — a model which is
founded on observations of pedestrians crossing the main concourse at Grand Central
Station in New York.
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Chapter 6

Data Assimilation for Location Estimation:
StationSim GCS
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In the previous chapter, preliminary results were shown which indicated that the En-
semble Kalman Filter (EnKF) could be implemented in conjunction with an Agent-
Based Model of pedestrian motion, and was effective in improving the accuracy with
which the model simulated a system. The data assimilation scheme was tested for a
range of different filter parameter values, and it was found that improvements in filter
performance resulted from increases in the ensemble size, reductions in the standard
deviation of the observation error and reductions in the number of time-steps between
successive attempts to assimilate observational data into the system.

Whilst the data assimilation scheme was shown to be effective in improving the
accuracy with which the model simulated the system, it should be noted that the
model itself was limited in a number of ways:

• Linear Movement: The manner in which agents moved through the system
was largely linear; we would typically expect to observe some pedestrians making
deviations in their trajectories.

• Agent Interactions: Agents moved along trajectories which were, more often
than not, almost parallel to other agents, limiting the types of pedestrian in-
teractions that might occur; we would expect to observe pedestrians interacting
through parallel, anti-parallel and perpendicular motion.

• Separation of Entrances and Exits: When considering the model used in the
previous chapter, it should be noted that each of the gates on the left-hand side of
the environment were used exclusively as entrances by the pedestrian agents, and
the gates on right-hand side of the environment were used exclusively as exits;
such a discrete segregation of function may occur in some scenarios, but is not
representative of all pedestrian systems, with many pedestrian systems including
co-located entrance/exit points.

• Interactions with Environmental Obstacles: The model used in the previous
chapter did not contain any form of obstacles for the agents to interact with;
whilst not an integral part of an Agent-Based Model of pedestrian motion, it
is not unusual to observe stationary obstacles in urban environments in which
pedestrians gather.

This is not representative of the majority of pedestrians systems that we would like to
model. This chapter, therefore, seeks to apply the EnKF to a more realistic Agent-
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Based Model of pedestrian motion. The EnKF is applied to the StationSim GCS model
which seeks to model the motion of pedestrian in the concourse of Grand Central Station
in New York (this model is documented in Chapter 3). The aim of this chapter is to
show that the implementation of the Ensemble Kalman Filter to a more realistic model
of pedestrian motion can still be effective in improving the accuracy with which the
model simulates the system. This is achieved through a series of experiment outlined
in Section 6.1. As in the previous chapter, this starts with a benchmarking experiment
which establishes the baseline level of error to be expected when using an ensemble
of StationSim GCS models alone to simulate the system. This is then followed by
experiments which seek to show that, just as with the Toy Model in Chapter 5, the
EnKF is effective in improving the accuracy with which we can simulate a pedestrian
system — in this case, the motion of pedestrians around the concourse at Grand Central
Station in New York. This is achieved by running multiple instances of the EnKF in
conjunction with the Grand Central Station Model multiple times for the same set of
model and filter parameters, and observing how the error across the ensemble of filters
varies over time in comparison to the corresponding benchmarking models.

6.1 Experimental Design

In this section, the experiments run using StationSim GCS in conjunction with the
EnKF are outlined1. These experiments are visually outlined in Figure 6.1.

The initial experiment seeks to establish a benchmark against which to compare
subsequent implementations of the EnKF. This is achieved by running an ensemble
of models, each initialised as duplicates of a base model which is used to generate
pseudo-truth values for the system state. This is shown in Figure 6.1a.

The second experiment seeks to explore how the accuracy with which individual
models within an ensemble Kalman Filter varies across the ensemble. This is achieved
by running a single EnKF which maintains a benchmarking ensemble of models which
provides a baseline against which to compare results, along with and ensemble of models
which are periodically updated by the EnKF assimilation process. These member
models are updated using synthetic observation data generated from the pseudo-truth

1The experiments run for this chapter can be found in the notebooks found in
Projects/ABM DA/experiments/enkf experiments/results 2/notebooks/ in the dust repository
archive
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6.1 Experimental Design

states from the base model. In such a situation, we are able to compare the average
error per agent in each of the ensemble member models at each assimilation time-step.
This is shown in Figure 6.1b.

The final experiment in this chapter looks to take this exploration a step further,
seeking to capture the variation in error at an ensemble level. This involves running a
collection of EnKF for the same set of model and filter parameters, and in each case
gathering data regarding the variation in the error in the ensemble mean state over
time, comparing this with the variation in the corresponding collection of benchmark
errors. This is shown in Figure 6.1c.
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Benchmarking Model

1Benchmarking Model
1Benchmarking Model

1

(a) Experiment 1: Benchmarking

Base Model

Benchmarking Model
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(c) Experiment 3: Implementing the En-
semble Kalman Filter

Figure 6.1: Graphical outline of experiments.

In these figures, we see that each filter has a base model associated with it which
is used to represent the ground truth of the system in question (as alluded to in the
previous Chapter). From a computational perspective, each of these filters can be
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thought as “containing” the respective base model1. In practicality, the ground truth
of a system is not known and therefore a filter would be expected to function without a
base model. The purpose of the base model for these experiments is simply to provide
a state against which to compare the performance of filters.

6.1.1 Developing a Model Baseline

The initial experiment to be performed is to develop a model baseline, establishing the
effectiveness of StationSim GCS in modelling a system in the absence of any information
whilst running. This is approached in a similar fashion to that outlined for the Toy
Model in Section 5.1.1.

In order to evaluate the performance of a model, we once again consider the distance
between the position of an agent estimated by the benchmarking ensemble of models
and the position of the corresponding agent in the base model, di:

di =

|x̂i − xi| if ith agent is active;

0 otherwise,
(6.1)

where x̂i is the x-y position of the ith agent estimated by the benchmarking ensemble
of models and xi is the x-y position of the ith agent in the ground state system, i.e.
the base model. This expression for the distance between an agent’s position in the
base model state and in the filter ensemble mean state is conditioned on whether the
agent is active or not — in the case of inactive agents, the distance is assigned as 0.
As noted in Chapter 3, an agent is deemed to be active from the time that it enters
the environment until the time that it exits the environment, and is otherwise inactive;
this is to say that an agent is inactive until the time that it leaves its entrance gate and
after it has reached its exit gate.

An agent can be deemed to be active based on one of two sets of information:

1. Information regarding whether it is active in the base model, i.e. in the pseudo-
ground truth.

2. Information regarding whether it is active in the estimating ensemble.
1Given that the filter has been coded in an object-oriented manner to produce an

EnsembleKalmanFilter class, the base model to which a filter pertains is considered a class attrib-
ute. This can be observed in Projects/ABM DA/stationsim/ensemble kalman filter.py.
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For the purpose of this set of investigations, whether or not an agent is active will be
gauged based on information from the estimating ensemble. The justification for this
choice is that in scenarios in which we did not have access to the ground truth, we
would not have access to a base model. It is, therefore, more reasonable to based our
assessment of an agent’s status on information that would be available in the form of
the ensemble of models. In this investigation, an agent is considered active if its most
common (i.e. modal) status across the ensemble is active.

As an example, consider an ensemble of 5 models, with each model containing 1
agent. Recall from Chapter 3 that an agent status of 0 represents an agent that has not
yet been activated, an agent status of 1 represents an agent that is active in the system,
and an agent status of 2 represents an agent that has completed its journey across the
environment and has been deactivated. If we were to have the following vector of agent
statuses, s, across the ensemble of models:

s = [0, 1, 0, 1, 1] ,

we would see that the agent was yet to be activated in 2
5 of the ensemble member

models, and was active in 3
5 of the ensemble member models. We would, therefore,

conclude that most common status was 1, and that the agent was active. If, however,
we were to have the following vector of agent statuses:

s = [2, 2, 1, 2, 2] ,

we would see that the agent has completed its journey and been deactivated in 4
5 of the

ensemble member models, and was still active in 1
5 of the ensemble member models.

We would, therefore, conclude that the most common status was 2, and that the agent
was not active.

When considering active agents, we can define the calculation of distance as:

di =
√

(x̂i − xi)2 + (ŷi − yi)2, (6.2)

where x̂i is the x-position of the ith agent estimated by the model, ŷi is the y-position
of the ith agent estimated by the model, xi is the x-position of the ith agent in the
base model and xi is the x-position of the ith agent in the base model.

We can, therefore, calculate the distance, di, for each agent. To gain an idea of the
error across the whole system, we calculate the average distance over all active agents
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in the system, d̄:

d̄ = 1
N

N∑
i=1

di, (6.3)

where N is the number of active agents. This average distance, d̄, can then be used to
measure the error in an ensemble of models given the ensemble mean state for a given
time-step and the base model state at the same time-step.

Given this measure of error, we can, therefore, explore how the accuracy with which
the StationSim GCS model varies over time using the following steps:

1. Create an instance of the model to be considered the base model which provides
pseudo-truth states of the pedestrian system.

2. Create an ensemble of 100 models, each of which is a copy of the base model; this
means that each of the duplicates in the ensemble contain the same information
regarding which exits each of the agents will enter and exit through, as well as
at what time they will be activated within the model. These models, however,
are liable to diverge from the base model due to the collisions that occur between
pedestrian agents.

3. Iterate each of the base model and the ensemble of models forward for each
time-step. At each time-step, calculate average model state for each agent in the
system population, and calculate the average error per agent between this average
model state and the pseudo-truth state generated from the base model for this
time-step.

In following these steps, we create a base model which is used to generate a ground truth
and an ensemble of models from which we can obtain the average behaviour behaviour
by averaging across the ensemble. The accuracy with which this average behaviour
simulates the ground truth generated by the base model is assessed by considering
the error between the base model and the average of the ensemble. This is applied
to ensembles with increasing population sizes (as per Table 6.1) to explore how this
behaviour varies with population size.

Having followed these steps to collect data regarding how the error of an ensemble
of models varies over time without any observations being assimilated, we can then
plot this as a time-series. We expect that, whilst the initial error in the benchmarking
ensemble will be low by virtue of the ensemble-member models being copies of the
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Parameter Value

Population size [10, 20, 50, 100]
Ensemble size 100
Number of entrances 11
Number of exits 11
Environment height 700
Environment width 740

Table 6.1: Table of model parameters used for estimating the baseline level of error.

base model, this error will grow rapidly as agents enter the environment. As a growing
number of agents are present in the system, the chance of inter-agent interactions
occurring increases, and as such so does the chance that the ensemble mean state diverge
from the base model state. With no observations being assimilated into the ensemble
of models, these divergences go uncorrected. Consequently, we expect to observe an
increase in the benchmarking error. As the ensemble of models near completion, i.e.
a state where all of the agents in the ensemble member models have finished their
journeys and are deactivated, we expect to see the average error per agent to fall,
nearing 0. As with the expectation that the initial average error per agent is low, this
would be a consequence of each of the ensemble member models being a copy of the
base model, and therefore each of the agents in these member models having the same
target destination as the corresponding agent in the base model.

6.1.2 Exploring Ensemble Member Models

After having established a benchmark for the accuracy with which the StationSim GCS

model can simulate the trajectories of pedestrians moving around the concourse of
Grand Central Station in New York, the next experiment aims to explore the variation
amongst the models within the ensemble of an EnKF whilst observations are being
assimilated into the ensemble. In order to achieve this, distances are calculated not
between the ensemble mean state and the base model state, but between each of the
ensemble member model states and the base model state. If we consider dij to represent
the distance error of the jth model’s state for the ith agent compared to the ith agent
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in the base model, this can be calculated as follows:

dij =

|x̂ij − xi| if ith agent is active;

0 otherwise,
(6.4)

where x̂ij is the x-y position of the ith agent in the jth model and xi is the x-y position
of the ith agent in the ground state system, i.e. the base model; whether or not an
agent is active is dictated by the modal agent activity across the ensemble of models.
Given this expression, we can calculate the mean error per agent for each ensemble
member model, d̄j , at a given time-step:

d̄j = 1
N

N∑
i=1

dij , (6.5)

where N is the number of active agents based on the modal agent activities across the
ensemble.

Based on this, we can construct a vector containing all of the mean errors per agent
for each of the ensemble member models:

d̄ =
[
d̄1, . . . , d̄M

]
(6.6)

=
[
d̄j

]
, ∀j ∈ (1, M), (6.7)

where M is the ensemble size. A vector of average errors per agent for each ensemble
member models can then be calculated for each time-step.

Based on this error calculation process, we can explore the variation of error across
the ensemble using the following steps:

1. Create an EnKF with a population size of 20 pedestrians, containing a base
model and an ensemble of 20 duplicates (given that marginal improvements in
performance of increasing from 20 to 50 ensemble-member models in the previous
chapter was not substantial, and to reduce computational cost) of the base model.
The base model provides pseudo-truth states of the pedestrian system. As with
the ensemble of models in the benchmarking experiment, the ensemble in this
case inherits information regarding which gates each of the agents enter and exit
through, and at what time they are activated.

2. Iterate each of the base model and ensemble of models forward for each time-step.
If the time-step is an assimilation time-step, i.e. a time-step in which synthetic
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data are produced from the base model, the ensemble of models are updated using
the update procedure outlined in Chatper 4. Assimilation time-steps occur with a
fixed period of 20 time-steps between data assimilation updates — between data
assimilation updates, filter time-steps consist only of using the model to predict
the system state at the next time-step. At each assimilation time-step, errors are
calculated between the following pairs:

• The base model state and each of the ensemble member models after updat-
ing with observations.

• The base model state and the mean state of the ensemble of models after
updating with observations.

• The base model state and the mean state of the benchmarking ensemble (i.e.
the baseline error).

Having collected data regarding how each of these three types of error vary over
time, we can then plot the as time-series and compare them. It is expected that over the
course of the ensemble run, the error in the ensemble mean state, the benchmarking
ensemble mean state and each of the ensemble member models will be low at the
beginning and end of the ensemble run, with increases in error in-between; in each
case, agents in ensemble member models will enter the system and exit the system at
the same locations as in the base model as each of the ensemble member models are
copies of the base model, and error grow in-between as larger proportions of the agent
population enter the system, interacting with each and causing their respective models
states to diverge from the base model.

Whist it is expected that each of these errors will follow this pattern, it is expec-
ted that the growth in error between ensemble start and finish will be greater in the
benchmarking ensemble mean state than in the filter ensemble mean state. This is
because, whilst each of the member models of each of the ensembles are copies of the
base model and so have their agents starting and finishing at the same locations, the
benchmarking ensemble models will not benefit from the assimilation of observations,
and consequently when the locations of agents in these models diverge from those in the
base model, they will continue uncorrected whilst the corresponding agents in the filter
ensemble models will be perturbed by the observations derived from the base model.

It is expected that whilst the error time-series for each of the ensemble member
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models will follow a similar pattern to the benchmarking ensemble mean and the filter
ensemble mean, there will be some variation across the models, with some models
incurring consistently larger errors than the filter ensemble mean and others incurring
smaller errors than the filter ensemble mean. We expect, however, that the error for
the filter ensemble mean will always lie within the range of the errors for the ensemble
member models.

6.1.3 Implementing the Ensemble Kalman Filter

The experiments described in the previous section will show that, as expected, the error
in the ensemble mean state accurately reflects the variation in error over time, and that
it does not differ greatly from the error in each of the ensemble member models. On
this basis, this experiment focusses on comparing the variation in the ensemble mean
state error over time with the error in the benchmarking ensemble as well as with
the error in the observations of the pedestrians’ locations on the station concourse;
this considers both the ensemble mean state before and after assimilating observations,
i.e. the forecast error and the analysis error. The experiment will make use of the
parameters outlined in Table 6.2.

Once again, we calculate errors as the distance between the ‘estimated’ agent loca-
tion and the agent’s location in the pseudo-truth base model:

di =

|x̂i − xi| if ith agent is active;

0 otherwise,
(6.8)

where x̂i is the estimated x-y position of the ith agent and xi is the x-y position of the
ith agent in the base model. Note that in this case, an ‘estimate’ of an agent’s location
can be either the location given by the forecast ensemble mean state, the analysis
ensemble mean state, the location given by the benchmark ensemble mean state or the
observed location — in each case the distance is calculated in the same manner. As
previously, this distance depends on whether an agent is active — in the case of agents
for which the modal activity is active across the filter ensemble, the distance is given
by the expression in Equation 6.2, otherwise the distance is given as 0.

Consequently, an average error in each of the four state estimates across all pedes-
trians can also be calculated in the same manner:

d̄ = 1
N

N∑
i=1

di, (6.9)
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Parameter Value

Population size 20
Ensemble size 100
Assimilation period 20
Observation noise standard deviation 1.0

Table 6.2: Table of filter parameters used for the EnKF.

where N is the number of active pedestrians in the system (with active agents again
being defined as those for which the modal activity is active across the ensemble).

Based on this error calculation process, we can explore the variation of error across
the ensemble using the following steps:

1. Create an EnKF containing a base model and an ensemble of 20 duplicates of
the base model. The base model provides pseudo-truth states of the pedestrian
system. As with the ensemble of models in the benchmarking experiment, the
ensemble in this case inherits information regarding which gates each of the agents
enter and exit through, and at what time they are activated.

2. Iterate each of the base model and ensemble of models forward for each time-step.
If the time-step is an assimilation time-step, i.e. a time-step in which synthetic
data are produced from the base model, the ensemble of models are updated using
the update procedure outlined in Chatper 4. Assimilation time-steps occur with a
fixed period of 20 time-steps between data assimilation updates — between data
assimilation updates, filter time-steps consist only of using the model to predict
the system state at the next time-step. At each assimilation time-step, errors are
calculated between the following pairs:

• The base model state and the ensemble mean state before updating with
observations (i.e. the prior error).

• The base model state and the ensemble mean state after updating with
observations (i.e. the posterior error).

• The base model state and the observations provided to the ensemble for
updating (i.e. the observation error).

123



6.1 Experimental Design

• The base model state and the mean state of the benchmarking ensemble (i.e.
the baseline error).

This process is repeated 20 times for the same model and filter parameter values.
Having collected the aforementioned information over the course of the ensemble run, we
can then plot them as time-series and compare how they evolve. Given the repetitions
of the experiment process, the information can be summarised in the time-series plot
using the median error at each assimilation time-step (across the repetitions) along
with confidence intervals.

As previously, we wish to explore the variations in errors in two manners: how
each type of error varies over time and how the different types of error compare with
each other. Having run the previous experiment (and the benchmarking experiment),
we expect that error in the benchmarking ensemble will evolve as observed previously.
The filter ensemble mean error per agent considered in the previous experiment pertains
to the analysis error considered in this experiment, and as such, we expect that the
analysis error will evolve as observed in the previous experiment. Just as in the previous
experiment, the analysis error is expected to be lower than the benchmark error due
to the assimilation of data into the ensemble of models.

The forecast error in this experiment represents the filter ensemble mean error
per agent prior to the ensemble member model states being updated with synthetic
data from the pseudo ground truth base model state; consequently, it is expected to
evolve in a similar manner to the analysis error, although it expected to be higher; the
updating of ensemble member model states based on synthetic observations is expected
to be mostly corrective — i.e. it should reduce the average error per agent at each
assimilation time-step with respect to the base model state.

The average observation error per agent is expected to be close to constant over the
course of the filter run. This is to due the way in which observations are produced —
they are derived from the base model state by adding unbiased normally distributed
random noise with a constant standard deviation, and therefore the error should match
this standard deviation. However, due to the finite population over which these errors
are averaged, this error will experience some variations. Furthermore, as the filter nears
completion, the number of active members of the population will decrease, and as such
the number of agents over which the error is averaged will fall meaning that the average
observation error per agent may experience larger fluctuations.
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6.2 Results

6.2.1 Developing a Model Baseline

Having run the experiment outlined in Section 6.1.1, the results have been plotted in
Figure 6.2. This figure contains a series of subfigures showing the variation in error in
a benchmarking model for a series of different population sizes; Figure 6.2a shows the
evolution of average error per agent for a population of 10 agents, Figure 6.2b for 20
agents, Figure 6.2c for 50 agents and Figure 6.2d for 100 agents.
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(a) 10 agents

0 500 1000 1500 2000 2500 3000 3500 4000
Time

0

5

10

15

20

25

30

35

M
ea

n 
di

st
an

ce
 e

rro
r p

er
 a

ge
nt

(b) 20 agents
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(c) 50 agents
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(d) 100 agents

Figure 6.2: Variation in average error per agent with model time for different population
sizes.

Each of the time-series follows a similar trajectory, with the initial error per agent
being very low (near 0), but rising sharply as agents start to enter the environment
through their respective entrance gates. For each of the population sizes, this er-
ror peaks at approximately 40 within the first 500 time-steps before declining and
approaching 0 as the ensemble of benchmarking models approach completion. This
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common peak in error is likely a consequence of the activation rate parameter of the
model — this parameter controls the rate at which agents enter the environment. This
means that there is an upper limit to how many agents may attempt to enter the envir-
onment in any given time-step. In order to contextualise the scale of the average errors
seen for each population size, we should consider two sets of measurements against
which to compare. The first of these is the scale of the environment — the height and
width of the environment can be found in Table 6.1. In comparison to the scale of the
environment, the errors found in this chapter are much large than those found in the
previous chapter; in this chapter, the peak of the benchmark errors is approximately
40/700 ≈ 5.7% of the scale of the environment, whilst in previous chapter the peak of
the benchmark errors was approximately 1/100 ≈ 1%. When considering the scale of
the sidestepping motion in this model — 7 in comparison to 1 in the previous chapter
— we observe that the peak error has grown disproportionately. Within the model,
error is largely attributed to two factors — variations in the location along a gate at
which an agent enters and agent-agent interactions. At lower agent population sizes,
the latter is likely to contribute less towards the error with fewer interactions occurring
(as illustrated in Figure 6.3a). We may attribute the increased peak of the average
error to the introduction of a greater degree of uncertainty in origin and destination in
comparison to those in the previous chapter, and to the more diverse types of interac-
tions (including interactions between agents and environmental obstacles) which may
result in an increase in the level of the average error.

When considering the number of agent-agent collisions that occur based on the
population size in Figure 6.3a, we observe that the number of collisions increases as
the number of agents in the system increases. We may, therefore, expect that the error
contributed by inter-agent collisions would increase as the population size increases.
When calculating errors, however, we perform calculations on a per-agent basis. It is,
therefore, more useful to consider the average number of collisions per agent instead;
when we consider Figure 6.3b, we see that increases in population size lead to only
a small increase in the average number of collisions per agent as the population size
increases. This is, once again, likely a consequence of the activation rate which means
that only a certain number of pedestrians are present in the environment at any given
time. This means that, when consider the average error per agent, the error contribution
of agent-agent collisions does not increase much as the population size increases.
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(b) Number of collisions normalised by population size.

Figure 6.3: Variation in number of collisions over course of filter run with population
size.
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Whilst the trajectories followed by each of these time-series may be similar, the
time at which each of the ensembles reaches completion changes. As the population size
increases, the time taken to reach completion also increases. This is also a consequence
of the constant activation rate which means that the rate at which pedestrians are
introduced into the environment is fixed.
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Figure 6.4: Trajectories of agents passing traversing the environment. Contains a
sample of 5 agents from a simulation containing 100 agents. Points indicating starting
location for each agent.

Considering Figure 6.4, we can see the way in which agents engage in the side-
stepping behaviour in this new environment. As in the previous chapter, we see the
pedestrians engaging in the side-stepping behaviour to avoid other agents (e.g. the
trajectory of Agent 2). Comparing this to Figure 5.3 in the previous chapter, we find
the inclusion of a new behaviour: side-stepping to avoid the central information desk
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obstacle (see Agent 1). This results in a much larger deviation from the direct path
between an agent’s entrance and exit points.

Having established a benchmark for the average error per agent resulting from
running an ensemble of models without the assistance of data assimilation, the next
experiment goes on to explore how error varies within an ensemble of models when data
is assimilated, and compares this against a benchmarking ensemble of the same size.

6.2.2 Exploring Ensemble Member Models

Having run the experiment outlined in Section 6.1.2, the results have been plotted
in Figures 6.6 and 6.7. This experiment consists of running a filter consisting of an
ensemble of models and a benchmarking ensemble of models, allowing us to compare
the performance of the filter ensemble against the benchmarking ensemble, as well as
comparing the distribution of errors between the different filter ensemble models.

Prior to exploring the results displayed in each of these figures, we can discuss
the results of the benchmarking ensemble, and how this compares to the variation
in analysis error across the ensemble. As in the case of the results of the previous
experiment, it is seen in Figure 6.5 that the benchmarking error is large, particularly
when considered in comparison to the average error per agent calculated from the filter
ensemble mean state. Similarly to the previous experiment, the benchmarking error is
high at beginning of the experiment, declining over the course of the filter run. When
comparing the benchmarking error in this experiment to the benchmarking error in
the previous experiment, however, it can be seen that the benchmarking error in the
experiment oscillates much more as it declines towards 0 at the end of the filter run.
This is a result of the comparatively smaller ensemble size used for the benchmarking
ensemble in this experiment — in this experiment, an ensemble of 20 models was used
for the benchmarking ensemble whereas an ensemble of 100 models was used for the
benchmarking ensemble in the previous experiment. Furthermore, as in the previous
chapter, we may observe the impact of different frequencies with which data has been
sampled; in the previous experiment data is sampled at every time-step and as such
we have a relatively smooth line, whereas in this experiment the data are sampled at
every assimilation time-step and so we find noticeable jumps between sequential data
points. When comparing the average error in the benchmarking ensemble against the
average error in the filter ensemble mean state, the filter ensemble mean shows a much
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Figure 6.5: Line plot of the average error per agent based on the mean state of the
benchmarking ensemble and the mean state of the filter ensemble.
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lower error; consequently, the benchmarking error will be omitted in subsequent figures
for this experiment.
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Figure 6.6: Line plot of average error per agent based on each ensemble member model.

After having explored the way in which the average error of the benchmarking
ensemble compares against the average error per agent in the filter ensemble mean
state, we can explore how the average error per agent varies across the filter ensemble
member models and how this compares to the ensemble mean state; this is shown in
Figures 6.6 and 6.7.

In Figure 6.6, the average error per agent is plotted for each individual ensemble
member model as well the average error per agent for the ensemble mean state (plotted
in bold black). In this figure, we can see that the variations in error in the individual
models largely mirror those seen in the ensemble mean state error. The error in the
ensemble mean state, however, appears to typically be lower than the errors in the
majority of the individual models. This is further supported by Figure 6.7 which also
compares the error in the ensemble mean state against the error in the individual
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Figure 6.7: Line plot of average error per agent based on each ensemble member model,
with confidence intervals.
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models; in this case, the individual models are summarised as the mean of the model
errors and the 95% confidence interval around it. Whilst we may have expected that
these two sets of errors would match each other, this is not the case, with the error in
the ensemble mean state consistently being lower than the mean error of the ensemble
member models.

In order to explain why this is the case, we may consider an example scenario
outlined in Figure 6.8. In this simple example, we consider a scenario in which we have
a single agent being modelled by an ensemble of 3 models. The ground truth location
of the agent (which would be provided by the base model) is given to be (25, 25). Each
of the ensemble member models have their own respective estimations of the agent’s
location:

• Location in model A: (24, 26)

• Location in model B: (23, 25)

• Location in model C: (24, 24)

From these estimates of the agent location, we can calculate the mean estimate of the
ensemble: (232

3 , 25). When comparing the mean estimate of the ensemble and the
ground truth, we can calculate the error in the ensemble mean:√

(x − x̂)2 + (y − ŷ)2 = 11
3 .

In a similar manner, we can calculate the error in the estimates from each of the
ensemble member models:

A =
√

(x − x̂)2 + (y − ŷ)2 =
√

2

B =
√

(x − x̂)2 + (y − ŷ)2 = 2

C =
√

(x − x̂)2 + (y − ŷ)2 =
√

2

Based on these individual errors, we can calculate the mean of the errors in the estimates
from ensemble member models, µ:

µ = A + B + C

3

=
√

2 + 2
√

2)
3

= 2
3(

√
2 + 1)
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When comparing the error in the ensemble mean state and the mean of the ensemble
member model errors, we can see that error in the ensemble mean state is lower than
the mean of the errors in the ensemble member model estimates of the agent’s location
(just as in Figure 6.7).
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Figure 6.8: Working example — calculating error based on the ensemble mean vs.
based on taking the mean of the individual member models.

6.2.3 Implementing the Ensemble Kalman Filter

Having established a model baseline level of error and undertaken some exploration of
the variation in error across the ensemble-member models within an EnKF, this section
seeks to implement the EnKF and explore some of the challenges associated with this
task. Before tackling these challenges, some attention is paid to the what is happening
to the individual agents, and their representations across the ensemble. In Figure 6.9,
we see the ensemble-member model representations of two individual agents (agent A
and agent B); this figure provides us with both the prior and posterior distributions
of the locations for each agent. The prior distributions for agents A and B are shown
by sections A and C respectively, and the posterior distributions are shown by sections
B and D respectively. When comparing the prior and posterior for both agents, we
see that the introduction of observations through data assimilation has resulted in the
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reduction in the spread of the ensemble-member model representations of the agents,
i.e. the uncertainty in the model estimate of the positions has been reduced. This
pattern is observed across the other agents in the system.

  

C

B

D

A

Figure 6.9: Comparison of prior and posterior positions of two agents (A and B). Section
A: the ensemble-member model representations of the prior position of agent A in blue.
Section B: the ensemble-member model representations of the posterior position of
agent B in pink. Section C: the ensemble-member model representations of the prior
position of agent B in blue. Section D: the ensemble-member model representations of
the posterior position of agent B in blue.

Having established the ability of the EnKF to reduced the uncertainty in our es-
timates of pedestrians’ positions in the environment, we see to tackle a number of
challenges.
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Managing Outliers

When running a large number of filters with the same filter and model parameters, there
is some variation in the results; this variation pertains to both the way in which the
average error per agent varies over time, and how long a filter takes to reach completion.
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Figure 6.10: Histogram of filter finish times.

When visualising results for these collections of filter runs in aggregate form, care
must be taken — filters which take longer to reach completion are often those that
exhibit higher levels of average error per agent and consequently we may observe that,
towards latter time-steps, the aggregated picture of average error per agent shows the
error rising as a result of the filters in which the error is low are reaching completion,
and consequently no longer contributing to the aggregated results. This leaves us with
a scenario in which average error per agent appears to be rising as time proceeds. This
can be seen when considering Figures 6.10 and 6.11. Figure 6.10 shows a histogram of
the finishing times of the filters in this experiment; this shows that whilst the majority
of the filters reach completion within the first 4500 time-steps, some take longer, with
some not completing until approximately 10000 time-steps. This is corroborated by
Figure 6.11 which shows an empirical cumulative distribution function plot of the filter
finish times. This highlights that 90% of the filters reach completion within 6000 time-
steps.
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Figure 6.11: Empirical cumulative distribution function (eCDF) plot of filter finish
times; dotted line represents a cumulative level of 90%.

In this experiment, this issue is handled by only considering time-steps in which
more than 10% of the filters are still running. The impact of this measure is observable
when comparing the top row and bottom row of Figure 6.12. The top row shows the
average analysis error per agent when considering data from all time-steps. The bottom
row shows the average analysis error agent when considering only data from time-steps
in which more than 10% of the filters are still running.

When considering Figure 6.13, we can see the impact of the minority of filters which
have much larger average error per agent; Figure 6.13 shows a boxplot of the average
analysis error per agent for all time-steps in the truncated version of the data outlined
above. This figure also contains a dashed line representing the mean of the data. This
figures shows that the majority of the data points lie below 1.5. The mean value,
however, lies around 2.0 — values in this range and above are considered outliers in the
figure given their position beyond the whiskers of the boxplot. This suggests that the
mean may not be an appropriate summary statistic to plot given that is is influenced
by outliers. An alternative summary statistic may be the median.

The difference between the use of the mean and median as an estimator for the
truncated data may be observed when considering the bottom row Figure 6.12. This
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Figure 6.12: Comparison of impact of measures for handling outliers; the left-hand
column uses a mean estimator for the line whilst the right-hand column uses a median
estimator; the top row contains data for all run times whilst the bottom row restricts
the data to run times for which greater than 10% of the filters are still running.

138



6.2 Results

0.0

0.5

1.0

1.5

2.0

2.5

3.0
Av

er
ag

e 
er

ro
r p

er
 a

ge
nt

Mean

Figure 6.13: Box plot of average analysis errors for all filters for all time-steps in the
truncated data; dotted line represents the mean of the data

highlights the extent to which the mean estimator is skewed by poorly performing
filters, particularly as many of the better-performing filers reach completion.

The conclusion here is that it is appropriate to truncate our results as outlined
above, and to use the median as a summary statistic instead of the mean. The result
of applying these changes can be seen in Figure 6.14.

Filter Performance

Having established the issues that may arise when handling outputs from this exper-
iment, we may implement the changes to the analysis process outline in the previous
section, and explore the results. When exploring these results regarding the average
error per agent, there are three comparisons to be drawn: a comparison between the
benchmarking ensembles and the analysis of the filter ensembles, a comparison between
the forecast of the filter ensembles and the analysis of the filter ensembles, and a com-
parison of the observations and the analysis of the filter ensembles. This section goes
on to explore each of these comparison. In each case, the comparison is aided by the
use of three figures: a line plot of the average error per agent over time where the line
represents the median of the collection of filters at each time-step and the shaded area
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Figure 6.14: Line plot of average analysis error per agent for 100 filters; solid line
represents the median of active filters at each time-step and shaded region represents
the 95% confidence interval around this median.
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represents the 95% confidence interval around the line, a boxplot showing the distribu-
tion of these errors when aggregated over time, and a boxplot showing the log of these
values to highlight the differences in scale.

0 1000 2000 3000 4000
Time

0

50

100

150

200

250

300

Av
er

ag
e 

er
ro

r p
er

 a
ge

nt

variable
analysis
baseline

(a) Line plot of average error per agent over time.
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(b) Box plot of average error per agent.
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(c) Box plot of log of average error per
agent.

Figure 6.15: Comparison of average error per agent between analysis and benchmarking
filters

When considering Figure 6.15, we can see the comparison of the average error per
agent observed in the collection of benchmarking model ensembles and observed in the
analysis state of the filter model ensembles. Figure 6.15a displays the comparison over
time as a line plot; in this figure, we can see that the average error per agent in the filter
analysis states is much lower over the course of the time shown. This is similarly shown
in the boxplot seen in Figure 6.15b; gaining information from this boxplot, however, is
somewhat difficult as the whiskers and box in the case of both the analysis error and
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benchmarking error are dwarfed by the presence of outliers that lie beyond the upper
whiskers of each boxplot. This is indicative of the large range in the errors observed
in each case. In order to handle this issue, Figure 6.15c contains a similar boxplot,
but with the log of the average error per agent in each case. The majority of the data
pertaining to the analysis error lies below 0, indicating that the average error per agent
for the analysis is often below 1. In the case of the benchmarking data, however, the
majority of the data lie above 0, indicating that in most cases, the average error per
agent for the benchmarking ensembles is much higher.
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(a) Line plot of average error per agent over time.
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(b) Box plot of average error per agent.
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(c) Box plot of log of average error per
agent.

Figure 6.16: Comparison of average error per agent between analysis and forecast.

When considering Figure 6.16, we can see the comparison of the average error per
agent observed in the forecast and analysis states of the filter model ensembles, i.e.
the error before and after assimilating data at each time-step. Figure 6.16a shows the
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comparison of these two error over time as a line plot. In this figure we can see that
the error in the analysis state is typically an improvement on the error in the forecast
state, with the improvements being most noticeable at the beginning of the set of time-
steps and at the end of the time-steps. The difference at the beginning is due to the
reasoning outlined in Section 6.2.1 — the entrance of multiple agents at the beginning
of the filter run time and the entry of agents at points on the gates that do not match
the entry point of corresponding agents in the base model lead to an initial growth in
error. The error in the analysis state does not suffer from this growth as it is updated
by the provided observations. This improvement is not as marked as time proceeds past
1000. This is reflected in Figure 6.16c which shows a boxplot of the log of the analysis
and forecast errors aggregated over time. In each case we find that the majority of the
data lie below 0, once again indicating that the average error per agent in each case
often lies below 1.

When considering Figure 6.17, we can compare the variation of the average error per
agent of the collection of observations of the agents and the analysis states of the filter
model ensembles. The way in which the two vary over time can be seen in Figure 6.17a.
This figure shows that the average observation error per agent over the collection of
filters is largely constant over the set of time-steps. As we near the end of the filter runs,
there in increase in the variance of this error, with the confidence intervals broadening.
This is a consequence of filters reaching completion, and this the summary statistics
being drawn over a decreasing number of filters. A similar phenomenon is observed
when considering the line for the analysis error. In comparison to the observation error,
the analysis error is typically lower for the majority of the time-steps for which the filters
are running. This is not always the case, however, as highlighted in Figure 6.17b. This
figure contains a boxplot of the errors for each dataset, aggregating over time. In each
case, the errors appear to be low; however, the boxes and whiskers for each dataset are
dwarfed by a set a outliers pertaining to the analysis error. To make the comparison
of the two datasets clearer, they are plotted on a log scale in Figure 6.17c. This
figure shows that whilst the analysis error is typically lower than the analysis error,
the dataset pertaining to the analysis error contains a number of outliers. The data
pertaining to the observation error, on the other hand, contains relatively few outliers.
This is a consequence of how the observations are produced; given that observations
are produced by adding normally distributed random noise to the base model state in
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(a) Line plot of average error per agent over time.
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(b) Box plot of average error per agent.
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Figure 6.17: Comparison of average error per agent between analysis and observations.

144



6.3 Concluding Remarks

each case, we expect that the observation error should not vary very much.

6.3 Concluding Remarks

This chapter has focussed on the application of the EnKF to a more realistic agent-based
model — StationSim GCS. In applying the filter to this model, a series of experiments
were undertaken.

The first of these aimed to develop a benchmark for the performance of an ensemble
of models in the absence of any data assimilation, measuring performance by comparing
against a pseudo-ground-truth state drawn from a single instance of the model referred
to as the “base model”. This experiment found that in the absence of any data being
provided, the ensemble of models did not perform very well, quickly diverging from the
ground truth state. This phenomenon of divergence was seen to be largely independent
of the population size of the model. The extent of the divergence was seen to be
particularly bad when considering the early stages of a model run in which many
agents are entering the system simultaneously resulting in an increased number of
agent-agent interactions. This, partnered with the variation in entry locations along a
gate amongst ensemble member models for a given agent meant that the benchmarking
ensemble performed poorly from the outset of the model run. Furthermore, the number
of interactions occurring in the system was not seen to vary much when scaling for
population size.

The next experiment compared the performance of a similar benchmarking ensemble
(which received no data) with the performance of an EnKF which received observa-
tions on as periodic basis. As in the case of the previous experiment, this experiment
measured performance by considering the error between the ground truth base model
and each of the benchmarking ensemble and the analysis state of the filter ensemble.
This showed that the ensemble mean fared much better in simulating the state of the
base model than the mean of the benchmarking ensemble by virtue of receiving peri-
odic updates in the form of observations. The performance of the EnKF was further
explored by considering how error varied within the ensemble of models over time. It
was found that, whilst there was some variation between the ensemble-member models,
they typically followed a similar trajectory over time as the error in the ensemble mean.
The error in the ensemble mean was found to typically be lower than the mean of the
errors in the ensemble member models. In previous investigations, little work has been
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done regarding the extent to which the ensemble mean error is representative of what
is happening within the ensemble.

The final experiment was based on running a collection of experiments for a given
set of model and filter parameters, and aggregating the results. This allowed us to
explore the average behaviour of the filter. When running this experiment, we found
that there is some variation amongst the different filters in terms of the range of values
exhibited for average error per agent, and the times at which filters reach completion.
In some cases, these variations produced outliers, potentially distorting the analysis
process. This raised the issue of how to handle such variation. The following analysis
decisions were, therefore, made:

• When producing line plots to summarise the evolution of error over time, the
median of the errors across the filters at each time-step was used instead of the
mean;

• Data pertaining to time-steps in which fewer than 10% of the filters were running
were removed from the analysis.

The first of these decisions — the use of the median when considering errors over
multiple filter runs — is one that has been mirrored by recent investigations in the
literature (Malleson et al., 2020; Clay et al., 2020, 2021). The second decision, however,
is not one that has been touched upon explicitly in other investigations and, as shown
in this chapter, can have noticeable effects with regards to the outcome of experiments.

Based on these decisions, a comparison was drawn between the analysis error exhib-
ited by the collection of filters and the benchmarking error, the forecast error and the
observation error. As was the case in the previous experiment, the filter analysis states
were found to outperform their corresponding benchmarking ensembles in simulating
the states of their corresponding base models. This was also found to be the case when
comparing against the forecast errors and the observation errors.

Up until now, we have assumed that we have knowledge of the gates to which each
agent is heading and so have made each of the ensemble member models (as well as the
benchmarking ensemble member models) copies of the base model. When simulating
real-world systems, this is not realistic. In the next chapter, we shall remove this
assumption, exploring how the benchmarking ensemble and filter ensemble perform,
and proposing some solutions to the problems that arise from this scenario.
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Chapter 7

Data Assimilation for Exit Estimation
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7.1 Proposed Solutions

In the previous chapter, we explored the use of the Ensemble Kalman Filter (EnKF)
when applied to an Agent-Based Model of pedestrian motion around the concourse at
Grand Central Station in New York. This showed that the filter was effective in im-
proving the accuracy with which an ensemble of models could simulate the trajectories
of pedestrians moving across the environment. This set of experiments (as well as those
undertaken in Chapter 5) suffer from a key limitation: they make the assumption that
we know the final destination of each pedestrian at the outset of the modelling process.
In real-world applications, this assumption is not realistic — whilst we may know the
location at which a pedestrian enters the system, there are a number of other attributes
which we are likely not to know. Some of these unknown attributes, such as a pedes-
trian’s scalar speed, may be observed as the pedestrian crosses the environment; others,
such as the pedestrian’s final destination, may not be directly observed. A more real-
istic simulation of the scenario should, therefore, include two further elements beyond
those included in the previous chapter: a way of encoding some degree of uncertainty
in these unobserved parameters at the outset, and some mechanism by which we can
derive these unobserved attributes over the course of the filter run. With this in mind,
this chapter will focus on ways in which uncertainty in agents’ final destinations in the
environment are represented in the EnKF and mechanisms by which we can correctly
estimate agents’ final destinations within the EnKF as we assimilate observations of
the agents’ locations. This will be approached by first describing the proposed solu-
tions to each of these problems in Section 7.1; this will be followed by an outline of
the set of experiments to be employed with these solutions; finally, the results of these
experiments will be presented.

7.1 Proposed Solutions

As outlined above, this chapter focuses on two problems. The first of these is the
development of a method within the data assimilation framework to infer the value
of agent parameters that are neither known at the outset of a simulation run, nor
directly observed over the course of the run. Although such parameters are unknown
at the outset of a simulation run, the initialisation of models requires that a value be
assigned to them. The second problem is, therefore, one of developing a method for
the initial allocation of these parameters such that it reflects a lack of knowledge, and
exploring the ramifications of the decisions made in developing such a method. Whilst
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there may be a number of different latent variables pertaining to pedestrian agents, this
chapter will focus the inference of pedestrian destinations within the system. Beyond
the initial problem of inferring latent variables, this also presents us with the challenge
of estimating categorical variables — a problem to which data assimilation schemes are
not typically applied.

Consequently, this section focuses on outlining the proposed solutions to two issues:

• How do we encode uncertainty regarding the final destination of agents within
the EnKF?

• How do we correctly estimate the final destination of agents within the EnKF
given unknown values for this parameter at the outset of a simulation run, and
given periodically assimilated observations of the agents’ locations over the sim-
ulation time?

In the following subsections, we propose solutions to each of these problems. When
considering the problem of encoding uncertainty in agents’ final destination, we pro-
pose that different encodings are represented through different distributions across the
ensemble of models; this is expanded upon in Section 7.1.1. When considering the
problem of correctly estimating agents’ final destinations with the EnKF, an approach
known as state augmentation is used (Katzfuss et al., 2016), whereby the unknown
parameter values are included in the state vector pertaining to each model; this is
expanded upon in Section 7.1.2.

7.1.1 Destination Uncertainty

When considering an agent at the outset of a simulation run, we may assume that its
initial location, i.e. the gate through which it enters the environment, is known. There
is some uncertainty in an agent’s initial location, which is encoded in the way in which a
model allocates agents’ initial locations; upon initialisation, agents are allocated a gate
through which to enter the environment, and subsequently are allocated a starting
location along the gate, with location along the gate being drawn from a uniform
random distribution.

At the outset of a simulation run, we may not, however, assume quite as much
knowledge about an agent’s final destination. Upon initialisation, each agent in each
ensemble-member model is allocated a destination gate. Previously (in Chapters 5

149



7.1 Proposed Solutions

and 6), when initialising a simulation, we had allocated the correct target destination
to each agent in each model of the ensemble which represented perfect knowledge of the
final destination of each agent. In this Chapter, however, we relax this assumption with
a view to exploring the implications of different initial distributions for final destinations
for agents. We therefore need to make a decision regarding how we initially allocate
destinations to agents within the model; the way in which destinations are allocated
to agents will have implications regarding the uncertainty in our knowledge of the
destinations, which in turn will have implications regarding how the EnKF treats the
prior state when updating. This Section outlines three different distributions that may
be considered:

• Uniform across ensemble

• Random across ensemble

• Adjacent gates

These distributions are described below.

Uniform Across Ensemble

Under this regime, the agents across the ensemble pertaining to a specific pedestrian
are all allocated the same destination gate, i.e. the first agents in each of the models are
allocated the same destination gate. The destination gate allocated across the ensemble
to the agents representing a specific pedestrian is drawn from a uniform distribution
of the gates which excludes the gates on the side of the environment through the
pedestrian entered.

As an example, consider a pedestrian who entered the environment through gate
2 on the top side of the environment; the initial destination for the pedestrian would
then be drawn from a uniform random distribution across the gates on each of the
boundaries excluding the top boundary, i.e. gate 0 from the left boundary, gates 3-6 on
the right boundary and gates 7-10 on the bottom boundary. If gate 7 were drawn from
the distribution, this would be allocated to the agents in each of the ensemble-member
models pertaining to the pedestrian in question. This is expanded to entrance gates
from each side of the environment in Table 7.1.

Whilst such a distribution may correctly incorporate a complete lack of knowledge
regarding each agent’s target destination, we expect that it would suffer from a key
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shortcoming. Given that the allocation of destination gates to the agents pertaining
to a specific pedestrian is uniform, i.e. the value is the same across the ensemble. The
issues with this are both conceptual and functional. From a conceptual standpoint, such
a distribution of values across the ensemble would indicate that there is no uncertainty
in the destination gate — this is not an accurate representation of our knowledge
of an agent’s target destination, which is likely highly uncertain at the outset of a
simulation run. From a functional standpoint, this will impact how the EnKF updates
the target destination estimate in the state vector. As outlined in Chapter 4, the
ensemble updates values in the state vector based on the uncertainties in the ensemble
and the observations; given a scenario in which there was no uncertainty in a state
vector value, we would expect that the posterior state vector would not differ from the
prior state vector in any substantial manner, indicating that little weight was placed
on the observations being assimilated.

Entrance Side Possible Entrance Gates Possible Exit Sides Possible Exit Gates

L 0 R, T, B 1 - 10
T 1 - 2 L, R, B 0, 3 - 10
R 3 - 6 L, T, B 0 - 2, 7 - 10
B 7 - 10 L, T, R 0 - 6

Table 7.1: Table of possible entrance and exit gates given a specified entrance side. In
this table, L refers to the left side of the environment boundary, T to the top side, R
to the right side and B to the bottom side. All ranges are inclusive of both upper and
lower bounds.

Random Across Ensemble

If we once again assume a complete lack of knowledge regarding a pedestrian’s tar-
get destination, we may consider another way of allocating destination gates to agents
across the ensemble-member models. In this approach, we once again consider a ran-
dom uniform distribution of destination gates across the gates around the environ-
ment excluding the gates on the side through which a pedestrian enters (as detailed in
Table 7.1).

Let us consider, as an example, a scenario in which we are simulating a system
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containing 1 pedestrian with a EnKF with and ensemble size of 5, i.e. there are 5
ensemble-member models each containing 1 agent. When we initialise the simulation,
we may claim to have knowledge of the gate through which the pedestrian enters the
system, but not the gate through which they will exit the system. Let us imagine that,
in this case, the pedestrian enters the environment through gate 1 on the top side of
the environment. This would mean that the agent in each of the 5 ensemble-member
models would be created such that they would also enter through gate 1; at this stage,
however, they could be allocated any of the exit gates detailed in the second row of
Table 7.1. In order to allocate an exit gate to the agent representing the pedestrian
in each of the ensemble-member models, we would draw from the random uniform
distribution across the possible exit gates outlined in the table. This might result in
an vector of exit gates for the agent across the ensemble of

[0, 4, 7, 10, 3].

Such an approach would improve upon the Uniform Across Ensemble approach out-
lined above in both a conceptual and functional manner. From a conceptual standpoint,
this more accurately represents our initial knowledge regarding the pedestrian’s final
destination — as outlined in Chapter 3, our model assumes that pedestrians will not
exit through gates on the side of the environment through which they have entered,
but beyond this we have no prior knowledge regarding which of the remaining gates
a pedestrian will exit. From a functional standpoint, this encoding of uncertainty in
a pedestrian’s target destination would allow the EnKF to update the estimate of the
target destination over the course of the simulation. It is likely, however, that a larger
ensemble size than that provided in the example above would be beneficial in practical
applications as such a small ensemble size would not be able to adequately capture the
full range of different discrete values the target destination could take on.

Adjacent Gates

Above, we have considered scenarios in which we have no prior knowledge regarding an
agent’s target destination at the outset of the simulation. There may, however, be cases
in which we have some prior knowledge regarding a pedestrian’s target destination,
but this knowledge may not be as perfect as represented in Chapter 6, i.e. there is
some non-zero degree of uncertainty in our knowledge regarding the pedestrian’s target
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destination. We may gain such information through an analysis of trace data (such
as that used to inform the calibration of the Grand Central Station model), which
may result in some knowledge regarding the most likely gate for a pedestrian to exit
through given its entrance gate. In such a scenario, we can once again choose to draw
destination gates for agents from a distribution; in this case, however, we choose a
distribution other than the uniform distribution over all gates from boundaries other
than that through which the agent enters.

In this case, we choose to use a uniform distribution over the correct gate and a
number of adjacent gates symmetrically distributed around the correct gate; the filter
takes as a parameter the number of gates to consider in each direction in the uniform
distribution. The aim of this approach is to use this knowledge of the correct gate as
a proxy for some sort of knowledge regarding the most likely destination for an agent
(along with some uncertainty in this knowledge) which may be obtained through some
sort of empirical analysis. As an example, consider that the correct destination for
a pedestrian is gate 5. In this case, if we wish to consider 1 adjacent gate on each
side, agent destinations would be drawn from a uniform distribution over 4, 5 and 6.
Similarly, if we wish to consider 2 adjacent gates on each side, agent destinations would
be drawn from the uniform distribution over 3, 4, 5, 6 and 7.

Given that there are a finite number of gates, we must consider what happens when
the distribution from which the gates are drawn spans beyond the limits of range of
gates, i.e. what happens if the correct gate is gate 10 and we wish to draw from the
distribution of 2 adjacent gates on either side? In such a scenario, we would not be able
to allocate to gates 11 or 12 as the gates are numbered 0-10 and, therefore, gates 11
and 12 do not exist. To resolve this situation, we use modular arithmetic. Practically,
this involves defining the upper and lower bounds of a uniform distribution from which
we may drawn offsets to be applied to the correct exit gate. These bounds are defined
by the number of adjacent gates on either side that we would like to consider; if we
would like to consider 2 gates on either side then we would drawn an offset from the
uniform distribution:

U{−2, 2}.

For each agent representing the pedestrian, we would draw an offset from this distri-
bution. We would then add it to the correct gate, and then take the modulus with
respect to the total number of gates.
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Consider a case in which we have a system containing 1 pedestrian being simulated
by an EnKF with an ensemble size of 5, and with the number of gate to consider
on either side of the correct gate defined as 2. In this case, suppose that the correct
destination gate for the pedestrian is gate 10. Upon initialisation the agent representing
this pedestrian in each of the ensemble-member models is allocated a destination gate
as outlined in the procedure above. This would mean first defining the upper and lower
limits of the distribution of offsets:

U{−2, 2}.

Suppose that the offsets pertaining to the 5 agents across the ensemble were

[−1, 1, 2, 0, 0].

We would then add these offsets to the correct destination gate to obtain

[9, 11, 12, 10, 10].

Finally, we would take the modulus of each prospective destination gate with respect
to the total number of gates (i.e. 11), resulting in

[9, 0, 1, 10, 10],

which are the destination gates to be allocated to the agents across the ensemble rep-
resenting the pedestrian.

7.1.2 Destination Estimation

Having outlined ways of encoding the initial uncertainty in a pedestrian’s target destin-
ation in the previous section, this section aims to outline methods that can be applied
to the EnKF to update these estimates with the aim of accurately identifying the cor-
rect destination for each agent. One candidate to achieve this goal is the use of the
EnKF to update models’ states and their parameters simultaneously. The most com-
mon approach to this is known as state augmentation (Katzfuss et al., 2016). When
applying the EnKF with state augmentation, both the model state (i.e. the agent loca-
tions) and the model parameters (i.e. the agent destinations) are included in the state
vector to be updated by the data assimilation process. If we consider a scenario in
which we are using the EnKF to estimated the observed states, x, and the unobserved
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model attributes, θ, we must make some adjustments to matrices used in the filter;
this section will briefly outline the adjustments made, but a more detailed version can
be found in Zhang et al. (2017). A state vector pertaining to the ith model in the
ensemble might look like

Xi = [xi, θi]

where xi is the vector of observed states pertaining to the ith model and θi is the vector
of unobserved model attributes pertaining to the ith model. With such a model state
vector, we must then update our observation operator, H:

H = [Hx, 0]

where Hx is the observation operator used in previous experiments as described in
Chapter 4/

Based on this state augmentation approach, this section will now go on to outline
two ways in which an pedestrian’s target destination can be parameterised. The first
of these approaches is to simply include the number of the gate to which the pedestrian
is heading in the state vector, and have the Ensemble Kalman Filter update the gate
number. This shall be referred to as Gate Number Estimation. When undertaking this
approach, we note that gate numbers, whilst numeric, are in fact discrete categories
which presents some challenges as the Ensemble Kalman Filter is not typically applied
to such problems; we shall elaborate upon these challenges in the following section.
The second approach is to define the pedestrian’s target destination based on the angle
between the destination location on the environment boundary and the centre of the
environment. This shall be referred to as Destination Angle Estimation. This treats the
destination estimation problem as something closer to the continuous variable estima-
tion problems for which the EnKF is appropriate; we also encounter some challenges
with this approach which shall be outlined in the following sections.

Gate Number Estimation

This section outlines the first proposed approach to estimating pedestrians’ target des-
tinations. This involves adding an extra element to the state vector for each agent
which pertains to the number of the gate through the agent will exit. In the previous
chapter, when considering the state vector for a model containing N agents, we would

155



7.1 Proposed Solutions

expect it to have the following form:

[x1, y1, x2, y2, . . . , xN , yN ] ,

where xi refers to the ith agent’s x-location and yi refers to the ith agent’s y-location.
In this case, however, we are including an additional entry for pertaining to the gate
number for each agent. In this case, we would expect the state vector to have the
following form:

[x1, y1, g1, . . . , xN , yN , gN ] , (7.1)

where xi refers to the ith agent’s x-location, yi refers to the ith agent’s y-location, and
gi refers to the ith agent’s gate number. For this investigation, however, the choice was
made to formulate augmented state vectors in the following manner:

[x1, . . . , xN , y1, . . . , yN , g1, . . . , gN ] . (7.2)

This choice was made so as to increase the ease with which an appropriate observation
operator could be constructed in an automated manner. If we consider an EnKF with
ensemble size 3 and population size 2, we would have a state ensemble that looked like

x11 x12 x13

y11 y12 y13

g11 g12 g13

x21 x22 x23

y21 y22 y23

g21 g22 g23,


(7.3)

where xij represents the x-location of the ith agent in the jth ensemble-member model,
yij represents the y-location of the ith agent in the jth ensemble-member model and
gij represents the gate number of the ith agent in the jth ensemble-member model.
The EnKF would be assimilating observations of the form:

[x1, y1, . . . , xN , yN ] . (7.4)

In such a situation, we would use an observation operator of the following form

H =


1 0 0 0 0 0
0 1 0 0 0 0
0 0 0 1 0 0
0 0 0 0 1 0

 . (7.5)

156



7.1 Proposed Solutions

In comparison, when using the state vector for in Equation 7.2, the state ensemble
would take the form of 

x11 x12 x13

x21 x22 x23

y11 y12 y13

y21 y22 y23

g11 g12 g13

g21 g22 g23


, (7.6)

and consequently the observation operator would take the form of

H =


1 0 0 0 0 0
0 1 0 0 0 0
0 0 1 0 0 0
0 0 0 1 0 0

 . (7.7)

Considering a system of N pedestrians, Equation 7.7 generalises to the row-concatenation
of two matrices: an identity matrix of size 2N and a matrix of 0s of shape 2N × N :

HN = [I2N , 02N×N ] (7.8)

Both of these matrices are trivial to produce computationally at the outset of the
simulation run, given the population size N , and are easily joinable. The result is an
observation operator of shape 2N × 3N .

Using these forms for the state ensemble and observation operator, we can then use
the EnKF to update both the locations of agents and their target destinations. If we
return to the state update equation for the EnKF in Chapter 4, we may recall that the
filter produces a posterior ensemble of model states, X̂ based on the following equation:

X̂ = X + K (D − HX) , (7.9)

where X is the prior ensemble of model states, K is the Kalman Gain Matrix, D is
the ensemble of observations and H is the observation operator outlined above. The
observation operator that we have specified is designed to reflect a scenario in which we
are able to observe the location aspects of the model states (i.e. the x and y positions),
but are unable to observe the destination aspects (i.e. the g values). As we see above,
the application of the observation operator to the ensemble of model states reduces
the ensemble to just the observable parts of the state. Consequently, we are able to
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calculate the difference between the observations and the observable sections of the
model states, (D − HX).

As detailed in Chapter 4, this difference is applied as a weighted perturbation to
the prior model state where the weighting is defined by the Kalman Gain Matrix, K.
Recalling the definition from Chapter 4, the gain matrix is given as:

K = CHT
(
HCHT + R

)−1
, (7.10)

where C is the state covariance matrix and R is the observation covariance matrix.
The state covariance matrix contains the covariances of each of the elements in the
model state — both observable and unobservable. The observation covariance matrix
contains the covariances of each of the elements in the observations, i.e. only of the
observed quantities. Based on the example state ensemble above, we would have the
following covariance matrix:

C =



σx1x1 σx1x2 σx1y1 σx1y2 σx1g1 σx1g2

σx2x1 σx2x2 σx2y1 σx2y2 σx2g1 σx2g2

σy1x1 σy1x2 σy1y1 σy1y2 σy1g1 σy1g2

σy2x1 σy2x2 σy2y1 σy2y2 σy2g1 σy2g2

σg1x1 σg1x2 σg1y1 σg1y2 σg1g1 σg1g2

σg2x1 σg2x2 σg2y1 σg2y2 σg2g1 σg2g2


, (7.11)

where σab is the covariance between state elements a and b. Given that we are only
observing the location elements, the observation covariance matrix would be given by:

R =


rx1x1 rx1x2 rx1y1 rx1y2

rx2x1 rx2x2 rx2y1 rx2y2

ry1x1 ry1x2 ry1y1 ry1y2

ry2x1 ry2x2 ry2y1 ry2y2

 , (7.12)

where rab is the covariance between observation elements a and b.
Based on the above matrices, we can calculate CHT to be the matrix:

CHT =



σx1x1 σx1x2 σx1y1 σx1y2

σx2x1 σx2x2 σx2y1 σx2y2

σy1x1 σy1x2 σy1y1 σy1y2

σy2x1 σy2x2 σy2y1 σy2y2

σg1x1 σg1x2 σg1y1 σg1y2

σg2x1 σg2x2 σg2y1 σg2y2


. (7.13)
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From this, we can calculate HCHT to be the matrix:

CHT =


σx1x1 σx1x2 σx1y1 σx1y2

σx2x1 σx2x2 σx2y1 σx2y2

σy1x1 σy1x2 σy1y1 σy1y2

σy2x1 σy2x2 σy2y1 σy2y2

 . (7.14)

We may therefore conclude that the gain matrix, K is given by:

K =



σx1x1 σx1x2 σx1y1 σx1y2

σx2x1 σx2x2 σx2y1 σx2y2

σy1x1 σy1x2 σy1y1 σy1y2

σy2x1 σy2x2 σy2y1 σy2y2

σg1x1 σg1x2 σg1y1 σg1y2

σg2x1 σg2x2 σg2y1 σg2y2




σx1x1 + rx1x1 σx1x2 + rx1x2 σx1y1 + rx1y1 σx1y2 + rx1y2

σx2x1 + rx2x1 σx2x2 + rx2x2 σx2y1 + rx2y1 σx2y2 + rx2y2

σy1x1 + ry1x1 σy1x2 + ry1x2 σy1y1 + ry1y1 σy1y2 + ry1y2

σy2x1 + ry2x1 σy2x2 + ry2x2 σy2y1 + ry2y1 σy2y2 + ry2y2



−1

.

(7.15)
In essence, this provides a set of weights to be applied to the perturbation. This
differs from the gain matrix that would be used in used in Chapter 6 in that it also
includes weights to be applied to the entries in the state pertaining to the unobserved
destination variables. The weight applied to these unobserved variables will depend
on the state covariance between the unobserved variables and the other variables, e.g.
σg1x1 which is the covariance between the unobserved gate variable of the first agent
and the x-location of the first agent which is observable.

One of the issues that may arise in such an application is that of differing orders of
magnitude of variables in the state vector; x-locations can vary between 0 and 740 and
y-locations can vary between 0 and 700 whilst gate numbers can vary between 0 and 10.
This is important because the EnKF bases the weighting applied to the observations,
in part, on the covariance matrix of the state ensemble. Given these scales, it is likely
that elements of the state ensemble covariance matrix pertaining to the gate numbers
will be much smaller than those pertaining to the locational elements of the matrix; this
is not necessarily because the gate numbers do not vary with respect to the locational
elements but more so because the scale of variation in gate numbers is much smaller.

One option for resolving this issue is to rescale all of the variables in the state
ensemble prior to data assimilation (Katzfuss et al., 2016) (also, reversing the scaling
process after data assimilation). For the purpose of this investigation, variables are
scaled linearly against the range of possible values for the variable such that the upper
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bound is scaled to 1, the lower bound is scaled to −1 and the midpoint is scaled to 0.
This is formalised as:

ar = a − m

s
(7.16)

where ar is the rescaled value of variable a, m is the midpoint of the upper and lower
limits of a’s values and s is a scaling factor. The midpoint, m, can be calculated as

m = amax + amin

2 ,

where amax is the maximum possible value of variable a and amin is the minimum
possible value of a. The scaling factor, s is calculated as

s = amax − m.

This scaling process can be reversed by applying the inverse operation:

a = m + s × ar (7.17)

Aside from the issue of variable scaling, one further problem to consider is that
of how the EnKF estimates a discrete variable. Typically, the EnKF is applied to
problems in which the estimated quantities are continuous (Kalnay, 2003), however,
in this case, we are attempting to estimate a discrete category for each agent in the
form of exit gate. Whilst we may provide agents with discrete integer gate numbers
at the outset of the simulation run, the EnKF is likely to arrive at non-integer values
when updating these quantities based on assimilated data. In order to deal with this
problem, a relatively simple solution is proposed — Given the ensemble mean state
vector, we can apply the following steps:

• Step 1: For each estimated gate number, round it to the nearest integer.

• Step 2: For each integer gate number, apply the modulus with respect to the
total number of gates in the environment.

As an example, consider an ensemble mean state vector for a system with 3 pedestrians
in it. In this case, the elements of the mean state vector might look something like the
following after having been updated with assimilated data:

[1.25, 10.8, 5.5]
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Clearly, none of these estimated values can be considered valid gate numbers as they
are not integers and so the above steps are applied to each entry. In the case of the
entry relating to the first pedestrian (1.25), the rounding process rounds the estimated
gate down to 1 and the modulus step makes no difference resulting in an estimated gate
number of 1. In the case of the second entry (10.8), the rounding process rounds the
estimated gate up to 11 and the application of the modulus with respect to the number
of gates (11) results in an estimated gate number of 0. In the case of the third entry
(5.5), the rounding process round the estimated gate up to 6 despite the estimate being
halfway between 5 and 6 which may result in some incorrect estimations; the likelihood
of a gate estimate being exactly halfway between integer numbers is, however, extremely
unlikely. As in the case of the first entry, the modulus has no impact on this entry. The
result after applying this process is the following vector of estimated gate numbers:

[1, 0, 6]

This approach is also applied to the state vectors representing the individual ensemble-
member models. An alternative approach to this would be to apply the rounding
process to the gate estimates in each of the ensemble-member models, and then to
calculate the average state by taking the modal gate for each of the agents across the
ensemble.

Having estimated a destination gate for each agent, a target destination, i.e. an x-y
location along the edge of the environment, can be allocated using a method built into
the Agent class; this method provides a location by sampling from a uniform random
distribution along the length of the provided gate.

Destination Angle Estimation

Having outlined the initial approach to gate estimation using the Ensemble Kalman
Filter in the previous section, this section focuses on a different approach. One of
the issues with the previous approach is that it framed the problem as one that was
purely categorical, i.e. that of identifying the correct gate number. Whilst this is
an important facet of accurately simulating a system given unknown destinations for
the pedestrian population, it leaves the ultimate point destination up to a random
distribution. The filter is required to primarily identify the correct exit gate for each
agent, but furthermore it is required to identify the point along the length of the gate
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which is acting as the target destination. When choosing the point destination using
the uniform random distribution spanning the width of a gate, we acknowledge that
there is a continuous element of the problem. This section aims to frame the problem
as a continuous one, looking to estimate points around the edge of the environment
towards which a pedestrian is headed as described by the angle made between this
point and the centre of the environment.

As was the case in the previous approach, this requires that we make modification
to the EnKF. Once again, we change the way that we represent an ensemble-member
model as a state vector from

[x1, y1, . . . , xN , yN , ] ,

given a population of N pedestrians, to

[x1, . . . , xN , y1, . . . , yN , θ1, . . . , θN ] ,

where θi represents the angle made between the centre of the environment and the
pedestrian’s target destination on the edge of the environment. Angles are measured
in radians relative to the x-axis extending from the environment centre, i.e. (370, 350),
to the point where it intersects on the right boundary, i.e. (740, 350). Angles range
between +π and −π, with a positive angle indicating an anti-clockwise rotation from
the reference axis and a negative angle indicating a clockwise rotation from the reference
axis. As an example, the central point on the top boundary, i.e. (370, 700), would be
pointed to by an angle of π/2, whilst the central point on the bottom boundary, i.e.
(370, 0), would be pointed to by an angle of −π/2.

Just as in the previous approach, we change our observation operator from I2N , i.e.
the identity matrix of size 2N where N is the population size, to [I2N , 02N×N ].

As when using the destination gate number to determine an agent’s target des-
tination in the previous section, when using an angle, we again choose to rescale the
variables in the state vector before performing data assimilation (as we as reversing the
process after having adjusted the state vector in response to the assimilated observa-
tions). The elements pertaining to the x- and y-locations of agents in the environment
are, again, scaled as outlined in Equation 7.16 with respect to the maximum and min-
imum x and y values.

Elements of state vectors pertaining to angles around the environment are scaled
with respect to the maximum and minimum angular values — π and −π respectively.
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The result is that an angle of π would be rescaled to 1 and an angle of −π would be
rescaled to -1. Considering an example of an angle somewhere between, an angle of
θ = π/2 would be rescaled to 0.5.

When considering the previous approach, one of the issues that arose was that we
needed to allocated a target destination in 2-dimensional real space having estimated a
categorical integer value; whilst the present approach seeks to remedy this problem, it
is not without its own challenges. Using the EnKF to estimate the continuous value of
the angle around the boundary of the system environment can result in an angle ranging
between −π an π, however, not every angular value in this interval is considered a valid
target destination.

The posterior estimates of agents’ target destination angles can fall into one of
two categories: angles which point to locations along the environment boundary which
lie within a gate and those which point to locations which lie between two gates. The
former case is that which we desire and describes a valid target destination; an example
of such an angle would be θ = π which points to a location on the left edge of the
environment which lies within gate 0. The latter case, however, does not describe a
valid target destination and therefore requires some adjustments; an example of such
an angle might be θ = π/2 which points to a location which lies between gates 1 and 2.

In the case of angles which point to locations between two gates, we identify the gate
edge which is closest in angle to the angle that has been estimated, and allocate that
edge location as the target destination for the agent. If the difference angle between
the angle and the two adjacent angles is the same (which is very unlikely), we randomly
choose one of the two adjacent angled edge locations. Considering the case of θ = π/2
above, this angle points to a location which lies closer to the edge of gate 2, and as
such would be rounded to the nearest edge of gate 2.

7.2 Experimental Design

In the previous section, we outlined proposed solutions to two technical problems: how
do we encode initial uncertainty regarding a pedestrian’s target destination when they
first enter the system, and how do we modify the Ensemble Kalman Filter to allow
it to provide updates for both the pedestrian’s simulated location in the system and
their target destination in response to assimilated data. In this section, we will outline
how we plan to put these solutions into practice by describing the experiments that
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shall be undertaken to test the efficacy of the EnKF in such a setting. This comprises
of two parts. The first of these outlines the set of benchmarking experiments to be
undertaken, which aim to demonstrate the shortcomings of the model and the filter
when a pedestrian’s target destination is not known and the representation of the target
destination within the filter is not updated in response to assimilated observation. The
second of these outlines the set of experiments undertaken using the two approaches
to estimating a pedestrian’s destination outlined above — gate number estimation and
destination angle estimation.

7.2.1 Benchmarking

In this section, we outline the experiments undertaken to define a benchmark against
which to compare filter performance when updating both the locational state of the
model and the destinations of the agents within the model. This benchmarking takes
two forms. First of all, we consider the case where pedestrians’ target destinations
are unknown and no data assimilation is undertaken; in essence, this involves running
an ensemble of models without any data assimilation. This mirrors the benchmarking
that was undertaken previously in Chapters 5 and 6; however, in previous benchmarking
attempts, knowledge of pedestrians’ final destinations was assumed whilst in this case
we remove that knowledge. Following on from this, we consider a similar scenario in
which pedestrians’ target destinations are unknown, but this time we use the EnKF to
perform data assimilation with periodic observations of the pedestrians’ locations; this
data assimilation, however, is only used to update the locational state of the ensemble-
member models and not the pedestrians’ target destinations. In each case, we consider
the impact of the different ways in which we can represent unknown destinations for
the pedestrians within the EnKF as outlined in Section 7.1.1. This will provide us with
a benchmark against which to compare when we make use of observations to infer the
latent pedestrian destinations.

The first benchmarking experiment focuses on the case in which an ensemble of
models is run to simulate the motion of pedestrians across the model environment
without any observations being assimilated. Just as in Chapter 6, this is done by
instantiating an ensemble of models as copies of a base model which is used to define
the ground truth state at all times. In this case, however, the ensemble of copies differ
from the ground truth model in that the agent representations of the pedestrians in
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the system do not necessarily share the same target destination as those defined in the
base model.

This is achieved by undertaking the different randomisation approaches outlined in
Section 7.1.1; the aim of this is to emulate a more realistic scenario in which we have
either limited or no knowledge regarding the target destination of pedestrians when
they enter the system. Just as when performing benchmarking in previous chapters,
the efficacy of the ensemble of models with respect to how well they simulate the system
in question is assessed by looking at the average distance error per agent. The distance
error for pedestrian i in a population of N agents, di, are defined as the distance between
the ith pedestrians’ location in the base model, xi, and the mean of the ensemble for
active agents, x̂i:

di =

|x̂i − xi| if ith agent is active;

0 otherwise,
(7.18)

and this error is averaged over the active agent population as outlined in Chapter 6:

d̄ = 1
N

N∑
i=1

di, (7.19)

where N is the number of active agents. Here, we assess agent activity based on the
modal status across the ensemble; for a full mathematical description of how this works,
see Section 6.1.1).

The first benchmarking experiment is run using a population size of 5 and an
ensemble size of 100 (as outlined in Table 7.2). The small population size here is
chosen to ensure that the uncertainty generated in the model is predominantly due
to uncertainty in the initial allocation of pedestrian target destination as opposed to
agent-agent interactions (as was observed in previous chapters).

Parameter Value

Population size 5
Ensemble size 100
Assimilation period 100
Observation noise standard deviation 5

Table 7.2: Table of parameter value used for experiments in this chapter.
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This experiment is expected to generate a collection of three time-series datasets
of average error per agent over time, with each dataset pertaining to one of the three
randomisation approaches. These will be plotted and compared. It is expected that
given the randomisation of the pedestrian target destinations and the lack of data
assimilation, the ensemble of models will perform relatively poorly in each case. The
cases in which destinations are randomised based on the adjacent gate randomisation
approach are expected to perform better than the other two approaches as this approach
incorporates some substantive knowledge of the true pedestrian destination with some
finite noise attached.

Having run the first benchmarking experiment, the second benchmarking experi-
ment seeks to apply data assimilation, updating the ensemble of models with periodic
observations. In this case, the state vector consists of the locations of the agents in
each model, and as such only the locational aspects of the model are updated when
observations are assimilated — not the agents’ destinations. Just as in the previous
benchmarking experiment, this involves instantiating an ensemble of models as copies
of a base model, again applying different destination randomisations. The EnKF is
instantiated with a population size of 5 and an ensemble size of 100, with observations
with noise of standard deviation 5 being assimilated every 100 simulation time-steps
(as defined in Table 7.2). We also use the same measure of efficacy as in the previous
benchmarking experiment: the average distance error per agent.

This set of experiments will generate a collection of three time-series datasets of
average error per agent over time, with each dataset pertaining to one of the three ran-
domisation approaches. Each of these datasets will contain information for the average
error per agent before and after data are assimilated, i.e. the prior and posterior error.
Just as in the previous experiment, the case in which gates are randomised using the
adjacent approach is expected to perform better than cases using the other approaches
(both with respect to prior and posterior error) given the encoding of knowledge re-
garding each pedestrians’ target destination. It is expected that in the case in which
gates are allocated uniformly by agent across the ensemble will perform particularly
poorly both in terms of prior and posterior error. This is expected due to the uniform-
ity of destinations across the ensemble — the path taken by the agents pertaining to
a specific pedestrian are likely to be very similar across the ensemble of models and
consequently the uncertainty in agent position in the ensemble of models is likely to
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low in comparison to the uncertainty in the observation. As a result, the weight applied
to the observation by the EnKF will not be sufficient to adjust the path of the agents.
In the case in which gates are allocated randomly across the ensemble, it is expected
that, whilst the prior state of the filter may not perform particularly well, the posterior
will perform much better. This is because, given the destination allocation, the uncer-
tainty in the model estimate of the agent locations will be large in comparison to the
observation uncertainty and subsequently the filter will place a greater weight on the
observation when updating the filter state.

7.2.2 Estimating Pedestrian Destinations

In the previous section, we outlined the experiments that would be undertaken in order
to establish a benchmark against which to compare filter performance. This consisted
of two benchmarks: the first pertained to the worst case scenario in which pedestrians’
destinations are unknown and no observations are provided to update the system via
data assimilation, whereas the second pertained to the scenario in which pedestrians’
destinations are still unknown but observations are provided to update the locations of
agents within the ensemble of models via the EnKF. In this section, we seek to outline
a set of experiments to demonstrate that the EnKF can be used to update not only
agents’ locations, but also to determine their destinations in the case where such a
parameter is unknown at the outset of the simulation.

Estimation of agents’ destinations is undertaken through state augmentation within
the EnKF whereby destinations are incorporated into each of the state vectors for the
ensemble-member models as outlined in Section 7.1.2. The two approaches outlined
in this section focus including either the target destination gate number or the angle
between the target destination and the centre of the environment in the state vector.

Having completed the benchmarking experiments, it expected that the gate alloc-
ation approach whereby destinations are uniform across the ensemble for each agent
will perform sufficiently poorly that it can excluded from subsequent experiments. As
a result, this set of experiments considers the impact of varying the approach to des-
tination estimation (which can be either gate number estimation or angle estimation)
and initial destination allocation (which can be either random across the ensemble or
uniform across a finite number of gates adjacent to the true gate). Based on this, this
set of experiments consists of considering four different scenarios. In each scenario, the
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EnKF is instantiated with a population of size 5, an ensemble of size 100 and agent
destinations are randomised based on one of the two allocation approaches outlined.
The filter is then run forward through simulation time, assimilating observations of
pedestrians’ locations which are provided periodically every 100 time-steps, and which
are generated by taking the pseudo-truth state from the base model and adding nor-
mally distributed random noise with standard deviation 5 (as per the parameter values
in Table 7.2).

The experiments outlined in the previous section sought to demonstrate the poor
performance of an ensemble of models in the absence of knowledge regarding pedestri-
ans’ destination. In this experiment we wish to demonstrate that updating the destin-
ations via state augmentation within the EnKF improves the accuracy with which our
ensemble simulates the system. In this respect we still wish to use the average distance
error per agent as our measure of filter effectiveness; this can be demonstrated by plot-
ting the time-series dataset of the average error per agent. From this, it is expected
that (just as in the case of the second benchmarking experiment) the posterior error
will be lower than the prior error over the course of the simulation time for each of the
combinations of initial destination allocations and destination estimation approaches.

Beyond this, however, we also wish to assess whether the filter is capable of correctly
estimating the destination for pedestrians. Whilst inspection of the average distance
error per agent may give us an indication of whether destinations have been correctly
estimated, it may not necessarily be conclusive; we may, therefore, wish to employ
further measures to assess this. One of the easiest ways to verify that a destination
has been correctly estimated is by the following two plots for each pedestrian in the
population:

• A line plot of the path taken by the pedestrian; for this, we plot a lines showing the
positions representing the prior ensemble state mean, the posterior state mean,
the true path taken in the base model and points representing the observations
derived from the base model. Furthermore, we include the agent’s origin and
destination within the environment.

• A histogram showing both the initial distribution of destinations at the outset of
the simulation run and final distribution of destinations at the end of the simula-
tion run for the given pedestrian agent. Furthermore, we include a line indicating
the true destination from the base model. In cases where gate number estimation
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is employed, histograms show the distribution of estimated gate numbers and
the true destination is a single value for the gate number. In cases where angle
estimation is employed, histograms show the distribution of angles around the
environment and the true destination is a range of angles between the edges of
the true gate.

7.3 Results

Having set out the experiments to be undertaken in Section 7.2, this section seeks
to present the results of these experiments1. This consists of two section. The first
of these — Section 7.3.1 — presents the results of the two different benchmarking
experiments which show the consequences of running an ensemble of models without
knowledge of pedestrians’ destinations, both with and without location data being
assimilated into the ensemble. The second section — Section 7.2.2 — presents the
results of applying state augmentation within the EnKF to update agents’ destinations
as well as their locations when assimilating data; this considers multiple ways in which
agent destinations can be encoded when applying state augmentation.

7.3.1 Benchmarking

This section outlines the results of the benchmarking experiments undertaken in this
chapter. The first of these focuses on exploring the impact of different ways in which we
encode our lack of knowledge regarding pedestrians’ destinations in a scenario where
we simulate the system without assimilating any data. This is achieved by exploring
the way in which the average distance error per agent varies over simulated time.

This variation is shown in Figure 7.1, which consists of three sub-figures. Each of the
three sub-figures shows the variation of average distance error per agent given a specific
approach to allocating agent destinations within the ensemble of models: Figure 7.1a
shows the results of allocating destinations uniformly across the ensemble for each agent;
Figure 7.1b shows the result of allocating destination randomly across the ensemble for
each agent; Figure 7.1c shows the result of allocating destinations randomly drawn from
a uniform distribution of destinations adjacent to the true destination for each agent.

1The experiments run for this chapter can be found in the notebooks found in
Projects/ABM DA/experiments/enkf experiments/results 3/notebooks/ in the dust repository
archive
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Figure 7.1: Variation in average error per agent over simulation time with no data
assimilation.
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Figure 7.2: Sample trajectories of a single agent represented in each of the benchmark-
ing ensemble models. Trajectory of corresponding agent in base model provided for
comparison.
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In Figure 7.1a, we see the variation in average distance error per agent when des-
tinations are allocated uniformly across the ensemble for each pedestrian. Considering
this figure, we see that the average error starts very small. This is reflective of how the
ensemble of models is created; each of the ensemble-member models is a copy of the
base model and, as such, the starting locations of the agents in each of the models is
the same as in the base model. Whilst the initial average error may be small, it quickly
grows and, unlike in Chapters 5 and 6, does not decrease over the course of the simu-
lation run. This is primarily because no data are being assimilated into the ensemble
of models and therefore the model states are not being corrected by observations of
the true system state. Beyond this, however, the random allocation of destinations for
each of the pedestrians in the system also means that agents in the ensemble-member
models do not deactivate as a result of reaching the correct destinations but instead due
to reaching other gates. As a consequence, each of the ensemble-member models may
deactivate when their agents have completed their journeys across the environment,
but this does not mean that the agents have reached the same destinations as their
counterparts in the base model. This is reflected in Figure 7.2a.

When considering Figure 7.1b, we observe a similar pattern. The initial average
distance error per agent is small at the outset of the simulation run as a result the
ensemble-member models being a copy of the base model and consequently the agents
in each of the models sharing starting locations with the corresponding agents in the
base model. The average distance error per agent quickly grows as the system evolves,
with the ensemble mean state diverging from that of the base model. Given that the
destinations for each of the pedestrians are allocated randomly across the ensemble,
there is a chance that the destination of an agent in one of the ensemble-member
models may match that of the corresponding agent in the base model; the probability
of this occurring, however, is relatively low. In the case that an agent starts on the
left side of the environment (the side with the fewest gates), the probability that each
of the gates from the other boundaries are allocated is 1/10; in the case that an agent
starts on either the right or bottom sides of the environment (the sides with the most
gates), the probability that each of the gates from the other boundaries are allocated is
1/7. In addition, given that the destinations are randomised across the ensemble, the
representations of a given pedestrian in each of the ensemble-member models is likely
to be different to each other. As a result, the paths of the agents in each of these models
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are likely to be markedly different from each other. This is reflected in Figure 7.2b.
When considering Figure 7.1c, we observe a different pattern. The initial average

distance error per agent is small at the outset of the simulation run; just as in the
previous two cases, this is a result of the ensemble-member models being copies of
the base model. Whilst we do observe an increase in the average error as the system
evolves, this growth is not as great as in the other two scenarios. This is a result of the
increased level of information regarding pedestrian destinations incorporated into the
ensemble by the gate allocation approach; the reasoning behind this was outlined in
the corresponding part of Section 7.1.1. Whilst the final average error per agent seen
in this figure is larger than that we observed in the experiments in Chapters 5 and 6,
it is less than the width of the majority of the gates, suggesting that on average the
ensemble has estimated that the pedestrians will end up in approximately the correct
location. This is reflected in Figure 7.2c.

Having defined initial benchmarks for simulating a system with an ensemble without
any data assimilation, we now turn to the results of simulating a system with an
ensemble with data assimilation where the EnKF is used to update only the locations
of agents within the ensemble-member models. This is explored using Figures 7.3, 7.5
and 7.6.

Figure 7.3 shows the variation in average distance error per agent over time, just
as was shown in Figure 7.1 for the previous benchmarking experiment. In this case,
however, we are able to show both the prior and posterior error as we are assimilating
data to update the agent locations within the ensemble-member models. Each of the
three sub-figures shows the variation of average distance error per agent given a specific
approach to allocating agent destinations within the ensemble of models: Figure 7.3a
shows the results of allocating destinations uniformly across the ensemble for each agent;
Figure 7.3b shows the result of allocating destination randomly across the ensemble for
each agent; Figure 7.3c shows the result of allocating destinations randomly drawn from
a uniform distribution of destinations adjacent to the true destination for each agent.

In each of the three cases, we observe that the posterior average errors are lower than
those observed in the respective cases in Figure 7.1. This is, unsurprisingly, a result
of the ensemble of models being updated with observations of pedestrians’ locations
derived from the base model. In each case, the posterior errors are lower over the
course of the simulation than the respective prior errors, again, reflecting the benefits
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Figure 7.3: Variation in average error per agent over simulation time when assimilating
data to update location.
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Figure 7.4: Sample trajectories of a single agent represented in each of the ensemble-
member models. Trajectory of corresponding agent in base model provided for com-
parison.
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of assimilating observations to update the model states.
These improvements are not, however, consistent across the different allocation

approaches. When comparing Figures 7.3a and 7.3b, we notice that in the case of
the former the assimilation of data results in a posterior error which consistently lies
somewhere between 80 and 100, whilst in the case of the latter the assimilation of data
results in a posterior error that is consistently below 10 — a marked improvement. The
improvement seen here is a consequence of the destination allocation method used in
each case.

In the former case, destinations are allocated uniformly across the ensemble to
agents representing a given pedestrian. As a result, the paths taken by the agents
across the environment between assimilation time-steps do not differ greatly, and so
the uncertainty in the prior positions represented by the ensemble is typically small
in comparison to the uncertainty in the observations. The EnKF therefore places less
weight on the observations when updating the state, and consequently the state does
not improve by much. This is reflected in Figure 7.4a.

In the latter case, however, destinations are allocated randomly across the ensemble
to agents representing a given pedestrian. As a result, the paths taken by the agents
across the environment between assimilation time-steps are markedly different; this
means that the uncertainty in the prior positions represented by the ensemble is large
in comparison to the uncertainty in the observations. The EnKF therefore places
much more weight on the observations when updating the state. This is reflected in
Figure 7.4b.

This difference in weighting applied to the observation can be observed in Figure 7.5.
This figure shows a heatmap for the gain matrix at the end of the simulation run for
each of the destination allocation methods. Recall from the Chapter 4 that the gain
matrix indicates the weight applied to the observations in updating the elements of
the state ensemble matrix. For example, the entry in the first column pertains to the
weight applied to updating the x-location of the first agent in the first model with the
x-location of the first observation. We expect that, in each case, elements off of the
diagonal should be 0 as it is unlikely that observations of a pedestrian would contribute
to the updating of the agents representing another pedestrian; this is confirmed by
inspecting each of Figures 7.5a, 7.5b and 7.5c. We can judge the degree to which
updates from observations are weighted by considering the values along the diagonal of
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the gain matrix. In the case of Figures 7.5b and 7.5c (i.e. cases where destinations are
allocated randomly across the ensemble and where destinations are allocated from the
true destination and the adjacent gates respectively), we observe that the values along
the diagonal are high, typically between 0.8 and 1.0. In the case of Figure 7.5c, we see
that there is some variation in value but this variation is not large.

In comparison, when we look at Figure 7.5a, we see that the values along the
diagonal are lower than in the other heatmaps. This indicates that less weight is
applied to the update from the observations than in the other two cases; indeed, some
elements along the diagonal have values close to 0, indicating that no weight is applied
to observations and therefore the specific element of the state to which that element
pertains is unchanged by the observations. Furthermore, we notice some non-zero
values off of the diagonal.

We can finally examine these scenarios by considering the impact of data assim-
ilation on the position of one of the pedestrians being simulated. This is achieved
by considering Figure 7.6. This figure shows the distribution of x- and y-locations
across the ensemble for a single pedestrian in the population, comparing the prior and
posterior distributions and also indicating the observed location.

In Figure 7.6a, we see that the distribution of x- and y-locations has a very low
uncertainty (relative to those seen in Figures 7.6b and 7.6c) indicated by the relat-
ively small spread of the distributions. Furthermore, the locations given by the state
ensemble from the models often differ substantially from the observed locations (and
subsequently from the observations). Due to the low levels of uncertainty in the en-
semble state, we find that the posterior often does not differ much from the prior
distribution; in Figure 7.6a, this is particularly noticeable in the case of the x-location.
The more noticeable difference between the prior and posterior in the y-location arises
due to the greater degree of uncertainty found in the prior y-location, allowing the state
to be updated in response to the introduction of observations.

In Figure 7.6b, we see that the range of the prior distributions of x- and y-locations
are much greater than those seen in Figure 7.6a. Just as in the previous scenario,
the lack of information regarding the destination of the pedestrian results in the prior
estimate being incorrect, and consequently not lying near the observed locations of
the true locations. Given the much larger degree of uncertainty in the x- and y-
locations, the EnKF places a much larger weight on the impact of the observation,
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Figure 7.5: Heatmap of gain matrix for final data assimilation of simulation run.
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Figure 7.6: Distributions of x- and y-location for first pedestrian before and after the
indicated observation was assimilated.
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and consequently this results in a marked difference between the prior and posterior
distributions; this is noticeable both with regard to the update in location and the
degree of uncertainty in the posterior compared to the prior distribution.

In Figure 7.6c, we see that the range of the prior distributions of x- and y-locations
are much smaller that those seen in Figure 7.6b, but larger than those seen in Fig-
ure 7.6a. In this case, this reduced uncertainty in the estimated locations of the ped-
estrian is a result of the increase degree of knowledge that we have incorporated in the
models of the pedestrian’s target destination. The added benefit of this increased level
of knowledge is that the prior distribution is typically closer to the true location of the
pedestrian found in the base model as well. Given the relatively low level of uncer-
tainty in the estimated locations, the impact of data assimilation is smaller than that
observed in Figure 7.6b; however, in light of the increased level of knowledge regarding
pedestrian destinations, the small update provided by the assimilated data is sufficient.
Furthermore, the update of the estimated pedestrian location results in a reduction in
the uncertainty around the location.

As a result of these two experiments, we have established a benchmark for the
degree of error that we might expect when running an ensemble of models with poor
knowledge regarding pedestrians’ destinations around the environment. However, we
also see that even in the absence of knowledge regarding pedestrians’ destinations,
applying data assimilation to the system improves the accuracy with which we can
simulate the system. In such a situation, we can conclude that a random allocation
of destinations to agents across the ensemble is beneficial over a uniform distribution
as the former introduces a larger degree of uncertainty in the estimates provided by
the ensemble of models and the EnKF therefore relies more heavily on the observations
provided. If, however, we have any prior knowledge regarding the destinations to which
pedestrians are headed (even if this information has some level of uncertainty attached
to it), this is even more beneficial.

In the next section, we shall build upon these benchmarks, applying the Ensemble
Kalman Filter with state augmentation such that when data are assimilated, we update
not only the estimated locations of the pedestrians but also the destinations. For this
set of experiments, we shall discard the first destination allocation method — Uniform
Across Ensemble — as we have seen that a more appropriate manner in which to
encode our lack of knowledge regarding pedestrian destinations is the second approach,
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i.e. Random Across Ensemble.

7.3.2 Estimating Pedestrian Destinations

Having established benchmarks in the previous section, this section seeks to outline the
results of running a state-augmented EnKF to undertake data assimilation to update
not only the estimated locations of pedestrians but also estimates of their destinations
as periodic observations become available. As outlined in Section 7.2.2, this is achieved
by running the EnKF with the same parameter values as used in the benchmarking
experiments with the addition that the destinations of pedestrians are included in the
updating process using state augmentation (as detailed in Section 7.1.2). This section,
therefore, details the results of running such experiments using two ways in which the
state vector can be augmented and two ways in which we can incorporate uncertainty in
the initial allocation of destinations; in the former case, we consider including the gate
number in the state vector, and including a target location described by an angle in
the state vector; in the latter case, we consider the Random Across Ensemble and Ad-
jacent approaches for the initial allocation of destinations as used in the benchmarking
experiments. As in the previous benchmarking experiments this is primarily achieved
by considering the variation in average error per agent over the course of a simulation
run for each scenario. In addition, however, we wish to explore whether the filter has
been able to correctly identify the destination to which a pedestrian is heading; this is
achieved by considering the distribution of destination estimates across the ensemble,
as well as examining the path taken by agents across the environment and how this is
updated in response to changing estimates of destinations.

Looking at Figure 7.7, we can see the variation in average error per agent over the
course of a simulation run. This comprises of four sub-figures.

The first of these — Figure 7.7a — shows the variation in prior and posterior error
in the scenario when the destination is estimated by estimating the number of the gate
to which pedestrians are headed and initial allocation of destinations is undertaken by
randomly allocating destinations across the ensemble. In the case of both the prior
and posterior errors, we see that over the course of the simulation run, they are lower
than the corresponding errors seen in the final benchmarking experiment; indeed, by
halfway through the simulation run, the prior error is almost as low as the posterior error
seen in the corresponding benchmarking experiment in which data were assimilated to

181



7.3 Results

update just the locations (see Figure 7.3b). This is, perhaps, indicative that despite
having started with random destinations allocated across the ensemble, the EnKF has
updated these destination and consequently the agents in the ensemble-member models
have acquired “correct” destinations (with respect to the destinations of the respective
agents in the base model) — something that shall be further explored when considering
Figure 7.8.

We next consider Figure 7.7b. In this figure, we see the variation of average error
per agent over the course of the simulation run when initial destination allocation
is undertaken by randomly allocating destinations across the ensemble, and over the
course of the simulation destinations are updated by estimating the target angle around
the environment towards which each agent is headed. As in the previous case, we
see that both prior and posterior errors represent an improvement with regards to
average error per agent in comparison to the corresponding benchmarking experiment
(Figure 7.3b).

Looking at Figure 7.7c, we see a similar pattern — the variation in both the prior
and posterior errors when applying the same form of state augmentation in conjunction
with the Adjacent approach to allocation initial destinations are relatively low. The
improvements seen here in comparison to the corresponding benchmarking experiment
(the results for which can be see in Figure 7.3c) are not as marked as those seen in
Figure 7.7a. This is, however, to be expected. In the previous case, the higher degree of
uncertainty in pedestrian destinations meant that whilst the posterior ensemble state
of the benchmark performed relatively well, time-steps between data assimilation steps
saw the ensemble of models diverging from the true system state represented by the
base model as the pedestrian destinations were not being updated and were likely very
incorrect when compared to the destination of the agents in the base model. In this case,
however, the corresponding benchmarking experiment was already able to incorporate
some prior knowledge regarding the destinations of the pedestrians and, whilst this was
not updated in the corresponding benchmarking experiment, this was sufficient for the
benchmarking ensemble with data assimilation to provide a reasonable approximation
of the path taken by the pedestrians.

This is corroborated by Figure 7.7d, in which we consider the scenario in which
initial destinations were allocated using the Adjacent approach and destinations were
updated over the course of the simulation by estimating the target angle around the
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edge of the environment. In this case, as in the previous case, both the prior and
posterior average errors per agent represent improvements in comparison to the scenario
depicted in Figure 7.3c, though these improvements are limited by the improvements
offered by the use of the EnKF to perform simple location updating in conjunction
with the Adjacent destination allocation method seen in Section 7.3.1.
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(c) Adjacent with Gate Number Estima-
tion
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(d) Adjacent with Angle Estimation

Figure 7.7: Variation in average error per agent over simulation time. Subplots show
the impact of different initial destination randomisation and destination estimation
approaches within the Ensemble Kalman Filter.

When considering each of the sub-figures in Figure 7.7, we can draw two comparis-
ons:

• The impact of the method of allocating initial destinations to agents, i.e. random
across ensemble or adjacent to true destination;

• The impact of the type of state augmentation, i.e. estimating gate number or
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estimating target angle around the environment.

When considering both methods for allocating initial destinations to agents, i.e.
scenarios in which initial destinations are allocated randomly across the ensemble in
Figures 7.7a and 7.7b and scenarios in which they are allocated adjacent to the true des-
tinations in Figures 7.7c and 7.7d, we see that both prior and posterior average errors
present improvements in comparison to the corresponding scenarios when benchmark-
ing. It is noticeable, however, that these improvements are much more noticeable when
considering scenarios in which we allocate initial destinations randomly across the en-
semble. This is a consequence of the relative poor performance seen in Section 7.3.1
when applying the Ensemble Kalman Filter to update the location of agents in the
ensemble-member models. When we have an increased degree of information regarding
pedestrians’ target destination, the updating of agent locations is much more effective,
and therefore the improvement seen when including destination estimation in the EnKF
is not as noticeable.

When considering the type of state augmentation used, i.e. scenarios in which we es-
timate target gate numbers in Figures 7.7a and 7.7c and scenarios in which we estimate
target angles in Figures 7.7b and 7.7d, we see that both appear to offer improvements
with regards to the accuracy with which they simulate the paths of pedestrians as
they cross the concourse environment; over the course of simulation runs, the average
error per agent in all cases show improvements when compared to the corresponding
scenarios outline in the benchmarking experiments. When comparing the results in
Figure 7.7, it may appear that both approaches perform well. It is noticeable, however,
that upon repeated simulation runs, we find instances when the angle estimation ap-
proaches appears unable to correctly estimate the correct destinations for pedestrians.
This results in poor performance when considering the prior average error, but rarely
impacts the posterior performance; despite not correctly identifying the correct des-
tination, the inclusion of observations results in accurate estimates of the pedestrians’
locations at assimilation time-steps.

Having considered the variation in average error per agent in each of the exper-
imental scenarios outlined in Section 7.3.2, we have established that the application
of the EnKF with state augmentation to update destinations is effective in improving
the accuracy with which we can simulate pedestrians traversing the concourse environ-
ment. This, however, does not necessarily demonstrate that the method is effective in
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identifying the correct destination for pedestrians over the course of a simulation run.
In order to show this, we consider Figures 7.8—7.11. Each figure considers a single
member of the pedestrian population in each of the four scenarios explored above. In
each case, the relevant figure is divided into two sub-figures. The first of these shows
the origin and true destination of the pedestrian, the true path taken by the pedestrian
(as determined by the respective agent in the base model), the observations of the true
state used for data assimilation and the prior and posterior mean estimates from the
ensemble of models in conjunction with the EnKF. The second of these shows the ini-
tial distribution of destinations across the ensemble for the given pedestrian, the final
estimated distribution of destinations across the ensemble and the true destination;
in cases where the gate number is being estimated, the true destination constitutes a
single value, whereas in cases where the angle is being estimated the true destination
constitutes a range of angles.
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Figure 7.8: Gates Estimation with initial destination allocation randomised across
ensemble

In Figure 7.8, we see the results pertaining to the scenario in which initial destin-
ations have been allocated randomly across the ensemble, and the state of the EnKF
has been augmented to include the gate numbers of each of the pedestrians. When
considering the paths shown in Figure 7.8a, we can see that the initial allocation of
destinations was incorrect; this is indicated by the first step of the prior line veering off
in a direction that would not direct the agents towards the destination (Gate 3) given
their starting location (Gate 9). Over the course of the simulation, however, we see that
both the prior and posterior lines largely match the line representing the true path of
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the pedestrian. This indicates that the EnKF has correctly estimated the destination
of the pedestrian. This is backed up by Figure 7.8b in which we see the initial and final
distributions of destinations gates across the ensemble for the given pedestrian. Given
that the initial allocation of destinations was random across the ensemble, we can see
that the initial distribution is largely uniform across the selection of valid destination
gates; gates 7, 8, 9, and 10 are excluded from the selection of valid gates as the ped-
estrian departed from the top boundary of the environment (see Table 7.1). Over the
course of the simulation run, the filter correctly identifies gate 3 as the pedestrian’s
destination; this is demonstrated by 3 being the modal value in the final distribution,
agreeing with the line representing the true gate number.
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Figure 7.9: Angle Estimation with initial destination allocation randomised across
ensemble

In Figure 7.9, we see the results of the experiment in which initial destinations are
allocated randomly across the ensemble and the filter state is augmented through the
addition of a target angle for each pedestrian in the population. Just as in the previous
case, the initially high degree of uncertainty in the pedestrian’s target destination
results in the first step in the prior path heading in a direction that does not align
with the true path as seen in Figure 7.9a. As observations are assimilated, however,
the path of the agent is corrected and aligns with the true path of the pedestrian to an
increasing degree. Just as in the previous case, this is indicative of the filter gaining a
correct estimate of the destination towards which the pedestrian is headed within the
environment. This is confirmed by inspecting Figure 7.9b. As a consequence of the filter
estimating an angle, the true value is a range of values lying between the two dotted
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lines in this case. The initial distribution of gates being randomly allocated across the
ensemble is shown in the figure, with angles pertaining to gates 1 and 2 on the top
boundary being excluded. By the time that the pedestrian has completed its journey
across the environment, the filter has correctly estimated the target destination, with
the majority of the angles across the ensemble lying in the range representing gate 8.
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Figure 7.10: Gates Estimation with initial destination allocation randomised across
gates adjacent to the true gate.

In Figure 7.10, we see the results of the experiment for the scenario in which gates
are allocated randomly across the interval between the two gates either side of the true
destination gate, and the Ensemble Kalman Filter estimates the destination based on
the augmentation of the state to include gate numbers for each of the pedestrians in
the population. When considering Figure 7.10a, we see the true pedestrian path, the
observations of this path, and the path modelled by the ensemble of models in conjunc-
tion with the EnKF. Given the increased level of knowledge regarding the destination
of the pedestrian encoded in the initial distribution of destinations across the ensemble,
we see that the initial step of the prior path already aligns closely with the true path
taken by the pedestrian in the truth-generating base model. Consequently, the prior
and posterior paths continue to closely track the true path taken by the pedestrian;
this includes tracking the path of the pedestrian as it moves around the central clock
obstacle. This increased level of knowledge is reflected in Figure 7.10b, in which we can
see the initial distribution of target gate numbers across the ensemble is spread between
gates 1, 2 and 3; the true destination is gate 2. Over the course of the simulation run,
the EnKF correctly identifies that the pedestrian’s destination is gate 2, with this being
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the value arrived at for the agent in each of the ensemble member models.
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Figure 7.11: Angle Estimation with initial destination allocation randomised across
gates adjacent to the true gate.

In Figure 7.11, we see the results pertaining to the scenario in which the initial
distribution of destinations is undertaken based on the Adjacent approach outlined in
Section 7.1.1, and the EnKF’s state vectors are augmented to include target angles
for each pedestrian in the population. Although the Adjacent destination allocation
approach has been used in this case, there is some degree of deviation between the first
step in the prior path and the true path as seen in Figure 7.11a. This is, however, quickly
corrected through data assimilation, with the corresponding step in the posterior path
closely aligning with the true path. This continues over the course of the simulation
run, with the paths converging on the true path as the target destination identified by
the Ensemble Kalman Filter converges on the correct range of angles. In Figure 7.9b,
we see that the initial distribution of destination angles is spread relatively uniformly
across the angles pertaining to the true gate and each adjacent gate on either side. Over
the course of the simulation run, the majority of ensemble-member models converge
on angles that point to locations along the lower boundary that lie within the correct
destination gate — gate 6.

7.4 Concluding Remarks

Just as with the previous chapter this chapter has focussed on the application of the
EnKF to the StationSim GCS model of pedestrian motion around the concourse of
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Grand Central Station in New York. However, where Chapter 6 focussed solely on the
exercise of using the EnKF to update the locations of pedestrians in the environment
(having been provided with perfect information regarding the pedestrian destinations),
this chapter places greater responsibility on the filter. In this chapter, it is assumed
that we do not have perfect knowledge of pedestrian latent variables — in this case
pedestrians’ destinations — and tasks the EnKF with inferring the unobserved variables
whilst still updating the estimates of the observed variables, i.e. pedestrian locations,
when provided with observations.

The relaxation of the assumption of perfect knowledge regarding pedestrian latent
variables presents some new challenges that have not been faced in previous experi-
ments, as does the tasking of the EnKF with the estimation of such variables. These
raise the questions of how we go about encoding prior knowledge regarding pedestrian
destinations, and how we modify the EnKF to produce estimates of these variables.
Section 7.1 seeks to present prospective solutions to both of these questions.

Experiments in this chapter were undertaken on two fronts. The first of these fo-
cused on benchmarking, showing the impact of a lack of knowledge regarding latent
variables, i.e. pedestrian destinations, both with and without data assimilation; the
second these focused on implementing the proposed solutions outlined in Section 7.1.
When undertaking benchmarking, it was found that when a complete lack of knowledge
was encoded in the ensemble, the model ensemble performed very poorly, resulting in
increasingly large average errors between the ensemble mean and the base model; this
was reflected when applying the Uniform Across Ensemble approach and the Random
Across Ensemble approach. When considering the scenario in which we encoded some
prior knowledge (i.e. the Adjacent approach), it was found that the ensemble of models
performed much better; this was, however, still worse than the scenario in which we
have perfect knowledge of pedestrian destinations seen in the previous chapter. Sub-
sequently, the EnKF was run with each of the three approaches to representing a lack
of knowledge regarding the pedestrian destinations, but this time allowing the filter
to update the estimated locations of the pedestrians within the ensemble of models.
The improvements seen when using the Random Across Ensemble approach were much
greater than those seen when using the Uniform Across Ensemble approach. This was
attributed to the greater degree of variation between ensemble member models ob-
served when using the Random Across Ensemble approach which subsequently allowed
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the EnKF to make greater alterations to the ensemble state. When considering the
scenario in which the Adjacent approach was used, the prior and posterior errors re-
flected that the ensemble of models was relatively effective in simulating the system
of pedestrians as a result of the increased degree of knowledge regarding pedestrian
destinations.

Having established a benchmark of the performance with which the Ensemble Kal-
man Filter could simulate the system when presented with uncertainty regarding ped-
estrian destinations, the final experiment aimed to demonstrate that the filter could
effectively simulate the system and identify correct estimates of the destinations when
allowed to update the destinations in some way. Having established in the previous
experiment that the Uniform Across Ensemble approach to destination allocation did
not lend itself to state updates, it was discarded as an approach, and so the final exper-
iment aimed to explore the impact of the two remaining approaches (Random Across
Ensemble and Adjacent) in conjunction with the two approaches to state augmentation
(Gate Number estimation and Angle estimation). This resulted in the consideration
of four cases. In each of the four cases, the filter was found to be effective at both
updating estimates of pedestrian locations and estimating target destinations for the
pedestrians within the system. This was established by, once again considering the
average error per agent, as well as considering the changes made by the filter to the
distribution of destinations across the ensemble for the agents representing a given ped-
estrian. It was, however, found that the gate number estimation approach performed
more reliably with respect to correctly identifying destinations for the pedestrians.

Whilst this chapter has largely focused on the use of the EnKF to estimate pedes-
trian destinations, this has ramifications for the inference of latent attributes in Agent-
Based Models more generally, particularly those that are categorical. When using
Agent-Based Models, there may be features of agents that are neither known with cer-
tainty from the outset of the simulation, nor observed over the course of the simulation
run. In scenarios where such systems are run in an “off-line” manner, this may not
be a significant problem as we are more likely to consider average behaviours; when
considering “on-line” scenarios, however, this may have a much larger impact.

Having demonstrated the efficacy with which the EnKF can simulate the motion
of pedestrians across an environment and estimate unobserved parameters such as
destination gates in this chapter, the next chapter goes on to conclude this thesis. This
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will summarise the work undertaken here, draw comparisons with other relevant pieces
of work identified in the Literature Review, and suggest a set of future investigations
to deal with limitations of this investigation and further expand on this novel research
field.
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Conclusions
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In Chapter 1, a set of research objectives were outlined. The objectives were as follows:

1. Review the literature around the simulation of pedestrian dynamics with a par-
ticular focus on simulation at close to real-time.

2. Describe the modelling approaches used to simulate pedestrian systems in this
investigation.

3. Describe the data assimilation approaches used to update models in this invest-
igation.

4. Apply the Ensemble Kalman Filter to improve estimates of pedestrian locations
in simple Agent-Based Models to show that such approaches can be used with
systems other than those that are described by systems of differential equations.

5. Apply the Ensemble Kalman Filter to improve estimates of pedestrian locations in
more realistic Agent-Based Models to show that such approaches are also effective
when to systems that more closely reflect reality.

6. Apply the Ensemble Kalman Filter to improve estimates of both observed and
unobserved variables in an Agent-Based Model to show that such approaches
are effective in simultaneously performing state and parameter estimation for
pedestrian systems.

The overarching theme of these objectives was the development of a method for the
integration of real-time observations into an Agent-Based Model of pedestrian motion
such that the model could be run in an ‘online’ manner. This investigation sits within
a relatively new field of research, with few other prior works seeking to address the
problems herein; as such, the results of this investigation represent a novel piece of work.
Over the course of this investigation, the Ensemble Kalman Filter (EnKF) method of
data assimilation was found to be effective in integrating real-time observations into an
Agent-Based Model of pedestrian motion, both in the case of a toy model (Chapter 5)
and a model which is grounded in a real-world setting (Chapter 6 and 7).

This chapter, acting as a conclusion to this investigation, shall summarise the res-
ults of the various efforts that have been undertaken to achieve these objectives. This
will consist of a section summarising the results of the chapters, an evaluation of these
results and some recommendations for future work which should follow this investiga-
tion.
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8.1 Summary of Results

This section aims to summarise the results of this investigation, and in doing so ad-
dresses Objectives 4, 5 and 6.

The first of these objectives — Objective 4 — was addressed in Chapter 5. In
this chapter, we sought to show that the EnKF was effective in improving estimates
of pedestrian locations over time in a simple Agent-Based Model. This involved un-
dertaking a series of experiments. The first of these aimed to establish a benchmark
for performance when an ensemble of models was used to simulate pedestrians crossing
the environment without the assimilation of data. This was carried out by considering
the average error per pedestrian across the agents in the average model state across the
ensemble. This experiment showed that, whilst the average error per pedestrian was
low at the beginning and end of the simulation run, an increase in error was observed
between these times. This resulted from the randomness of agent-agent interactions
whereby agents attempting to proceed from their origin to their destination who were
obstructed by other agents would attempt to bypass them by sidestepping perpendic-
ular to their direction of travel; the direction of the sidestep is a binomial trial-like
choice, with each direction carrying equal probability. The number of these sidesteps
(characterised as collisions in Chapter 5) was seen to grown disproportionately as the
population size grew. Following this, the EnKF was introduced. For the same ensemble
size and population size, the filter was found to improve the accuracy with which the
ensemble of models simulated the underlying system. Finally, the impact of different
filter parameters was considered. The parameters in question were the ensemble size,
the assimilation period and the standard deviation associated with the error in the
observations. As was observed in previous investigations using the EnKF, it was found
that:

• An increase in the ensemble size results in a reduction in the error;

• An increase in the assimilation period results in an increased in the error;

• An increase in the observation error standard deviation results in an increase in
the error.

Following this, the EnKF was applied to the StationSim GCS model. This model
sought to expand upon the toy model used in the previous chapter which was somewhat
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limited in the types of agent interactions that it incorporated, the way in which it
separated entrances and exits and the exclusion of any environmental obstacles. Just
as with the previous model, a set of benchmarks were established to show how an
ensemble of models performed without any data assimilation. The filter was then
applied to this model. In applying the filter to the model, two additional challenges
were considered, focussing on how outlier simulations impacted summary statistics.
Outliers were seen to occur with respect to both error magnitude and time taken for
simulations to finish running. As a consequence, the approach to processing results was
updated to account for these problems, choosing to take the median error instead of the
mean error (handling error outliers) and finishing simulations when 90% of models have
completed (handling time outliers). When applying the filter to StationSim GCS with
these adjustments, it was found that it was effective in improving the accuracy with
which the ensemble of models simulated the system, outperforming the benchmarking
ensemble of models.

The final results chapter went on to highlight a key problem with the previous two
results chapters — namely that we had assumed perfect knowledge of latent pedestrian
attributes — and sought to provide solutions to this problem. In reality, we seldom
have perfect knowledge regarding such attributes (such as pedestrian destination). We
therefore sought to use the EnKF to infer such latent variables. This introduced two
challenges.

The first of these raised the question of how we go about encoding prior knowledge
regarding such unobserved quantities in our ensemble of models. It was proposed that
we could encode the uncertainty in our knowledge by using different schemes to al-
located initial destinations to agents across the ensemble of models, either encoding a
complete lack of knowledge by choosing destinations using a uniform random distribu-
tion across all gates in the environment, or encoding an limited knowledge of pedestrians
destinations by using a random uniform distribution across the true destination gate
and a limited number of adjacent gates.

The second of these raise the question of how we go about using the filter to infer
unobserved quantities, particularly given that the quantities are discrete/categorical
variables in the case of pedestrian destinations. It was proposed that we could use
the state augmentation approach, whereby unobserved parameters are included in the
state vector. To achieve this, two approaches for encoding destinations were proposed.
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The first of these opted to simply add the number of the gate to which each pedestrian
was headed to the state vector. The second opted to coerce the problem from one of
a problem of inferring categorical variables to one of inferring continuous variables —
something that is more common in typical data assimilation fields of application; this
was achieved by considering the angle between the centre of the environment and the
point on the edge of the environment towards which a pedestrian was headed.

In each of the cases, the EnKF was found to be effective in both improving the
location estimates of pedestrians within the environment and in inferring the pedestrian
destinations, showing the suitability of the method of the inference of latent parameters
in Agent-Based Models.

8.2 Evaluation

Over the course of this investigation, the EnKF has been shown to be effective in
improving the accuracy with which an ensemble of models simulate a pedestrian system,
both when considering the fictitious toy model and when considering the mode realistic
StationSim GCS. This is largely in agreement with the limited number of investigations
which have sought to apply other data assimilation schemes to similar scenarios. Of
these other investigations, some have sought to apply to Particle Filter (Malleson et al.,
2020; Ternes et al., 2021) and others have sought to apply the Unscented Kalman
Filter (Clay et al., 2020, 2021).

One of the issues noted when reviewing the literature in Chapter 2 and outlining the
data assimilation methods in Chapter 4 was the ways in which the number of ensemble-
member models/particles varied across the Particle Filter and EnKF. Typically, it has
been observed that when dealing with systems in which the transformations are linear
and in which errors are Gaussian-distributed, the EnKF requires smaller ensemble
sizes to achieve the same degree of error. Whilst this investigation has not explicitly
explored whether these conditions have been met, it is noticeable that, when comparing
the results of Chapter 5 with the results produced with the Particle Filter by Malleson
et al. (2020), the number of particles used in the Particle Filter investigation is much
larger than the ensemble sizes used in this investigation; whilst the EnKF used in
Chapter 5 uses ensemble sizes of < 100 models, the Particle Filter investigation uses up
to 10, 000 particles to produce results with comparable population sizes. This disparity
in ensemble sizes was also noticeable when comparing the investigation by Ternes et al.

196



8.2 Evaluation

(2021) which sought to apply the Particle Filter to StationSim GCS whilst also handling
latent pedestrian parameters as in Chapter 7, with the Particle Filter investigation using
5, 000 particles and our EnKF using 100 ensemble-member models. In the case of the
Particle Filter investigation, however, population sizes were much larger, and the filter
was tasked with handling uncertainty in both the pedestrian speeds and destinations
whilst this investigations only considered a single latent variable for each pedestrian —
its destination.

One of the shortcomings of this investigation is the data used. Whilst real-world
observations have been used in the model calibration process outlined in Chapter 3,
the data used in the assimilation process have been synthetic, i.e. a base model has
been used to generate a ground truth, and synthetic observations have been produced
by adding Gaussian noise to these model states. The pedestrian trajectories across the
environment in the model are largely linear except when pedestrians employ avoidance
(i.e. sidestepping); this is not always the case in the real-world. As Ternes et al. (2021)
notes, when working with real-world observations, we are likely to find some trajectories
which are distinctly non-linear.

A further shortcoming is the assumption of perfect coverage in observations at each
assimilation time-step. In this investigation, the observations generated have been at
an individual-level, and have covered all of the pedestrians being modelled; this may not
always be the case. A more common scenario is one in which we have have intermittent
observations of the locations of a portion of the population (e.g. mobile phone data) or
aggregated observations (e.g. pedestrian count data generate by cameras). The former
case has not been considered here, but has been considered in investigations using
the related Unscented Kalman Filter (Clay et al., 2020) which found the filter to be
successful in handling the lack of information.

When exploring the use of different summary statistics for calculating errors in
Chapter 6, it was noted that for that purpose, taking the median instead of the mean
was a more appropriate summary statistic as it helped to alleviate issues with ensemble-
member models which acted as outliers in the calculation of the average error. In
a similar vein, it may have been of value to explore the use of different summary
statistics when reducing an ensemble of models down to a single representative state.
In this investigation, we have defaulted to taking the mean of the ensemble-member
models. It is possible, however, that this could produced non-viable trajectories; when
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when applying the EnKF to stationsim gcs, this may produced trajectories that pass
through the obstacle in the centre of the environment. It may, therefore, be more
appropriate to use a different summary statistic such as the median to ensure that the
representative average state that is produced is, in fact, a viable state which is found
in at least one of the ensemble-member models.

A further issue regarding the summarisation of ensemble-member models into a
single representative state may also occur in the process of inferring the pedestrians’
destinations in Chapter 7. In this scenario we were attempting to infer locations around
a (topologically) circular environment. The approaches used, however, may not suf-
ficiently handle the circular nature of the environment. We may consider a scenario
where we have a single pedestrians positioned near the centre of the environment which
is represented by an EnKF containing two models which seeks to infer the pedestrian’s
destination by estimating the angle of the destination. One of the ensemble-member
models may estimate that the target destination is at an angle of θ = −3π

4 , whilst the
other may estimate the angle to be θ = 3π

4 . In such a scenario the ensemble average
would lead the pedestrian to a destination located at θ = 0 where it is more likely that
an appropriate average destination would be θ = π. One way of facilitating these types
of calculations might be the use of circular statistics (Jammalamadaka and Sengupta,
2001).

Finally, it should be noted that this investigation has largely dealt with the two
sources of uncertainty, i.e. uncertainty resulting from agent-agent interactions (Chapter 6)
and uncertainty resulting from lack of knowledge regarding agent destinations (Chapter 7),
in isolation of each other. This is evidenced by the relatively small population sizes
employed in Chapter 7.

With these points in mind, the following section seeks to outline a programme of
suggested future work which may seek to expand on the present investigation.

8.3 Recommendations for Future Work

Having offered some critique of this investigation in the previous section, this section
seeks to outline a ideas for future work which might alleviate some of these issues, and
may expand upon what has been presented herein.

In the previous section, we mention the limitation of not using real-world data in
the data assimilation process, and only in the calibration process. One of the primary
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recommendations for future work would, therefore, be to expand this suite of work to
make use of real-world trace data when performing assimilation. The introduction of
real-world data into the process may be undertaken incrementally, starting with basic
examples and expanding to situations which exhibit greater degrees of complexity as
in this investigation. As noted by Ternes et al. (2021), this brings with it substantial
challenges when we encounter pedestrians who take paths between their origin and
destination which are particularly non-linear. Such a set of experiments will likely
draw into question the validity of the model being used — does it truly capture the
behaviour of the pedestrians being simulated? In order to address this, we may wish
to undertake a more data-driven model development process.

In such a scenario, we must also address the question of how we go about assess-
ing filter performance; in this investigation, error was calculated by considering the
ensemble mean and the ground truth generated from a base model, but when dealing
with real-world traces we would not have a base model against which to compare. One
solution may be to consider the observations as the ground truth and generate data
to assimilate into the ensemble by adding noise to them (just as has been done in this
investigation).

Another way in which this investigation could be expanded upon is through a more
in-depth exploration of the different ways in which we encode our prior knowledge re-
garding latent variables. In Chapter 7, we considered a set of approaches which either
assumed no knowledge of the pedestrians’ destinations (Random Across Ensemble) or
perfect knowledge with some limited random noise attached (Adjacent). This could be
expanded upon one two fronts. Given that this investigation focused on the inference
of categorical latent variables, one extension of the investigation could be task the fil-
ter with estimating continuous unobserved variables too, as was undertaken by Ternes
et al. (2021); it is expected, however, that the inference of a continuous variable be-
ing a problem to which data assimilation schemes are more commonly applied would
mean that this would not be particularly challenging. The next extension may seek
to explore the way in which a filter’s ability to correctly infer latent variables depends
on the way in which the uncertainty in the prior knowledge is represented. In this
investigation two approaches for encoding prior uncertainty were presented — one in
which no prior knowledge was assumed, and one in which near-perfect knowledge was
assumed. Neither of these approaches have considered a way of encoding knowledge
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which was derived from empirical data analysis, which is likely to result in a scenario
which lies somewhere between the two approaches used in this investigation. Such a
representation of uncertainty in knowledge could be arrived at by analysing the ped-
estrian trace data used in the calibration phase to devise an origin-destination matrix
which would determine the random distribution used to draw pedestrian destinations
base on the gate through which they enter the system.

A further way in which this investigation could be extended is through the use
of other approaches to estimating latent variables. Whilst there may exist other ap-
proaches to using the EnKF to infer latent variables beyond state augmentation (Katz-
fuss et al., 2016), we may also wish explore approaches which help to infer these variables
outside of the filter. If considering the specific scenario presented Chapter 7 in which
we wish to infer the pedestrians’ destinations, we could consider a very simple approach
whereby we fit a straight line to the observations of each pedestrian, project the line
forwards (following the procession of time over which the observations were collected),
find the point at which this extended line meets the boundary of the environment and
identify the nearest gate to this point. This approach, however, would likely not ex-
tend well to inference of other latent variables when apply an Agent-Based Model in
conjunction with a data assimilation scheme. A more general approach which would
likely be more conducive to the inference of categorical latent variables would be to use
a Hidden Markov Model (Rabiner and Juang, 1986) — something that was attempted
by Rai and Hu (2013). Hidden Markov Models seek to learn about the dynamics of
an unobservable system using a set of observable states which are in some way influ-
enced or controlled by the underlying system. In the case of the destination inference
problem studied in this investigation, this would involve inferring the destination of
the unobserved pedestrian destinations based on the observed pedestrian locations over
time.

A final way in which this investigation could be extended is through direct com-
parison with other data assimilation methods. So far, each of the EnKF, Unscented
Kalman Filter (Clay et al., 2020, 2021) and the Particle Filter (Malleson et al., 2020;
Ternes et al., 2021) have been applied to similar pedestrian Agent-Based models. Their
comparative strengths and weaknesses are well documented; however, the situations in
which these are meaningful has not been explored in the setting of Agent-Based Models
of pedestrian systems. As an example, we may consider the assumption of Gaussian
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error distributions in Kalman Filter-based approaches — when this is satisfied such
filters should be optimal and as such should rival the performance of a Particle Filter
with the requirement of less computational cost. In order to test this, we would need to
assess the extent to which error distributions in our ensemble of Agent-Based Models
are Gaussian, and if they are not also explore the ramifications for the trade-off between
filter performance and ensemble size.

8.4 Concluding Remarks

This chapter has sought to provide an overview of the results of the investigation presen-
ted in this thesis, noting the limitations and offering some ideas for future work. Over
the course of the investigation, we have presented a novel approach to running Agent-
Based Models of pedestrian systems in an “on-line” manner. Running such models at
close to real-time has previously been a significant challenge due to the lack of estab-
lished methodology for incorporating streamed data into models. This investigation
offers a potential avenue by which to solve this problem in the form of the EnKF data
assimilation scheme. The application of data assimilation methods to Agent-Based
Models of pedestrian systems is still a very you and expanding field of research; this
investigation has, therefore, sought to address some of the open problems which are
faced by those in the field. Whilst this investigation has been largely successful, there
still remain challenges that need to be addressed. It is hoped that, with the resolu-
tion of such problems, “on-line” Agent-Based Models which receive streamed data from
pedestrian systems may be operationalised such that they may be used by practitioners
and policy makers to offer services in a more data-driven manner.
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Supplementary Calibration Figures
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This appendix contains all of the extra figures relating to the calibration of StationSim GCS.
This complements the analysis undertaken in Chapter 3 (specifically Section 3.2.2).
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Figure A.1: Variation of number of agents in the system over time for λ = 1.0
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Figure A.2: Variation of number of agents in the system over time for λ = 1.1
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Figure A.3: Variation of number of agents in the system over time for λ = 1.2
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Figure A.4: Variation of number of agents in the system over time for λ = 1.3
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Figure A.5: Variation of number of agents in the system over time for λ = 1.4
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Figure A.6: Variation of number of agents in the system over time for λ = 1.5
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Figure A.7: Variation of number of agents in the system over time for λ = 1.6
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Figure A.8: Variation of number of agents in the system over time for λ = 1.7
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Figure A.9: Variation of number of agents in the system over time for λ = 1.8
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Figure A.10: Variation of number of agents in the system over time for λ = 1.9
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Figure A.11: Variation of number of agents in the system over time for λ = 2.0
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Model Subprocesses
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Figure B.1: Flow diagram showing StationSim GCS agent movement process.
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Figure B.2: Flow diagram showing StationSim GCS agent location allocation process.
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Figure B.3: Flow diagram showing StationSim GCS agent speed allocation process.
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Figure B.4: Flow diagram showing StationSim GCS agent activation checking process.
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Figure B.5: Flow diagram showing StationSim GCS agent deactivation checking pro-
cess.
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Figure B.6: Flow diagram showing StationSim GCS agent entrance-choice process.
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Figure B.7: Flow diagram showing StationSim GCS agent exit-choice process.
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Figure B.8: Flow diagram showing StationSim GCS agent-agent collision process.
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Figure B.9: Flow diagram showing StationSim GCS agent-wall collision process.
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Figure B.10: Flow diagram showing StationSim GCS agent initialisation process.
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Figure B.11: Flow diagram showing StationSim GCS station set-up process.
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Figure B.12: Flow diagram showing StationSim GCS wiggle process.
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A vision-based social distancing and critical density detection system for covid-19.
Sensors, 21(13):4608.

Young, S. B. (1999). Evaluation of pedestrian walking speeds in airport terminals.
Transportation Research Record, 1674(1):20–26.

Zhang, H., Hendricks Franssen, H.-J., Han, X., Vrugt, J. A., and Vereecken, H. (2017).
State and parameter estimation of two land surface models using the ensemble kalman
filter and the particle filter. Hydrology and Earth System Sciences, 21(9):4927–4958.

Zhang, H., Vorobeychik, Y., Letchford, J., and Lakkaraju, K. (2016). Data-driven
agent-based modeling, with application to rooftop solar adoption. Autonomous
Agents and Multi-Agent Systems, 30(6):1023–1049.

234



BIBLIOGRAPHY

Zheng, Y., Capra, L., Wolfson, O., and Yang, H. (2014). Urban computing: con-
cepts, methodologies, and applications. ACM Transactions on Intelligent Systems
and Technology (TIST), 5(3):1–55.

Zhong, J., Cai, W., Luo, L., and Yin, H. (2015). Learning behavior patterns from
video: A data-driven framework for agent-based crowd modeling. In Proceedings of
the 2015 International Conference on Autonomous Agents and Multiagent Systems,
pages 801–809.

Zhou, B., Wang, X., and Tang, X. (2012). Understanding collective crowd behaviors:
Learning a mixture model of dynamic pedestrian-agents. In 2012 IEEE Conference
on Computer Vision and Pattern Recognition, pages 2871–2878. IEEE.

Zhou, Y., McLaughlin, D., and Entekhabi, D. (2006). Assessing the performance of the
ensemble kalman filter for land surface data assimilation. Monthly weather review,
134(8):2128–2142.

Zsifkovits, M. and Pham, T. (2017). Modelling and parameterizing pedestrian beha-
viour in public places: A review. International Journal of Simulation Modelling,
16(4):630–643.

235


	1 Introduction
	1.1 Aim and Objectives
	1.2 Thesis Outline

	2 Literature Review
	2.1 Pedestrian Dynamics
	2.1.1 Quantitative Measures
	2.1.2 Qualitative Phenomena
	2.1.3 Modelling Approaches

	2.2 Agent-Based Modelling
	2.2.1 Offline Agent-Based Modelling
	2.2.2 Challenges of Agent-Based Modelling

	2.3 Online Agent-Based Modelling
	2.3.1 Data Assimilation

	2.4 Concluding Remarks

	3 Models
	3.1 Toy Model
	3.2 StationSim_GCS
	3.2.1 Model Description
	3.2.2 Model Calibration
	3.2.3 Model Validation and Verification
	3.2.4 Sensitivity Analysis

	3.3 Concluding Remarks

	4 Data Assimilation
	4.1 Bayesian Inference and Data Assimilation
	4.2 Kalman Filter
	4.3 Ensemble Kalman Filter
	4.4 Other Data Assimilation Methods
	4.4.1 Sequential Methods
	4.4.2 Variational Methods

	4.5 Challenges of Data Assimilation with an Agent-Based Model
	4.6 Concluding Remarks

	5 Data Assimilation for Location Estimation: Toy Model
	5.1 Experimental Design
	5.1.1 Developing a Model Baseline
	5.1.2 Initial Implementation of the Ensemble Kalman Filter
	5.1.3 Exploring the Impact of Filter Parameters

	5.2 Results
	5.2.1 Developing a Model Baseline
	5.2.2 Initial Implementation of the Ensemble Kalman Filter
	5.2.3 Exploring the Impact of Filter Parameters

	5.3 Concluding Remarks

	6 Data Assimilation for Location Estimation: StationSim_GCS
	6.1 Experimental Design
	6.1.1 Developing a Model Baseline
	6.1.2 Exploring Ensemble Member Models
	6.1.3 Implementing the Ensemble Kalman Filter

	6.2 Results
	6.2.1 Developing a Model Baseline
	6.2.2 Exploring Ensemble Member Models
	6.2.3 Implementing the Ensemble Kalman Filter

	6.3 Concluding Remarks

	7 Data Assimilation for Exit Estimation
	7.1 Proposed Solutions
	7.1.1 Destination Uncertainty
	7.1.2 Destination Estimation

	7.2 Experimental Design
	7.2.1 Benchmarking
	7.2.2 Estimating Pedestrian Destinations

	7.3 Results
	7.3.1 Benchmarking
	7.3.2 Estimating Pedestrian Destinations

	7.4 Concluding Remarks

	8 Conclusions
	8.1 Summary of Results
	8.2 Evaluation
	8.3 Recommendations for Future Work
	8.4 Concluding Remarks

	A Supplementary Calibration Figures
	B Model Subprocesses
	References

